1.A peak element is an element that is strictly greater than its neighbors.

Given a 0-indexed integer array nums, find a peak element, and return its index. If the array contains multiple peaks, return the index to any of the peaks.

You may imagine that nums[-1] = nums[n] = -∞. In other words, an element is always considered to be strictly

greater than a neighbor that is outside the array.

You must write an algorithm that runs in O(log n) time.

Example 1:

Input: nums = [1,2,3,1] Output: 2

Explanation: 3 is a peak element and your function should return the index number 2. Example 2:

Input: nums = [1,2,1,3,5,6,4] Output: 5

Explanation: Your function can return either index number 1 where the peak element is 2, or index number 5 where the peak element is 6.

Constraints:

* 1 <= nums.length <= 1000
* -231 <= nums[i] <= 231 - 1
* nums[i] != nums[i + 1] for all valid i.

1. Given a 0-indexed string s, permute s to get a new string t such that:
   * All consonants remain in their original places. More formally, if there is an index i with 0 <= i < s.length such that s[i] is a consonant, then t[i] = s[i].
   * The vowels must be sorted in the nondecreasing order of their ASCII values. More formally, for pairs of indices i, j with 0 <= i < j < s.length such that s[i] and s[j] are vowels, then t[i] must not have a higher ASCII value than t[j].

Return the resulting string.

The vowels are 'a', 'e', 'i', 'o', and 'u', and they can appear in lowercase or uppercase. Consonants comprise all letters that are not vowels.

Example 1:

Input: s = "lEetcOde" Output: "lEOtcede"

Explanation: 'E', 'O', and 'e' are the vowels in s; 'l', 't', 'c', and 'd' are all consonants. The vowels are sorted according to their ASCII values, and the consonants remain in the same places.

Example 2:

Input: s = "lYmpH" Output: "lYmpH"

Explanation: There are no vowels in s (all characters in s are consonants), so we return "lYmpH".

Constraints:

* + 1 <= s.length <= 105
  + s consists only of letters of the English alphabet in uppercase and lowercase.

Given a string s, find the length of the longest substring without duplicate characters.

Example 1:

Input: s = "abcabcbb" Output: 3

Explanation: The answer is "abc", with the length of 3.

Example 2:

Input: s = "bbbbb" Output: 1

Explanation: The answer is "b", with the length of 1. Example 3:

Input: s = "pwwkew" Output: 3

Explanation: The answer is "wke", with the length of 3.

Notice that the answer must be a substring, "pwke" is a subsequence and not a substring.

Constraints:

0 <= s.length <= 5 \* 104

s consists of English letters, digits, symbols and spaces.

1. Given an integer array nums, find a subarray that has the largest product, and return the product. The test cases are generated so that the answer will fit in a 32-bit integer.

Example 1:

Input: nums = [2,3,-2,4] Output: 6

Explanation: [2,3] has the largest product 6. Example 2:

Input: nums = [-2,0,-1] Output: 0

Explanation: The result cannot be 2, because [-2,-1] is not a subarray.

Constraints:

1. <= nums.length <= 2 \* 104

-10 <= nums[i] <= 10

The product of any subarray of nums is guaranteed to fit in a 32-bit integer.

1. Given an integer array nums, find the subarray with the largest sum, and return its sum. Example 1:

Input: nums = [-2,1,-3,4,-1,2,1,-5,4]

Output: 6

Explanation: The subarray [4,-1,2,1] has the largest sum 6. Example 2:

Input: nums = [1] Output: 1

Explanation: The subarray [1] has the largest sum 1.

Example 3:

Input: nums = [5,4,-1,7,8] Output: 23

Explanation: The subarray [5,4,-1,7,8] has the largest sum 23.

Follow up: If you have figured out the O(n) solution, try coding another solution using the divide and conquer approach, which is more subtle.

1. Design a stack that supports push, pop, top, and retrieving the minimum element in constant time. Implement the MinStack class:

MinStack() initializes the stack object.

void push(int val) pushes the element val onto the stack. void pop() removes the element on the top of the stack. int top() gets the top element of the stack.

int getMin() retrieves the minimum element in the stack.

You must implement a solution with O(1) time complexity for each function.

Example 1:

Input ["MinStack","push","push","push","getMin","pop","top","getMin"]

[[],[-2],[0],[-3],[],[],[],[]]

Output

[null,null,null,null,-3,null,0,-2]

Explanation

MinStack minStack = new MinStack(); minStack.push(-2);

minStack.push(0); minStack.push(-3); minStack.getMin(); // return -3 minStack.pop(); minStack.top(); // return 0 minStack.getMin(); // return -2

Constraints:

-231 <= val <= 231 - 1

Methods pop, top and getMin operations will always be called on non-empty stacks. At most 3 \* 104 calls will be made to push, pop, top, and getMin.

1. You are given an array of strings tokens that represents an arithmetic expression in a Reverse Polish Notation. Evaluate the expression. Return an integer that represents the value of the expression.

Note that:

The valid operators are '+', '-', '\*', and '/'.

Each operand may be an integer or another expression.

The division between two integers always truncates toward zero. There will not be any division by zero.

The input represents a valid arithmetic expression in a reverse polish notation.

The answer and all the intermediate calculations can be represented in a 32-bit integer.

Example 1:

Input: tokens = ["2","1","+","3","\*"] Output: 9

Explanation: ((2 + 1) \* 3) = 9

Example 2:

Input: tokens = ["4","13","5","/","+"] Output: 6

Explanation: (4 + (13 / 5)) = 6

Example 3:

Input: tokens = ["10","6","9","3","+","-11","\*","/","\*","17","+","5","+"]

Output: 22

Explanation: ((10 \* (6 / ((9 + 3) \* -11))) + 17) + 5

= ((10 \* (6 / (12 \* -11))) + 17) + 5

= ((10 \* (6 / -132)) + 17) + 5

= ((10 \* 0) + 17) + 5

= (0 + 17) + 5

= 17 + 5

= 22

Given an array of integers temperatures represents the daily temperatures, return an array answer such that answer[i] is the number of days you have to wait after the ith day to get a warmer temperature. If there is no future day for which this is possible, keep answer[i] == 0 instead.

Example 1:

Input: temperatures = [73,74,75,71,69,72,76,73] Output: [1,1,4,2,1,1,0,0]

Example 2:

Input: temperatures = [30,40,50,60] Output: [1,1,1,0]

Example 3:

Input: temperatures = [30,60,90] Output: [1,1,0]

Design an algorithm that collects daily price quotes for some stock and returns the span of that stock's price for the current day.

The span of the stock's price in one day is the maximum number of consecutive days (starting from that day and going backward) for which the stock price was less than or equal to the price of that day.

For example, if the prices of the stock in the last four days is [7,2,1,2] and the price of the stock today is 2, then the span of today is 4 because starting from today, the price of the stock was less than or equal 2 for 4 consecutive days.

Also, if the prices of the stock in the last four days is [7,34,1,2] and the price of the stock today is 8, then the span of today is 3 because starting from today, the price of the stock was less than or equal 8 for 3 consecutive days.

Implement the StockSpanner class:

StockSpanner() Initializes the object of the class.

int next(int price) Returns the span of the stock's price given that today's price is price.

Example 1:

Input

["StockSpanner", "next", "next", "next", "next", "next", "next", "next"]

[[], [100], [80], [60], [70], [60], [75], [85]]

Output

[null, 1, 1, 1, 2, 1, 4, 6]

Explanation

StockSpanner stockSpanner = new StockSpanner(); stockSpanner.next(100); // return 1 stockSpanner.next(80); // return 1 stockSpanner.next(60); // return 1 stockSpanner.next(70); // return 2 stockSpanner.next(60); // return 1

stockSpanner.next(75); // return 4, because the last 4 prices (including today's price of 75) were less than or equal to today's price.

stockSpanner.next(85); // return 6

1. Given a string s containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid. An input string is valid if:

Open brackets must be closed by the same type of brackets. Open brackets must be closed in the correct order.

Every close bracket has a corresponding open bracket of the same type.

Example 1: Input: s = "()" Output: true

Example 2: Input: s = "()[]{}" Output: true

Example 3: Input: s = "(]" Output: false

Example 4: Input: s = "([])" Output: true

1. Once upon a time in a small village, a wise king wanted to attend as many village festivals as possible in one day. Each festival had a start and end time, and the king could only attend one at a time. His advisor suggested picking only the festivals that ended the earliest, so he could fit more in. The king followed this advice, selecting the next festival that started after the last one ended. By the end of the day, he had enjoyed the most celebrations possible without any overlaps. The villagers were amazed at his perfect schedule, and the king declared it a royal strategy for future festivals.

**Examples:**

**Input:** start[] = [1, 3, 0, 5, 8, 5], finish[] = [2, 4, 6, 7, 9, 9]

**Output:** 4

**Explanation:** A person can attend 4 functions. The maximum set of functions that can be attended is {0, 1, 3, 4} (These are indexes in start[] and finish[])

**Input:** start[] = [10, 12, 20], finish[] = [20, 25, 30]

**Output:** 1

**Input:**

start[] = [1, 1, 1], finish[] = [4, 3, 2]

**Output:** 1

1. In the bustling kingdom of AlgoLand, there lived a clever merchant named Riya who ran a workshop offering special services. Every day, clients came to her with unique jobs — each with a deadline and a reward (profit) for completing it. However, each job took exactly one full day, and Riya could only handle one job per day. She quickly realized that if she wasn’t careful, she’d miss out on valuable profits by picking the wrong jobs.

One evening, she sat down and looked at all the job requests. Each had a deadline (by when it must be done) and an offered payment. She knew that to maximize her gain, she couldn’t just pick the highest-paying job — she had to balance deadlines and profits wisely. Riya decided to sort the jobs by profit and then schedule the most rewarding ones first, fitting them in the latest day before their deadline if available.

By doing this smart scheduling, she managed to complete the highest number of jobs possible before their deadlines and earned the greatest total profit. Her strategy became famous throughout AlgoLand, and people started calling her the "Queen of Optimization.". Help Riya to complete the program to get maximum profit.

Examples :

Input: deadline[] = [4, 1, 1, 1], profit[] = [20, 10, 40, 30]

Output: [2, 60]

Explanation: Job1 and Job3 can be done with maximum profit of 60 (20+40). Input: deadline[] = [2, 1, 2, 1, 1], profit[] = [100, 19, 27, 25, 15]

Output: [2, 127]

Input: deadline[] = [3, 1, 2, 2], profit[] = [50, 10, 20, 30]

Output: [3, 100]

**Constraints:**

1 ≤ deadline.size() == profit.size() ≤ 105 1 ≤ deadline[i] ≤ deadline.size()

1 ≤ profit[i] ≤ 500

\_

1. In the quiet village of Splitville, there was a wise elder named Mira who had a magical pouch full of coins, each with different values. One day, she challenged the village children: “Pick the fewest number of coins from this pouch such that their total value is greater than the value of all the coins left behind.” The children were puzzled — grabbing more coins meant winning, but they had to be smart.

One clever child sorted the coins from largest to smallest and picked them one by one, keeping a running total. She stopped as soon as her sum became greater than what remained in the pouch. Mira clapped in joy

— the child had cracked the puzzle using logic, not greed. From then on, this became a famous brain game in

Splitville known as the “Heavier Half.”

**Test Cases:**

**Input:** arr = [2, 17, 7, 3]

**Output:** 1

**Explanation:** Select only 17. Remaining sum is 12, and 17 > 12.

**Input:** arr = [20, 12, 18, 4]

**Output:** 2

**Explanation:** Select 18 and 12. Total = 30, remaining = 24.

**Input:** arr = [1, 1, 1, 1, 10]

**Output:** 1

E**xplanation:** Select 10. Remaining sum is 4.

**Constraints:**

1 <= arr.size() <= 105

1 <= arr[i] <= 104

1. In the hilly kingdom of Altaria, each village was built on a tower of different height. The king wanted to even out the landscape as much as possible, so that no tower looked too tall or too short compared to others. To do this, he ordered the builders to either raise or lower every tower’s height by exactly **K meters** — no exceptions!

But there was a rule: no tower could be made shorter than zero. The royal architect, Mira, studied the towers carefully. She realized that by strategically increasing some towers and decreasing others, she could bring their heights closer together. Her goal was to **minimize the difference** between the tallest and shortest towers after these adjustments.

She tested different combinations and figured out the perfect plan: sort the tower heights first, then consider the highest and lowest possible new heights, and make adjustments while keeping all towers non-negative.

After a day of calculations, she presented the best possible layout to the king. Delighted, he declared Mira the

“Balancer of Towers,” and her technique was taught to architects across Altaria.

**Examples :**

**Input:** k = 2, arr[] = {1, 5, 8, 10}

**Output:** 5

**Explanation:** The array can be modified as {1+k, 5-k, 8-k, 10-k} = {3, 3, 6, 8}.The difference between the largest and the smallest is 8-3 = 5.

**Input:** k = 3, arr[] = {3, 9, 12, 16, 20}

**Output:** 11

**Explanation:** The array can be modified as {3+k, 9+k, 12-k, 16-k, 20-k} -> {6, 12, 9, 13, 17}.The difference between the largest and the smallest is 17-6 = 11.

**Input:**k = 3, arr[] = {7, 7, 7, 7}

**Output:** 0

**Constraints**

1 ≤ k ≤ 107

1 ≤ n ≤ 105

1 ≤ arr[i] ≤ 107

1. In the land of Lexiconia, the royal scribe was tasked with writing a magical scroll using a string of letters. But the scroll had one sacred rule: **no two identical letters could be written side by side**, or the spell would fail. The scribe was handed strings like "aaabc" and "aaabb" and had to rearrange them so that **no two adjacent characters were the same**.

He carefully counted how many times each letter appeared. If any letter appeared **more than half** the length of the string (rounded up), he knew it would be impossible to arrange without breaking the rule. Otherwise, he placed the most frequent letters at alternating positions and filled in the rest.

The king marveled as the scrolls lit up in magical light, proving the arrangements were perfect. The method was passed down for generations as the "Non-Adjacent Rune Rule."

**Test Cases:**

**Input:** s = "aaabc"

**Output:** 1

**Explanation:** Rearranged as "abaca" or "acaba" — no adjacent duplicates.

**Input:** s = "aaabb"

**Output:** 1

**Explanation:** Rearranged as "ababa" — valid rearrangement.

**Input:** s = "aaaabc"

**Output:** 0

**Explanation:** Too many 'a's — cannot rearrange without adjacent duplicates.

1. In the merchant city of Greedonia, a young trader named Elric was setting off on a journey with a magical knapsack. This bag could carry only a limited weight, but there was a twist — Elric could break any item and take a fraction of it if needed. Each item in his inventory had a value and a weight.

His goal? **Maximize the value** of what he could carry without exceeding the knapsack’s capacity. So Elric sorted all his items by their **value-to-weight ratio**, starting with the most valuable per kilogram. He packed full items as long as the bag allowed, and when he reached the limit, he sliced off just enough of the next most valuable item to fit perfectly.

With a bag filled to the brim and value maximized, Elric set off richer than ever before. The townsfolk called this clever method **“The Fractional Knapsack Strategy,”** and it became a treasured algorithm in the Guild of Traders.

**Test Cases:**

**Input:**

val = [60, 100, 120]

wt = [10, 20, 30]

capacity = 50

**Output:** 240.000000

**Explanation:** Take items 1, 2 completely and 2/3 of item 3.

**Input:**

val = [60, 100]

wt = [10, 20]

capacity = 50

**Output:** 160.000000

**Explanation:** Total weight is 30 < 50, take both fully.

**Input:**

val = [10, 20, 30]

wt = [5, 10, 15]

capacity = 100

**Output:** 60.000000

**Explanation:** Take all items; combined weight = 30 < 100.

**Constraints:**

1 <= val.size=wt.size <= 105

1 <= capacity <= 109

1 <= val[i], wt[i] <= 104

1. There are n houses and p water pipes in rebels Colony. Every house has at most one pipe going into it and at most one pipe going out of it. Rebel needs to install pairs of tanks and taps in the colony according to the following guidelines.
2. Every house with one outgoing pipe but no incoming pipe gets a tank on its roof.
3. Every house with only one incoming and no outgoing pipe gets a tap.

The Rebel council has proposed a network of pipes where connections are denoted by three input values: ai, bi, di denoting the pipe of diameter di from house ai to house bi.

Find a more efficient way for the construction of this network of pipes. Minimize the diameter of pipes wherever possible.

**Note**: The generated output will have the following format. The first line will contain t, denoting the total number of pairs of tanks and taps installed. The next t lines contain three integers each: house number of tank, house number of tap, and the minimum diameter of pipe between them.

**Example 1:**

**Input:**

n = 9, p = 6

a[] = {7,5,4,2,9,3}

b[] = {4,9,6,8,7,1}

d[] = {98,72,10,22,17,66}

**Output:**

3

2 8 22

3 1 66

5 6 10

**Explanation:**

Connected components are

**3->1, 5->9->7->4->6 and 2->8**.

Therefore, our answer is **3** followed by **2 8 22, 3 1 66, 5 6 10. Input:**

n = 5, p = 3

a[] = {1, 2, 4}

b[] = {2, 3, 5}

d[] = {10, 8, 12}

**Output:**

2

1 3 8

4 5 12

**Input:**

n = 6, p = 4

a []= {1, 2, 5, 6}

b[] = {2, 3, 6, 4}

d[] = {40, 30, 50, 25}

**Output:**

2

1 3 30

5 4 25

**Constraints:**

1<=n<=20

1<=p<=50

1<=a[i],b[i]<=20

1<=d[i]<=100

1. In the kingdom of Arraya, there lived a wizard who loved symmetry — especially in the form of **non- increasing sequences**. One day, he stumbled upon a magical scroll with numbers that danced out of order. The scroll read: {3, 1, 2, 1}. This bothered him, as the numbers weren't steadily decreasing or staying the same.

To restore harmony, the wizard could use his magic to **either increase or decrease any number**, but he wanted to use the **least amount of magic possible**. So he cast spells to gently **lower numbers that disrupted the order**, ensuring each number was **not greater than the one before it**.

Sometimes, only a single spell was needed. Other times, when a number spiked too high, he had to use several spells. His goal was simple: bring order to chaos using **minimum effort**.

And so, his technique became known across Arraya as the **"Descending Order Charm."**

**Test Cases:**

**Input:**

N = 4, array = [3, 1, 2, 1]

**Output:** 1

**Explanation:** Decrease 2 to 1 → new array: [3, 1, 1, 1]

**Input:**

N = 4, array = [3, 1, 5, 1]

**Output:** 4

**Explanation:** Decrease 5 to 1 → 4 steps

**Input:**

N = 5 ,array = [10, 9, 11, 7, 6]

**Output**: 2

**Constraints:**

1 <= n <= 10^4

1 <= a[i] <= 10^4

1. In the twin cities of Numeria, two teams — Team A and Team B — were preparing for a grand partner dance. Each dancer in Team A had to be paired with a dancer from Team B. But there was a rule: the more different their dance styles (represented by numbers), the more awkward the dance — and the higher the cost in energy.

The elders wanted the total **awkwardness** (the sum of absolute differences in style between all pairs) to be **as low as possible**. A wise mathematician stepped in and gave a clever solution: **sort both teams by their style levels** and **pair them in order**.

By doing this, the differences between each pair were minimized. The dance went smoothly, the crowd cheered, and the method became known as the **“Minimum Awkward Pairing” strategy** — a dance of logic and balance.

**Test Cases:**

**Input:**

N = 4, A = [4, 1, 8, 7], B = [2, 3, 6, 5]

**Output:** 6

**Explanation:** Sorted A = [1, 4, 7, 8], B = [2, 3, 5, 6] Sum = |1-2| + |4-3| + |7-5| + |8-6| = 1 + 1 + 2 + 2 = **6**

**Input:**

N = 3, A = [4, 1, 2], B = [2, 4, 1]

**Output:** 0

**Explanation:** Sorted A = [1, 2, 4], B = [1, 2, 4] Sum = |1-1| + |2-2| + |4-4| = **0**

**Input:**

N = 5 ,A = [10, 20, 30, 40, 50] , B = [12, 18, 35, 38, 52]

**Output: 14**

**Constraints:**

1 <= N <= 105

0 <= A[i] <= 109

0 <= B[i] <= 109

Sum of N over all test cases doesn't exceeds 106

**------------------------------------------------------------------------------------------------------------------ ----------------------------**

**---------------------**

1. In the city of Timetron, schedules were sacred. Every citizen had a list of time intervals when they needed access to the magical gates of transit. But chaos broke out — people’s time slots overlapped, and arguments erupted over who reserved what.

The wise Scheduler stepped in. She laid out all the intervals on a grand timeline and sorted them by their start times. One by one, she merged overlapping time slots into larger blocks, ensuring no overlap remained — but no time was lost either.

Soon, everyone had clean, non-overlapping windows. Conflicts vanished, the gates flowed smoothly, and the process became known as the **“Time Merge Protocol”**, essential in all future scheduling.

**Test Cases:**

**Input:**

arr = [[1,3], [2,4], [6,8], [9,10]]

**Output:** [[1,4], [6,8], [9,10]]

**Explanation:** [1,3] and [2,4] overlap → merged to [1,4].

**Input:**

arr = [[6,8], [1,9], [2,4], [4,7]]

**Output:** [[1,9]]

**Explanation:** All intervals overlap with [1,9], so they merge into one.

**Input:**

arr = [[1, 5], [10, 15], [5, 10], [20, 25]]

**Output: [[1, 15], [20, 25]]**

**Constraints:**

1 ≤ arr.size() ≤ 105

0 ≤ starti ≤ endi ≤ 105

**----------------------------------------------------------------------------------------------------------------------------- -----------------**

**-------**

1. On a rainy Saturday afternoon, best friends Aarav and Meera were holed up inside, the thunder rumbling in the distance. With no power and their usual gadgets dead, they turned to an old pastime—brain games."I have a challenge," Aarav said, grinning as he grabbed a notebook. "Let’s play a game: find the longest palindromic substring from a random sentence., now our task is to find the longest substring which is a palindrome. If there are multiple answers, then return the first appearing substring.

Examples:

*Input: s = “noonracecar”*

*Output: “racecar”*

*Explanation: There are several possible palindromic substrings like “noon”, “oo”, “racecar” etc. But the substring “racecar” is the longest among all.*

*Input: s = “samantha”*

*Output: “ama”*

*Input: s = “rebecca”*

*Output: “ebe”*

*Input: s = “madam”*

*Output: “madam”*

1. On a breezy summer afternoon, two best friends, Riya and Kabir, sat under the shade of a big banyan tree in Riya’s backyard. School was out, their phones were tucked away, and boredom was beginning to creep in.“Let’s play a word game,” Kabir said . Riya perked up. “What kind of game?”Kabir grinned. “A palindrome challenge. We take turns giving each other strings. the task is to remove or delete the minimum number of characters from the string so that the resultant string is a palindrome.

Note: The order of characters should be maintained. Examples :

*Input : s = “aebcbda”*

*Output : 2*

*Explanation: Remove characters ‘e’ and ‘d’. Resultant string will be “abcba” which is a palindromic string*

*Input : s = “sumadamer”*

*Output : 4*

1. In the quiet village of Sumridge, two curious friends, Arya and Rohan, were known for their love of puzzles and challenges. One sunny afternoon, while rummaging through Arya’s attic, they found an old wooden box filled with ancient coins of different values 1, 2, 5.. units.

Attached to the box was a note:

“To claim the treasure of Sumridge, find all the ways to make the number N using these coins.”

Our task is to help them and the total Number of combinations are possible using these coins?”

Note: Assume that you have an infinite supply of each type of coin. Examples:

*Input: sum = 4, coins[] = [1, 2, 3]*

*Output: 4*

*Explanation: There are four solutions: [1, 1, 1, 1], [1, 1, 2], [2, 2] and [1, 3]*

*Input: sum = 10, coins[] = [2, 5, 3, 6]*

*Output: 5*

*Explanation: There are five solutions:*

*[2, 2, 2, 2, 2], [2, 2, 3, 3], [2, 2, 6], [2, 3, 5] and [5, 5]*

*Input: sum = 10, coins[] = [10] Output: 1*

*Explanation: The only is to pick 1 coin of value 10. Input: sum = 5, coins[] = [4]*

*Output: 0*

*Explanation: We cannot make sum 5 with the given coins*

1. *In the enchanted land of Arithmia, two young adventurers, Mira and Taran, discovered a hidden map while exploring the ruins of an old wizard’s tower. The map led to the legendary Vault of Efficiency, said to hold the secrets of making anything with the least effort—and the least gold. At the vault’s entrance, they found a glowing tablet with an inscription:*

*“Only those who can find the path with least gold coins to treasure may enter”*

Our task is to help the friends to solve the puzzle and find the Minimum gold coins required to enter. If it is not possible to form the Taget using the given gold coins, return -1.

Examples:

*Input: goldcoins[] = [25, 10, 5], Target= 30*

*Output: 2*

*Explanation : Minimum 2 goldcoins needed, 25 and 5*

*Input: goldcoins[] = [9, 6, 5, 1], sum = 19*

*Output: 3*

*Explanation: 19 = 9 + 9 + 1*

*Input: goldcoins[] = [5, 1], sum = 0*

*Output: 0*

*Explanation: For 0 sum, we do not need a coin Input: goldcoins[] = [4, 6, 2], sum = 5*

*Output: -1*

*Explanation: Not possible to make the given Target.*

1. Given a string s, the task is to find the minimum number of cuts needed for palindrome partitioning of the given string. A partitioning of the string is a palindrome partitioning if every sub-string of the partition is a palindrome.

Examples:

*Input: s = “frfeek”*

*Output: 2*

*Explanation: We need to make minimum 2 cuts, i.e., “frf | ee | k”.*

*Input: s= “aaaa”*

*Output: 0*

*Explanation: The string is already a palindrome.*

*Input: s = “ababbbabbababa”*

*Output: 3*

*Explanation: We need to make minimum 3 cuts, i.e., “aba | bb | babbab | aba”.*

1. Given a string s of length n, the task is to count number of palindromic subsequence (need not necessarily be distinct) present in the string s.

Example:

*Input: s = “abcd”*

*Output: 4*

*Explanation: Palindromic subsequence are : “a” ,”b”, “c” ,”d”*

*Input: s = “aab”*

*Output: 4*

*Explanation: palindromic subsequence are :”a”, “a”, “b”, “aa”*

*Input: s = “anna”*

*Output:9*

*Explanation: palindromic subsequence are :“a” ,”n” ,”n” ,”a” ,”nn” ,”aa” ,”ana” ,”ana” ,”anna”*

1. Given two strings s1 and s2, the task is to find the length of the shortest string that has both s1 and s2 as subsequences.

Examples:

*Input: s1 = “geek”, s2 = “eke”*

*Output: 5*

*Explanation: String “geeke” has both string “geek” and “eke” as subsequences. Input: s1 = “AGGTAB”, s2 = “GXTXAYB”*

*Output: 9*

*Explanation: String “AGXGTXAYB” has both string “AGGTAB” and “GXTXAYB” as subsequences.*

1. In the Super village of Coding, two curious friends, riya and ronak, were known for their love of puzzles and challenges.here is the challenge for them *an array of positive integers arr[] and a value sum, determine if there is a subset of arr[] with sum equal to given sum.*

*Examples:*

*Input: arr[] = [3, 34, 4, 12, 5, 2], sum = 9 Output: true*

*Explanation: Here there exists a subset with target sum = 9, 4+3+2 = 9. Input: arr[] = [3, 34, 4, 12, 5, 2], sum = 30*

*Output: false*

*Explanation: There is no subset with target sum 30. Input: arr[] = [1, 2, 3], sum = 6*

*Output: true*

*Explanation: The entire array can be taken as a subset, giving 1 + 2 + 3 = 6.*

1. *In the bustling village of NutriVille, Chef Nia was famous for preparing perfectly balanced meals. One day, she received a royal request:*

*“Prepare a meal divided into two plates, each with the same total nutritional value, using only the ingredients from this basket.”*

*She wondered:“Can I divide these into two groups so that each group adds up to the same total nutrient*

*value?”*

*Chef Nia opened the basket and found ingredients with different nutrient points: [3, 1, 5, 9, 12]---(12+3),(1+5+9)*

Examples:

*Input: arr[] = [1, 5, 11, 5] Output: true*

*Explanation: The array can be partitioned as [1, 5, 5] and [11]*

*Input: arr[] = [1, 5, 3] Output: false*

*Explanation: The array cannot be partitioned into equal sum sets.*

1. In the valley of Numatia, a young adventurer named Lina set out to climb the Mountain of Numbers. The mountain wasn't made of rocks—it was made of stepping stones, each marked with a number. Some were tall, some small, all laid out in a straight path.

But there was a rule:

Lina could only step forward, and only onto a stone with a higher number than the one she was currently on. She couldn’t go back or jump sideways. Her goal was to climb using the longest increasing path possible.

One day, the mountain path looked like this:

[3, 10, 2, 1, 20]

Lina began her journey.She stepped on 3, then jumped to 10, skipped 2 and 1 (they were too low), and finally reached 20.

So her path was: [3, 10, 20]

That made 3 steps—a pretty good climb!

Another day, the path looked like:

[50, 3, 10, 7, 40, 80]

Lina’s clever choice this time: [3, 10, 40, 80] Examples:

*Input: [10, 20, 3, 40]*

*Output : 10 20 40*

*Explanation: The length of path is 3 and the path is [10, 20, 40]*

*Input: [10, 22, 9, 33, 21, 50, 41, 60, 80]*

*Output : 10 22 33 50 60 80*

*Explanation: There are multiple paths of same length ,examples [10, 22, 33, 50, 60, 80] and [10 22 33 41 60 80]. The first one has lexicographic smallest order.*

Sample Questions for HackwithInfy

1. Maximum Product Subset Problem

Given an integer array nums[], find the maximum product that can be achieved from any non-empty subset of the array.

A subset of an array is a set that can be formed by removing zero or more elements without changing the order of remaining elements. The product of a subset is the multiplication of all its elements.

Input Format:

* + The first line contains an integer N — the number of elements in the array.
  + The second line contains N space-separated integers representing the array elements. Output Format:
  + Print a single integer — the maximum product of any non-empty subset. For example, Case#1:

Input:

7

-6 4 -5 8 -10 0 8

Output:

15360

1. Print All Triplets That Form a Geometric Progression Problem Statement:

Given a sorted array of distinct positive integers, print all triplets in the array that form a Geometric Progression (GP) with an integral common ratio.

A triplet (a,b,c) is said to form a geometric progression if there exists a positive integer r such that b=a⋅r and c=b⋅r.

Input Format:

* + The first line contains an integer N — the number of elements in the array.
  + The second line contains N space-separated distinct positive integers in sorted order.

Output Format:

* + Print each valid triplet on a new line.
  + The order of output doesn't matter.
  + If no such triplet exists, print nothing. Case #1:

Input:

6

1 2 6 10 18 54

Output:

1. 6 18

6 18 54

1. Minimum Waiting Time Problem Statement:

Given an array where each element indicates the time required by a customer at a ticket counter, and only one customer can be served at a time in sequence, determine the minimum total waiting time achievable by scheduling the customers optimally

Input Format:

A single line of space-separated integers, where each integer denotes the time required by a customer.

Output Format:

A single integer representing the minimum total waiting time. Case#1 Input:

1. 2 1 2 6

Output:

17

1. Job Sequencing with Deadlines Problem Statement:

You are given n jobs. Each job has the following properties:

* + A unique ID
  + A deadline (by when it should be completed)
  + A profit (earned only if the job is finished before or on its deadline)

Each job takes exactly 1 unit of time to complete. Your task is to schedule the jobs to maximize total profit, ensuring no two jobs overlap and each job finishes within its deadline.

Input Format:

* + An integer n representing the number of jobs.
  + Then n lines follow, each containing:

Output Format:

* + A list of selected job IDs (in order of execution) and the total profit obtained. Case#1: Input:

4

A 2 100

B 1 19

C 2 27

D 1 25

Output:

A C → Total Profit = 127

1. Candy Distribution Problem Statement:

There are n children standing in a line, each with a rating value. Each child must receive at least one candy. Additionally, any child with a higher rating than their immediate neighbor must receive more candies than that neighbor. The objective is to distribute candies to minimize the total number given.

Input:

An array ratings of length n where ratings[i] represents the rating of the i-th child.

Output:

An integer representing the minimum total number of candies required.

Case#1:

Input:

ratings = [1, 0, 2] Output:

5

Explanation: One optimal distribution is [2, 1, 2].

Hint:

Perform two passes over the ratings array:

* Left to right, ensure each child has more candies than the left neighbor if rating is higher.
* Right to left, ensure the same condition holds relative to the right neighbor.

1. Rearrange Tasks to Avoid Consecutive Duplicates Problem Statement:

Given a string representing a queue of tasks where each character is a lowercase letter denoting a task type, reorder the tasks so that no two identical tasks are scheduled consecutively. If no such arrangement exists, return an empty string.

Input:

A string tasks containing lowercase English letters.

Output:

A reordered string with no two adjacent characters the same, or an empty string "" if rearrangement is impossible.

Constraints:

* 1 ≤ tasks.length ≤ 500
* tasks contains only lowercase English letters.

Case#1:

Input: "aaabb" Output: "ababa"

1. Rod Cutting Problem Problem Statement:

Given a rod of length n and an array of prices where the price at index i represents the selling price of a rod of length i+1, determine the maximum revenue obtainable by cutting the rod into smaller pieces and selling them.

Input Format :

length[]: an array representing possible rod lengths [1, 2, ..., n] price[]: an array where price[i] is the price for rod length length[i] n: the total length of the rod to be cut

Output:

The maximum profit achievable by cutting the rod in an optimal way. Case#1:

Input:

length[] = [1, 2, 3, 4, 5, 6, 7, 8]

price[] = [1, 5, 8, 9, 10, 17, 17, 20]

Rod length: 4 Output:

Maximum Profit: 10

1. Find All Binary Strings from a Wildcard Pattern Problem Statement :

Given a binary string pattern containing some wildcard characters ?, generate all possible binary strings by replacing each ? with either 0 or 1.

Input:

A string consisting of characters 0, 1, and ?. Output:

A list of all binary strings formed by substituting every ? with 0 or 1. Case#1: Input:

1?11?00?1?

Output (all possible strings): 1011000010 1011000011

1011000110

1011000111

1011100010

1011100011

1011100110

1011100111

1111000010

1111000011

1111000110

1111000111

1111100010

1111100011

1111100110

1111100111

1. Knight’s Tour Problem: Print All Possible Tours Problem Statement:

Given an N x N chessboard and a knight placed at a starting position, print all possible sequences of

knight moves such that the knight visits every square exactly once (a Knight’s Tour).

Details:

* + The knight moves in an "L" shape: two squares in one direction and one square perpendicular.
  + Each square must be visited exactly once.
  + The board is numbered with move order, starting from 1 at the initial position. Approach
  + Use backtracking to explore all valid knight moves recursively.
  + Maintain a board matrix to mark visited squares and the move number.
  + At each step:
* Mark the current square with the move number.
* Recursively try all 8 possible knight moves.
* If all squares are visited (move number = N\*N), print or store the tour.
* Backtrack by unmarking the square if no solution found in that path.
  + Use boundary checks and visited checks for validity of moves.

1. Longest Palindromic Subsequence Problem Statement:

Given a string s, find the length of the longest subsequence of s that is a palindrome. A subsequence is a sequence that can be derived from the original string by deleting some or no characters without changing the order of the remaining characters.

This differs from the longest palindromic substring problem where the characters must be contiguous. Here, characters can be taken from anywhere in the string as long as their relative order is preserved.

Input Format:

A single line containing the string s. Output Format:

Print a single integer denoting the length of the longest palindromic subsequence in s. Constraints:

1 <= length of s <= 1000

s contains only uppercase and/or lowercase English letters. Case#1:

Input:

ABBDCACB

Output:

5

1. Largest Plus of 1’s in a Binary Matrix

Problem Statement:

Given a square binary matrix consisting of 0's and 1's, find the size of the largest plus sign formed only by 1's.

A plus sign is defined as a center cell with arms extending up, down, left, and right — all consisting of continuous 1's — of equal length. The size of the plus is the total number of cells it covers, including the center and the arms.

For example, a plus with arm length 2 looks like this (where 1 represents a cell in the plus and

1. elsewhere):

Input Format:

* + The first line contains an integer n, the size of the square matrix.
  + The next n lines each contain n integers (either 0 or 1), representing the matrix rows.

Output Format:

* + Print a single integer representing the size of the largest plus sign formed by 1's in the matrix. Constraints:
  + 1 <= n <= 1000
  + Each element in the matrix is either 0 or 1. Case#1:

Input:

5

1. 0 1 0 1

1 1 1 1 1

1 0 1 0 1

1 1 1 1 1

1 0 1 0 1

Output:

17

1. Arrival and Departure Time in DFS

Problem Statement: Given a directed graph with V vertices (numbered from 0 to V-1) and a list of E edges, you are to perform a Depth-First Search (DFS) traversal of the graph starting from vertex 0. During the traversal, record the arrival time and departure time of each vertex.

* + The arrival time of a vertex is the time when it is visited (entered) for the first time during DFS.
  + The departure time of a vertex is the time when DFS finishes exploring all its neighbors and is about to backtrack.

If the graph has disconnected components, DFS should continue to run from the next unvisited vertex (in increasing order of vertex number).

Input Format:

* + First line contains two integers: V (number of vertices) and E (number of edges).
  + Next E lines each contain two integers u and v, representing a directed edge from vertex u to vertex v.

Output Format:

* + For every vertex from 0 to V-1, output its arrival and departure times in the format: Vertex v: Arrival = a, Departure = d

Constraints:

* + 1 ≤ V ≤ 10⁴
  + 0 ≤ E ≤ 10⁵
  + 0 ≤ u, v < V

Case#1: Input:

6 7

0 1

0 2

1 3

1 4

2 5

3 5

1. 5

Output:

Vertex 0: Arrival = 0, Departure = 11

Vertex 1: Arrival = 1, Departure = 8

Vertex 2: Arrival = 9, Departure = 10

Vertex 3: Arrival = 2, Departure = 5

Vertex 4: Arrival = 6, Departure = 7

Vertex 5: Arrival = 3, Departure = 4

1. Chess Knight Minimum Steps Problem Statement:

Given a N x N chessboard and the starting and ending positions of a knight, find the minimum number of steps the knight must take to reach the destination from the source.

A knight moves in an "L" shape: it can move two squares in one direction and then one square perpendicular to that direction.

You need to determine the shortest path from the source to the destination using Breadth-First Search (BFS), which is ideal for finding shortest paths in unweighted graphs like this one.

Input Format:

* + The first line contains a single integer N, the size of the chessboard.
  + The second line contains two integers sx and sy, the knight's starting coordinates (0- based index).
  + The third line contains two integers dx and dy, the knight's destination coordinates. Output Format:
  + Output a single integer representing the minimum number of steps required by the knight to reach the destination from the source.

Constraints:

* + 1 ≤ N ≤ 1000
  + 0 ≤ sx, sy, dx, dy < N

Case#1: Input: 8

7 0

0 7

Output:

6

1. Construct the Longest Palindrome by Reordering or Deleting Characters Problem Statement:

Given a string S, construct the longest possible palindromic string that can be made by shuffling or deleting any characters from S.

You may reorder the characters and delete any number of them. The goal is to build the longest palindrome possible from the given characters.

If there are multiple answers with the same length, print any one of them. Input Format:

* + A single string S of uppercase English letters (A-Z). Output Format:
  + A single line containing the longest palindrome that can be formed by reordering or deleting characters from S.

Constraints:

* + 1 ≤ |S| ≤ 10⁵
  + The string consists of only uppercase letters A to Z Case#1:

Input: ABBDAB Output: BABAB Case#2:

Input: ABCDD Output: DAD

1. Problem: Minimizing Total Guest Unhappiness Problem Statement:

You are managing a hotel and need to serve N guests. Each guest has a happiness value Cᵢ, which is the time at which they prefer to be served.

However, you can serve only one guest at a time, and each guest takes exactly one unit of time to be served. The serving times start from x = 1 and increase incrementally (1, 2, 3, ..., N).

The unhappiness of serving a guest at time x is defined as: Unhappiness=∣Ci−x∣

Your task is to determine the minimum total unhappiness if the guests are optimally scheduled. Input Format:

* + The first line contains an integer N — the number of guests.
  + The second line contains N integers: C₁, C₂, ..., Cₙ — the happiness values of the guests.

Output Format:

* + A single integer — the minimum total unhappiness. Constraints:
  + 1≤N≤103
  + 1≤ Ci ≤N

Case #1:

Input:

5

1 2 3 4 5

Output:

0

Case#2:

Input:

5

1. 1 3 2 4

Output 4

1. Folding a Blanket Problem Statement:

Alex has a rectangular blanket with dimensions H × W (H = height, W = width). Alex wants to pack it into a box that can only fit a blanket of size H1 × W1.

To do this, Alex folds the blanket in a series of steps. Each fold must be exactly parallel to one of the edges (either horizontally or vertically), and the resulting dimensions after each fold must remain whole numbers.

Your task is to find the minimum number of folds required to reduce the blanket from its original size H × W to fit into the target size H1 × W1.

Input Format

* + The first line contains a long integer H – the initial height of the blanket.
  + The second line contains a long integer W – the initial width of the blanket.
  + The third line contains a long integer H1 – the target height.
  + The fourth line contains a long integer W1 – the target width. Constraints
  + 1 ≤ H, W, H1, W1 ≤ 10¹⁵
  + H1 ≤ H
  + W1 ≤ W

Output Format

* + Output a single integer – the minimum number of folds needed.

Case #1:

Input:

2

3

2

2

Output:

1

Explanation:

Alex folds the blanket once along the width to reduce it from 3 to 2. The height is already acceptable, so only one fold is required.

1. Lexicographically Smallest Array After One Swap

You are given an array A of size N and an integer K. You are allowed to swap at most one pair of elements such that the distance between their indices is at most K (i.e., |i - j| ≤ K).

Your task is to return the lexicographically smallest array possible after such a swap (or no swap, if the array is already optimal).

Definition: An array X is lexicographically smaller than array Y if at the first index i where they differ, X[i] < Y[i].

Input

N → Integer (length of the array) A[0] → First element of array A[1] →

Second element of array

...

A[N-1] → Last element of array

K → Integer (max distance allowed for swap)

Output

N lines, each with one integer — the elements of the resulting array. Constraints

* + 1 ≤ N ≤ 10^5
  + 1 ≤ A[i] ≤ 10^5
  + 1 ≤ K ≤ N

Case#1:

Input:

5

5

4

3

2

1

3

Output:

2

4

3

5

1

1. Prevent Multiple Subsequences Problem Statement:

Alice has a string S of length N, and Bob gives her another string C of length M.

Bob challenges Alice to modify her string S such that the string C appears at most once as a subsequence in S.

To help her do this, Bob gives an array A of size N, where A[i] is the cost to delete the character S[i]. Alice wants to achieve the goal with the minimum possible total cost.

Find the minimum total cost to delete characters from S such that C appears at most once as a subsequence of S.

Input Format:

N → Length of string S

M → Length of string C

S → Alice’s string

C → Bob’s string

A[0] A[1] ... A[N-1] → Array of N integers representing deletion cost of each character in S

Output Format:

Single integer: the minimum cost to ensure C appears at most once as a subsequence of S.

Constraints:

* + 1 ≤ N, M ≤ 10⁵
  + 1 ≤ A[i] ≤ 10⁵
  + All characters in S and C are lowercase English letters.
  + It is guaranteed that C appears at least once as a subsequence in S.

Case#1: Input:

6

3

abcabc abc 1 2 3 4 5 6

Output:

10

1. Largest Common Arrival Order Subsequence Across Multiple Days

Problem Statement: Given N people and K days, each day is represented by an array of N numbers indicating the order in which people arrived at the theatre. The task is to determine the size of the largest group of people who arrive in the same relative order on all K days.

Input Format:

* + The first line contains two integers N and K separated by a space — the number of people and the number of days.
  + The next K lines each contain N integers — the arrival order of people on each day. Output Format:
  + A single integer — the size of the largest group of people who arrive in the same relative order on all K days.

Constraints:

* + 1 ≤ N ≤ 1000
  + 1 ≤ K ≤ 10
  + 1 ≤ a[i][j] ≤ N

Case#1:

Input:

N = 4, K = 3

Day 1: [1, 3, 2, 4]

Day 2: [1, 3, 2, 4]

Day 3: [1, 4, 3, 2]

Output:

3

Explanation: The group consisting of people {1, 3, 2} appears in the same order on all days.

1. Maximum Number of Valid Triplets Formed From an Array Under Limit M Problem Statement:

Given an array of size N and an integer limit M, determine the maximum number of triplets that can be formed under these conditions:

* + Each element in the triplet is less than or equal to M.
  + A triplet is valid if it satisfies either of the following:
* All three numbers in the triplet are the same.
* The three numbers are consecutive integers (e.g., 3, 4, 5).
  + Each element in the array can belong to only one triplet.

Constraints:

* + 1 ≤ N ≤ 10^5
  + 1 ≤ M ≤ 10^4
  + 1 ≤ arr[i] ≤ M

Input Format:

* + The first line contains two integers, N and M.
  + The second line contains N integers representing the array elements.

Output Format:

* + Print a single integer — the maximum number of valid triplets that can be formed.

Case#1:

Input:

4 2

1 2 2 2

Output:

1

Q1.

A new deadly virus has infected large population of a planet. A brilliant scientist has discovered a new strain of virus which can cure this disease. Vaccine produced from this virus has various strength depending on midichlorians count. A person is cured only if midichlorians count in vaccine batch is more than midichlorians count of person. A doctor receives a new set of report which contains midichlorians count of each infected patient and stores all vaccine doctor has and their midichlorians count. You need to determine if doctor can save all patients with the vaccines he has. The number of vaccines and patients are equal.

Input Format Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of patients / vaccines count. N :: 1<N<15 VacStrength :: INTEGER ARRAY

Second line contains N integers (where 0<=i<N) describing the strength of each vaccine(midichlorians count).

VacStrength[i]:: 1 to 10^4

PatMid :: INTEGER ARRAY

Third line contains N integers (where 0<=i<N) describing the midichlorians count of each patient. PatMid [i]:: 1 to 10^4

Output Format

Print a single line containing 'Yes' or 'No'. Case#: 1 Input:

5

123 146 454 542 456

100 328 248 689 200

Output:

No

Case#: 2 Input

4

300 200 250 320

120 230 180 270

Output:

Yes

Case#:3 Input

5

400 600 300 350 450

220 520 100 50 500

Output:

No

Q2.

The "Shades" Television Channel organizes a fun-filled event named "Best Couple 2025", where married couples are invited and given many tasks and activities. Based on some criteria decided by the jury, the best couple will be chosen.

N couples registered for the event, and each couple was given a registration number (same ID for both). One of the specific couple's registration ID got missed. The event coordinators wanted your help in finding the missing ID.

Write a program that takes an array of registration numbers as input and outputs the missing registration ID.

Parameters:

N::INTEGER

The first line of the input contains the number of couples N who registered for the event. 1<=N<=5 Arr::INTEGER ARRAY

The second line of input contains 2xN-1 registration IDs of each of the couples, separated by a space

as one of the specific couple’s ID is missing.

1<=Arr[i]<=10

Case#: 1 Input:

2

1 3 1

Output:

3

Case#: 2

4

1 5 2 7 2 7 1

Output:

5

Case#:3 5

5 1 9 2 1 6 9 5 2

220 520 100 50 500

Output:

6

Q3.

Sherland State University has a mini library in the hostel, where N students can use it, but only one at a time. A timetable is set to avoid conflicts:

* The 1st student starts at time O and must finish by A1.
* The 2nd student starts at A1 and must finish by A2, and so on.
* Each student needs Bi units of time to read.

Determine how many students can finish reading within their assigned time slots. Parameters:

N:INTEGER

The first line input contains a single integer N denoting the number of students. T: INTEGER ARRAY

The second line of input contains N space-separated integers A1, A2, ..., and AN denoting the moments of time by which the corresponding student should finish reading.

D: INTEGER ARRAY

The third line of input contains N space-separated integers B1, B2, ..., and BN denoting the time required for each of the students to read.

Case#:1 Input:

3

1 10 15

1 10 3

Output:

2

Explanation:

N = 3 students, with the schedule [1, 10, 15] and reading times [1, 10, 3].

* Student 1: Needs 1 unit, finishes by 1 → (Can read).
* Student 2: Needs 10 units, starts at 1, finishes by 11 (exceeds 10) → (Cannot read).
* Student 3: Needs 3 units, starts at 10, finishes by 13 (before 15) → (Can read). Total students

able to read: 2.

Case#:2 Input

6

10 20 30 45 50 51

15 5 20 12 4 1

Output: 4

Case#:3

Input 7

10 20 30 45 50 51 76

15 5 20 12 4 1 13

Output:

5

Case#:4 Input

8

15 20 30 45 50 51 60 70

14 5 9 12 4 1 8 8

Output:

8

Case#:5 Input 10

78 54 12 36 96 85 74 12 36 41

14 25 36 74 85 94 17 39 55 42

Output :

1

Case#:6 Input

5

10 20 20 40 50

5 10 15 10 5

Output: 4

Q4.

Given a non-empty array nums[] of integers of length N, find the top k elements that have the

highest frequency in the array. If two numbers have the same frequencies, then the larger number should be given more preference.

Example 1:

Input:

N = 6

nums = {1,1,1,2,2,3}

k = 2

Output: 1 2

Example 2:

Input:

N = 8

nums = {1,1,2,2,3,3,3,4}

k = 2

Output: 3 2 Explanation:

Elements 1 and 2 have the same frequency ie. 2. Therefore, in this case, the answer includes the element 2 as 2 > 1.

Parameters:

N:INTEGER

The first line of input consists of an integer N, the number of elements in the array. 1 ≤ N ≤ 25

ARR: INTEGER ARRAY

The second line of input consists of N integers separated by spaces, representing the elements of the array.

1. ≤ nums[i] ≤ 100 K:INTEGER

The third line of input consists of an integer k, representing the value of k. 1 ≤ k ≤ 4

Case#:1 Input

6

1 1 1 2 2 3

2

Output 1 2

Case#:2 Input

8

1 1 2 2 3 3 3 4

2

Output 3 2

Case#:3 Input 15

1 2 8 9 7 6 1 1 6 5 7 6 1 9 4

3

Output 1 6 9

Case#:4 Input 10

1 2 8 9 7 6 1 1 6 6

2

Output 6 1 Q5.

You are given an array of integers nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position.

Return the max sliding window.

Example 1:

Input: n=8

nums = [1,3,-1,-3,5,3,6,7], k = 3

Output: [3,3,5,5,6,7]

Explanation:

Example 2:

Input:n=1

nums = [1], k = 1

Output: [1]

Parameters:

N: INTEGER

The first line contains an integer n, the number of elements in the array. 1 ≤ N ≤ 100

ARR: INTEGER ARRAY

The second line contains N space-separated integers, representing the elements of the array ARR.. 1

≤ ARR[i] ≤ 10000

K: INTEGER

The third line contains an integer K, the size of the sliding window. 1 ≤ K ≤ N

Case#:1 Input

8

1 3 -1 -3 5 3 6 7

3

Output

3 3 5 5 6 7

Case#:2 Input

8

1 3 -1 -3 5 3 6 7

3

Output

3 3 5 5 6 7

Q6.

Partition an unsorted array of positive integers in such a way that the absolute difference between the sums of the two resulting sub-arrays is minimum. The index at which partitioning is to be done should be considered to be part of the first sub-array.

Example

Input:

5

1 2 3 4 5

Output:

2

Explanation:

Process:

* Index 0: Left sum = 1, Right sum = 2+3+4+5 = 14, Difference = 13
* Index 1: Left sum = 1+2 = 3, Right sum = 3+4+5 = 12, Difference = 9
* Index 2: Left sum = 1+2+3 = 6, Right sum = 4+5 = 9, Difference = 3
* Index 3: Left sum = 1+2+3+4 = 10, Right sum = 5, Difference = 5
* Index 4: Left sum = 1+2+3+4+5 = 15, Right sum = 0, Difference = 15 The minimum difference occurs at index 2.

Parameters:

N: INTEGER

The first line contains an integer N, representing the number of elements in the array. 1 <= N <= 50 ARR: INTEGER ARRAY

The second line contains N space-separated integers, representing the elements of the array. 1 <= N

<= 50

0<=ARR[i]<=100

Case#1:

Input 5

1 2 3 4 5

Output 2

Case#:2 Input

4

10 20 30 40

Output 2

Case#:3 Input 15

5 10 2 8 15 4 3 9 7 12 20 11 6 1 16

Output 8 Q7.

Michael is celebrating his 20th birthday and he wishes to arrange a party for all his classmates. But there are n tough guys in his class who are weird. They thought that this was the best occasion to test their friendship with him. They put up conditions before Michael that they will break the

friendship unless he gives them a grand party on their chosen day. Formally, ith friend will break his friendship if he does not receive a grand party on d th day.

Michael is not a lavish spender and can give at most one grand party daily. Also, he wants to invite only one person in a party. So he just wonders what the maximum number of friendships he can save. Please help Michael with this difficult task.

Parameters:

N: INTEGER

The first line will contain a single integer denoting N describing count of tough guys. 1<=N<=10 d: INTEGER ARRAY

The second line will contain n space-separated integers where ith integer corresponds to the day d th as given in the problem.

Output Format

The output prints a single line corresponding to the maximum number of friendships Michael can save.

Case#:1 Input

5

4 1 3 3 5

Output 4

Case#:2 Input 10

9 9 9 9 8 8 8 8 8 7

Output 3

Case#:3

Input 11

10 9 8 9 6 5 4 2 3 1 4

Output 9

Q8.

Mr.John is one of the old fashioned guys and he doesn't like the new smart phones with full keypads and still uses the old keypads which require you to tap a key multiple times to type a single letter. For example, if the keyboard has two keys, one with the letters "adef" and the other one with the letters "zyx", then typing 'a' requires one keystroke, typing 'f' requires four keystrokes, typing 'y' requires

two keystrokes, and so on.

He recently moved to a new country where the language is such that his keypad is not the most efficient. In every language some characters occur more often than others. He wants to create a specific keyboard for this language that uses N different letters. He has a large body of text in this language, and has already analyzed it to find the frequencies of all N letters of its alphabet.

You are given an array 'frequencies' with N elements. Each element of frequencies is the number of times one of the letters in the new language appears in the text John has. Each element of

frequencies will be strictly positive. (I.e., each of the N letters occurs at least once.)

You are also given an array keySize. The number of elements of keySize is the number of keys on the keyboard. Each element of keySize gives the maximal number of letters that maybe put on one of the keys.

Find an assignment of letters to keys that minimizes the number of keystrokes needed to type the entire text. Output that minimum number of keystrokes. If there is not enough room on the keys and some letters of the alphabet won't fit, Output -1 instead.

Parameters:

N: INTEGER

The first line will contain a number 'N' that specifies the size of 'frequencies' array 1<=N<=50 FREQ: INTEGERS ARRAY

The second line will contain N numbers that form the frequencies array

1<=FREQ[i]<=1000 K: INTEGER

The third line contains a number 'K' that specifies the size of the 'keySize' array 1<=K<=50 keySize: INTEGERS ARRAY

The fourth line contains K numbers that form the keySize array 1<=keySize[i]<=50

Case#:1

Input 4

7 3 4 1

2

1. 2

Output 19

Explanation

The foreign language has four letters. Let us call them W, X, Y and Z. John's text contains seven Ws, three Xs, four Ys, and one Z. The keyboard has two keys, each of them may contain at most two

letters. One optimal solution is to use the keys "WZ" and "YX". We can then type each W and each Y using a single keystroke, and we need two keystrokes for each X and each Z. Therefore, the total number of keystrokes when typing the entire text will be 7x1 + 3x2 + 4x1 + 1x2 = 19.

Case#:2 Input

5

1. 3 8 4 2

3

2 1 2

Output 25

Case#:3

Input 7

3 3 8 4 2 1 5

3

2 3 3

Output 36

Q9.

At RoboMart, a futuristic fully-automated warehouse, shelves are restocked by intelligent drones. Each drone can carry a limited number of items in one trip. The warehouse management system generates a daily restocking plan listing how many units are needed at each shelf.

Since each drone can only carry capacity items per trip, it might have to make multiple trips to restock a single shelf. For operational planning, the system needs to compute the total number of trips required to complete the entire restocking operation.

Parameters:

N : INTEGER

The first line contains an Integer N — number of shelves in the warehouse. 1 ≤ N ≤ 10⁵

ShelfCap: INTEGER ARRAY

The second line contains n space-separated integers — number of items needed per shelf. 1 ≤ ShelfCap[i] ≤ 10⁶

DroneCap: INTEGER

The third line Integer DroneCap — number of items a drone can carry in one trip. 1 ≤ Capacity ≤ 10⁴

Output Format:

* Print the total number of drone trips required.

Case#:1 Input

5

5 10 15 20 10

10

Output 7

Explanation:

Trips per shelf: 1 + 1 + 2 + 2 + 1 = 7 Case#:2 Input

7

20 10 15 40 30 5 35

8

Output 22

Q10

A tech company is testing a smart reservation system in a high-tech movie theater. The theater has several rows of seats, and each row's status is tracked using a binary array — 0 for an available seat, 1 for a booked seat.

When a group of friends wants to sit together, the system checks all rows to find any row with a contiguous block of empty seats large enough to accommodate them. Due to social preferences and proximity sensors, the group must sit together in a single row, without gaps.

Your job is to simulate this system and determine which rows have at least one continuous segment of group\_size or more empty seats.

\*\*\*If none of the rows found with required number of contiguous empty seats, then return “-1”.

Parameters:

R, C : 2 INTEGERS

The first line of input will contain 2 Integers R and C describing number of rows and no:of seats in each row.

Arr[R,C]: From 2nd line of input, R rows each with C values separated by space having 0 for empty, 1 for booked.

Group\_size: INTEGER

The last line of input contains an integer, representing the size of the group fetching for contiguous seats in the same row.

Case#:1 Input

3 5

1 0 0 0 1

0 0 1 0 0

1 1 1 1 1

3

Output 0

Case#:2 Input

3 5

1 0 1 0 1

0 1 1 0 1

1 1 1 1 1

2

Output

-1

Case#:3 Input

1. 6

0 1 0 0 0 1

1 1 0 0 1 0

0 0 0 0 1 0

0 0 1 1 1 1

3

Output 0 2

Q11.

John and Bobby are brave soldiers in World War 2. They have spotted an enemy troop which is planting bombs. They sent message to the command centre containing characters W and B where W represents a wall and B represents a Bomb. They asked command to tell them how many walls will be destroyed if all bombs explode at once. One bomb can destroy 2 walls on both sides.

Input Format Parameters:

S: STRING

First line of input contains a single string which contains two type of chars 'W' and 'B'.

Constraints 1<=LEN(S)<=1000

Case#:1 Input WWBWWBW

Output 5

Case#:2 Input

BWWWBWBWW

Output 6

Case#:3 Input WBW Output

2

Q12.

A jail has a number of prisoners and a number of treats to pass out to them. Their jailer decides the fairest way to divide the treats is to seat the prisoners around a circular table in sequentially

numbered chairs. A chair number will be drawn from a hat. Beginning with the prisoner in that chair,

one candy will be handed to each prisoner sequentially around the table until all have been distributed.

The jailer is playing a little joke, though. The last piece of candy looks like all the others, but it tastes awful. Determine the chair number occupied by the prisoner who will receive that candy.

Example n=4 m=6 s=2

There are 4 prisoners, 6 pieces of candy and distribution starts at chair 2. The prisoners arrange

themselves in seats numbered 1 to 4. Prisoners receive candy at positions 2,3,4,1,2,3. The prisoner to be warned sits in chair number 3.

Parameters:

n, m, s: INTEGER, INTEGER, INTEGER

The first line of input contains 3 integers describing the number of prisoners, the number of candies, and the chair number to start passing out treats at.

1<=n<=10^5

1<=m<=10^5

1<=s<=n

Case#:1 Input

1. 2 1

Output 2

Case#:2 Input

5 2 2

Output 3

Case#:3 Input

7 19 2

Output

6

Case#:4 Input

3 7 3

Output

3

Q13.

There are x number of girls and they rolled a dice in turns one after another.

If the number on the dice is 6, then the dice will be rolled again until she gets a number other than 6.

Since you know the sequence of numbers which the dice shows when rolled each time, you have to find what is the total number of girls or if the sequence is invalid.

Parameters:

S : STRING

A single line that contains a string denoting the sequence of numbers the dice rolls on written as string.

Constraints 1<|len(S)|<100000

Output Format

If the sequence is valid print the number of girls If the sequence is invalid print -1

Case#:1 Input 3662123 Output

5

Explanation 0

The second person rolls the dice 3 times so the number of people will be 5.

Case#:2 Input 36621237

Output

-1

Case#:3 Input 62166644 Output

4

Case#:4 Input 62166844 Output

-1

Q14.

The little Monk loves to play with strings. One day he was going to a forest. On the way to the forest he saw a Big Tree(The magical tree of the forest). The magic of the tree was that, every leaf of the

tree was in the format of string(having some value). Monk wants to have these type of leaves. But he can take only one. Help Monk to choose the most valuable leaf.

Format of the leaf:

a+b+c-d+c+d-x-y+x , i.e. it contains a string holding a mathematical expression, and the value of that expression will be value of that particular leaf.

e.g. 4+2-5+3+2-4 value: 2 Parameters:

L: INTEGER

The first line contains an integer L, describing the number of leaves on the tree Arr: INTEGER ARRAY From 2nd line of input onwards, L lines contain a string representing expression in STRING format. Constraints

* The Expression will have only + and - operations
* String will contain only single valued digits. Output Format

Print a single line having value of most valuable string.

Case#:1 Input

3

4+2-5+3+2-4

1+2+3+4+5

-9+5+5

Output 15

Case#:2 Input

5

5+2-4+6-1-1

7-5+1

2+6+0

8-2+3

1+1+1+1

Output 9

Case#:3 Input

4

8-6+2+4+3-6+1

1+1+1+1

2+3+6+8-9

2+7+1-6

Output 10

Q15.

Given two arrays of integers, find which elements in the second array are missing from the first array. Example

Arr=[7,2,5,3,5,3]

Brr=[7,2,5,4,6,3,5,3]

The Brr array is the original list. The numbers missing are [4,6] Notes

* If a number occurs multiple times in the lists, you must ensure that the frequency of that number in both lists is the same. If that is not the case, then it is also a missing number.
* Return the missing numbers sorted ascending.
* Only include a missing number once, even if it is missing multiple times.
* The difference between the maximum and minimum numbers in the original list is less than or equal to 100.

Parameters:

N : INTEGER

The first line of input contains an Integer, representing the size of first array Arr 1<=N<=100 Arr: INTEGERS ARRAY

The second line of input contains N space separated integer values for array Arr. 1<=Arr[i]<=10^4 M : INTEGER

The third line of input contains an Integer, representing the size of second array Brr. 1<=M<=100 Brr: INTEGERS ARRAY

The fourth line of input contains M space separated integer values for array Brr. 1<=Brr[i]<=10^4

Case#:1 Input 10

203 204 205 206 207 208 203 204 205 206

13

203 204 204 205 206 207 205 208 203 206 205 206 204

Output

204 205 206

Case#2:

Input 5

30 10 50 10 20

10

20 80 30 70 60 20 10 10 80 50

Output

20 80 70 60

Q16.

You have three stacks of cylinders where each cylinder has the same diameter, but they may vary in height. You can change the height of a stack by removing and discarding its topmost cylinder any number of times.

Find the maximum possible height of the stacks such that all of the stacks are exactly the same height. This means you must remove zero or more cylinders from the top of zero or more of the three stacks until they are all the same height, then return the height.

Example h1=[1,2,1,1]

h2=[1,1,2]

h3=[1,1]

There are 4,3, and 2 cylinders in the three stacks, with their heights in the three arrays. Remove the top 2 cylinders from h1 (heights = [1, 2]) and from h2 (heights = [1, 1]) so that the three stacks all are 2 units tall. Return 2 as the answer.

Note: An empty stack is still a stack

Parameters:

n1, n2, n3: INTEGERS

The first line of input contains 3 Integers, representing number of cylinders of all the 3 stacks. h1: INTEGERS ARRAY

The second line of input contains n1 space-separated integers representing the heights of cylinders of stack1.

h2: INTEGERS ARRAY

The third line of input contains n2 space-separated integers representing the heights of cylinders of stack2.

h3: INTEGERS ARRAY

The fourth line of input contains n3 space-separated integers representing the heights of cylinders of stack3.

Case#:1

Input Comment

5 3 4 h1[] size n1 = 5, h2[] size n2 = 3, h3[] size n3 = 4

3 2 1 1 1 h1 = [3, 2, 1, 1, 1]

4 3 2 h2 = [4, 3, 2]

1 1 4 1 h3 = [1, 1, 4, 1]

Output 5

Explanation

Initially, the stacks look like this:

To equalize their heights, remove the first cylinder from stacks 1 and 2, and then remove the top two cylinders from stack 3 (shown below).

The stack heights are reduced as follows:

1. 8-3=5

2. 9-4=5

3. 7-1-1=5

All three stacks now have height=5, the value to return.

Case#:2 Input

4 2 4

1 1 1 2

3 7

1 3 1 1

Output

0

Case#:3 Input

3 3 3

4 4 4

4 4 4

4 4 4

Output

12

Case#:4 Input

5 4 2

3 2 1 4 5

2 6 1 3

5 5

Output 10

Q17.

Jack is working on a project to identify specific integers based on the sum of their digits. He has a sorted list of integers and needs to find the smallest integer whose digits sum up to a given value. Help Jack by writing a program using binary search.

Parameters: N: INTEGER

The first line of input consists of an integer N, representing the number of elements in the list. 1 ≤ N≤

20

ARR: INTEGERS ARRAY

The second line contains N space-separated integers, representing the sorted list. 10 ≤ list elements ≤

1000

D: INTEGER

The third line contains an integer D, representing the target digit sum. Output Format

The output prints the smallest integer whose digits sum up to D, or -1 if no such integer exists.

Case#:1 Input

5

12 23 30 48 56

3

Output 12

Case#:2 Input

6

23 31 45 69 71 96

15

Output 69

Case#:3 Input

5

23 45 67 68 95

17

Output

-1

Case#:4 Input

8

10 12 15 21 25 30 120 150

3

Output 12

Case#:5 Input

8

10 12 15 23 24 30 123 150

6

Output 15

Case#:6 Input

8

10 12 13 23 24 33 123 150

6

Output 24 Q18.

You are working as a data analyst for a company that collects user feedback scores for their products. The feedback scores are recorded sequentially, and sometimes you need to identify specific feedback points for analysis.

Given a list of feedback scores and a particular feedback score, your task is to find the position of the second occurrence of this feedback score in the list. If the feedback score appears less than twice, you need to handle that as well:

1. If the feedback score does not appear at all, print a message indicating that the score was not found.
2. If the feedback score appears only once, print a message indicating that the score was found only once.
3. If the feedback score appears more than once, print the position (index) of the second occurrence.

Parameters:

N: INTEGER

The first input line contains an integer N, the number of feedback scores. 1 ≤ N ≤ 10

score: INTEGERS ARRAY

The second input line contains N space-separated integers, each representing a feedback score. 0 ≤ score≤ 100

X: INTEGER

The third input line contains an integer X, which is the feedback score you need to find the second occurrence of.

0 ≤ X ≤ 100

Output Format

The output displays the following format:

* The position of the second occurrence of the key in the list, or:
* "X Score not found." if the score is not present in the list, or:
* "X Score found only once." if the score appears only once.

Case#:1

Input 5

45 56 98 56 32

56

Output 3

Input 4

71 52 63 94

89

Output

89 Score not found. Case#:3 Input

4

85 96 32 45

45

Output

45 Score found only once. Q19.

A smart city control system collects hourly vehicle counts from various sensors placed along a highway. To predict traffic congestion, the system needs to determine the maximum average

number of vehicles over any continuous window of k hours. This will help planners schedule signal timings and manage flow.

Given an array vehicles[] representing the number of vehicles detected every hour, and an integer k, return the maximum average of any contiguous subarray of length k.

Parameters:

n: INTEGER

The first line of input contains an integer, n, that describes the number of hours Vehicles: INTEGERS ARRAY

The second line of input contains n space-separated integer values, describing vehicles count per hour

0 <= vehicles[i] <= 10^5 k: INTEGER

The third line of input contains an integer, k, describes length of window. 1 <= k <= n <= 10^5

Output:

* Float rounded to 2 decimal places representing the maximum average

Case#:1 Input:

8

10 20 30 40 50 10 70 80

3

Output:

53.33

Explanation:

Max average of window [50, 10, 70] = (50+10+70)/3 = 130/3 = 43.33

Better: [10, 70, 80] = 160/3 = 53.33

Case#:2 Input

7

10 20 30 40 50 60 70

3

Output 60.00

Case#:3 Input

6

1 12 -5 -6 50 3

4

Output 12.75

Case#:4 Input

6

100 300 250 350 150 200

2

Output 300.00

Q20.

You are a data analyst at a startup that helps small business owners flip electronics (buy and resell for profit). A client comes to you with historical price data of a popular smartphone over the past few days. The client wants to buy one unit of the smartphone on one day and sell it on a later day to maximize their profit.

You have to write a program that determines the maximum profit that can be earned by making at most one transaction (buy one and sell one product).

Constraints:

* You can not sell before buying.
* If no profit can be made, the result should be 0. Parameters:

N: INTEGER

The first line of input contains an integer, N, describes number of days. Prices: INTEGER ARRAY

The second line of input contains N space separated integers representing price of smartphones for N days.

Case#:1

Input 6

7 1 5 3 6 4

Output 5

Explanation

Buy on day 2 at price = 1, sell on day 5 at price = 6, profit = 6 - 1 = 5

Case#:2 Input

5

7 6 4 3 1

Output 0

Case#:3 Input

5

1 2 3 4 5

Output 4

Q21.

You're working with a logistics company that operates a fleet of trucks to transport goods across multiple warehouses. Each day, a truck records the number of boxes loaded. You are given an array of integers where each element represents the boxes loaded on the truck on day i.

The operations team wants to identify the longest streak of consecutive days during which the total number of boxes loaded is exactly K. This will help them understand optimal loading patterns.

Write a function to find the length of the longest subarray (i.e., streak of consecutive days) where the total number of boxes equals K.

Parameters:

N: INTEGER

The first line of input contains an integer, N, describes number of days. 1<=N<=50 BoxesLoad: INTEGER ARRAY

The second line of input contains N space separated integers representing boxes loaded per day. 1<=BoxesLoad[i]<=1000

K: INTEGER

The third line of input contains an integer representing the target total load. 1<=K<=N Case#:1

Input 7

1 2 1 1 1 3 2

5

Output 4

Case#:2 Input

5

1 1 1 1 1

3

Output 3

Case#:3

Input 5

2 3 1 1 1

5

Output 4

Case#:4 Input

5

1 2 3 4 5

9

Output 3

Q22.

You're a backend engineer at an online advertising platform. Advertisers place bids (in dollars) in

real-time to secure ad space for a given keyword. Your system receives a stream of bid amounts in an array at the end of the day, and the analytics team wants to identify the Kth highest bid to analyze bidder competitiveness.

Your task is to implement a program that returns the Kth largest bid from the array of all bid values.

Parameters:

N: INTEGER

The first line of input contains an integer, N, describes bids 1<=N<=20 BidValues: INTEGER ARRAY

The second line of input contains N space separated integers representing the bids placed throughout the day.

1<=BidValues[i]<=10000 K: INTEGER

The third line of input contains an integer that represents the position from the top in terms of bid value.

1<=K<=N

Case#:1

Input 5

100 200 300 400 500

3

Ouput 300

Case#:2 Input

5

100 500 200 800 700

3

Output 500

Case#:3 Input

7

20 50 10 80 60 30 40

2

Output 60

Case#:4 Input

7

20 50 10 80 60 30 40

7

Output 10

Q23.

You are a data analyst at a SaaS company that tracks daily revenue deltas (profit or loss) for a newly launched product. Each element in the revenue list represents the net change in revenue on that day—it could be positive (gain) or negative (loss).

The management wants to analyze the best-performing consecutive period (could be any number of days) that yielded the maximum net profit. Your task is to find the maximum sum of a contiguous subarray from the revenue data.

Parameters:

N: INTEGER

The first line of input contains an integer, N, number of days. 1<=N<=30 Revenue: INTEGER ARRAY

The second line of input contains N space separated integers representing the revenues of each day. 1<=Revenues[i]<=10000

Case#:1 Input

6

3 -2 5 -1 6 -3

Output 11

Case#:2 Input

4

-5 -2 -1 -7

Output

-1

Case#:3 Input

5

2 3 -6 4 5

Output 9

Case#:4 Input

4

10 5 20 3

Output 38 Q24.

You are a civil engineer tasked with designing a rainwater harvesting system for a city with uneven building heights. During a simulation, you’re given an array where each element represents the height of a building in a row. After heavy rainfall, water gets trapped between the buildings depending on their relative heights.

Your goal is to calculate how much water can be trapped between these buildings once the rain stops.

Parameters:

N: INTEGER

The first line of input contains an integer, N, number of buildings. 1<=N<=20 Heights: INTEGER ARRAY

The second line of input contains N space separated integers representing the height of each building.

1<= Heights [i]<=100

Case#:1 Input

8

0 2 0 4 0 3 0 1

Output 7

Explanation: Water is trapped in the pits between taller buildings, e.g., 2 units at index 2, 2 at index 4, 2 at index 6, and 1 at index 7.

Case#:2 Input

5

3 0 2 0 4

Output 7

Case#:3 Input

3

1 0 1

Output 1

Case#:4 Input

4

5 4 1 2

Output 1

Q25.

You work for a social analytics startup that ranks public personalities based on their daily social

impact score. Each day, every individual is assigned a score, and your team is analyzing trends to identify "influencers" — people whose impact score is greater than or equal to all the individuals that appear after them in the list.

You are given a list of scores (ordered by the timeline), and you need to find all the influencer scores. These are the scores that are not overshadowed by any future scores.

Parameters:

Parameters:

N: INTEGER

The first line of input contains an integer, N, number of persons. 1<=N<=20 Impact\_Scores: INTEGER ARRAY

The second line of input contains N space separated integers representing the impact score of each person.

1<= Impact\_Scores [i]<=1000

Case#:1 Input

6

16 17 4 3 5 2

Output 17 5 2

Explanation:

* 17 is greater than everything to its right,
* 5 is greater than 2,
* 2 is the last element, so it's a leader by default.

Case#:2 Input

6

7 10 4 6 5 2

Output 10 6 5 2

Case#:3 Input

4

1 2 3 4

Output 4

Case#:4 Input

5

50 40 30 20 10

Output

50 40 30 20 10

Q26.

You are a data scientist at a digital marketing company that tracks user engagement scores day-by- day after a new ad campaign. Each day, users generate engagement metrics (positive, negative, or

zero). The marketing manager wants to know how many periods (subarrays of days) had a total engagement exactly equal to a target value K, which is considered a "conversion threshold."

Your task is to calculate how many such continuous periods exist in the data. Parameters:

N: INTEGER

The first line of input contains a single integer, N, represents number of days 1<=N<=20 SCORES: INTEGERS ARRAY

The second line of input contains N space separated integers, represents engagement score for each day.

-1000<=SCORES[i]<=1000 K: INTEGER

The third line of input contains a single integer, K, represents the target engagement threshold.

Case#:1 Input

3

1 1 1

2

Output 2

Explanation: The subarrays [1,1] at indices (0,1) and (1,2) both sum to 2.

Case#:2 Input

3

1 2 3

3

Output 2

Case#:3

Input 8

3 4 7 2 -3 1 4 2

7

Output 4

Case#:4 Input

3

0 0 0

0

Output 6

Q27.

You’re building a feature for an online exam platform where students are allowed to answer certain puzzle-type questions by submitting scrambled versions of words (i.e., anagrams of a target word). To prevent cheating or misinterpretation, the system must verify that two submitted words are

indeed anagrams — meaning they contain the same characters in the same frequency, just possibly in a different order.

Your task is to write a function that checks whether two given strings are valid anagrams of each other.

Parameters:

S1: STRING

The first line of the input contains a string, S1 1<=len(S1)<=100 S2: STRING

The second line of the input contains a string, S2 1<=len(S2)<=100

Output:

Return True if the two strings are anagrams, otherwise False

Case#:1

Input silent listen

Output True Case#:2 Input triangle integral Output True Case#:3 Input hello bello

Output False Case#:4 Input aabbcc abcabc Output True

Case#:5 Input abc ab

Output False Q28.

You are working on the backend of a secure messaging application. Each session generates a unique token that should match the expected reference token. However, due to a known issue in the

message encoding system, tokens sometimes arrive in a rotated format (i.e., characters are shifted in a circular fashion, but no characters are lost or added).

Your job is to verify whether the received token is simply a rotation of the original token. If so, it should still be accepted for authentication.

Parameters:

T1: STRING

The first line of input contains a string, T1, that represents the original token. 1<=len(T1)<=100 T2: STRING

The second line of input contains a string, T2, that represents the received token. 1<=len(T2)<=100

Output:

Return True if received token is a rotation of original token, otherwise False.

Case#1:

Input

authentication cationauthenti Output

True Case#2: Input waterbottle erbottlewat Output True Case#3: Input rotation tationro Output True Case#4:

Input secure rescue Output

False

Case#:5 Input abcde deabc

Output True

Case#:6 Input abc abcd Output

False Q29.

You are building a validation system for a secure messaging app that uses pattern-based character substitution encryption. Every character in a plaintext message is consistently replaced with another character to create the encrypted version. However, to maintain security, no two characters in the original message can map to the same character in the encrypted one, and vice versa.

Your task is to verify whether a received encrypted message is a valid isomorphic transformation of the original message. That means there must exist a one-to-one and consistent mapping between

the characters in the original and encrypted messages

Parameters:

T1: STRING

The first line of input contains a string, T1, that represents the actual message before encryption. 1<=len(T1)<=100

T2: STRING

The second line of input contains a string, T2, that represents the message after encryption. 1<=len(T2)<=100

Output:

Return True if the two messages are isomorphic, otherwise False.

Case#:1 Input paper title

Output True

Explanation:

p -> t, a -> i, e -> l, r -> e,

and mappings are consistent and one-to-one Case#:2 Input egg add

Output True Case#:3 Input foo bar

Output False Case#:4 Input ab aa

Output False

Case#:5 Input engage pmkpkp Output False Q30.

You’re working on a text analysis feature for a journaling app that identifies hidden patterns or

emotional symmetry in users' writings. A common marker is the presence of palindromic phrases —

sequences that read the same forward and backward.

Your job is to implement a feature that, given any input string, finds the longest palindromic substring — a contiguous section of text that is a perfect mirror of itself.

Parameters:

S1: String

The first line of input contains a string S1, text which may include letters, numbers, symbols, or spaces.

1<=len(S1)<=100

Output:

Return the longest palindromic substring from the input.

Case#:1 Input babad Output bab

Explanation: Both "bab" and "aba" are valid — the first longest palindromic substring must be returned.

Case#:2 Input abbd Output bb Case#:3 Input a

Output a

Case#:4 Input racecar Output racecar

Case#:5 Input

noonmadamlevel Output

Madam

Collection of Programming Questions

This document contains 30 programming questions, categorized by the sample problem they were inspired by. Each question includes a problem statement, parameter descriptions with constraints, and three sample input/output cases with explanations.

Questions Similar to Sample 1: Gym Energy Question 1: Library Book Borrowing

Today you decided to visit the library to gather research material. You need to collect books whose total page count is at least P. There are N unique books available in the library. Each of these books has Bi pages.

You want to minimize the number of books you borrow to reach or exceed the target page count

P. Due to library policies, each unique book can only be borrowed at most 2 times.

If borrowing all available books (each twice) does not allow you to reach the target page count, return -1.

Parameters: P :: INTEGER The first line contains an integer, P, denoting the target total page count. P

:: 1 -> 10^5

N :: INTEGER The next line contains an integer, N, denoting the number of unique books. N :: 1

-> 10^5

B :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the number of pages in the i^{th} book. B[i] :: 1 -> 10^5

Case#: 1 Input: 10 3 3 4 5 Output: 2 Explanation: P = 10 Books available: [3, 4, 5] To reach 10 pages with minimum books: Borrow book with 5 pages (1 time) = 5 pages. Remaining P = 5. Borrow book with 5 pages (2nd time) = 5 pages. Total = 10 pages. Total books borrowed: 2.

Case#: 2 Input: 15 2 3 4 Output: -1 Explanation: P = 15 Books available: [3, 4] Maximum

pages achievable: Book 1 (3 pages) x 2 = 6 pages Book 2 (4 pages) x 2 = 8 pages Total max pages = 6 +

8 = 14. Since 14 < 15, it's not possible to reach the target. Return -1.

Case#: 3 Input: 7 3 1 2 6 Output: 2 Explanation: P = 7 Books available: [1, 2, 6] To reach 7 pages with minimum books: Borrow book with 6 pages (1 time) = 6 pages. Remaining P = 1. Borrow book with 1 page (1 time) = 1 page. Total = 7 pages. Total books borrowed: 2.

Question 2: Ingredient Shopping

You are planning to bake a large cake and need a total of W grams of ingredients. You visit a specialty store that has N different types of ingredients. Each ingredient type Ii has a specific weight in grams.

You want to buy the minimum number of ingredient units such that their total weight is at least

W. The store policy dictates that you can buy at most 2 units of each unique ingredient type, as supplies are limited.

If buying all available ingredient units (each twice) does not allow you to reach the target weight, return -1.

Parameters: W :: INTEGER The first line contains an integer, W, denoting the target total weight in grams. W :: 1 -> 10^5

N :: INTEGER The next line contains an integer, N, denoting the number of unique ingredient types. N

:: 1 -> 10^5

I :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the weight of the i^{th} ingredient type in grams. I[i] :: 1 -> 10^5

Case#: 1 Input: 20 3 5 8 12 Output: 2 Explanation: W = 20 Ingredients available: [5, 8, 12] To reach 20g with minimum units: Buy ingredient with 12g (1 time) = 12g. Remaining W = 8. Buy ingredient with 8g (1 time) = 8g. Total = 20g. Total units bought: 2.

Case#: 2 Input: 50 2 10 14 Output: -1 Explanation: W = 50 Ingredients available: [10, 14] Maximum weight achievable: Ingredient 1 (10g) x 2 = 20g Ingredient 2 (14g) x 2 = 28g Total max weight = 20 + 28 = 48g. Since 48 < 50, it's not possible to reach the target. Return -1. Case#: 3 Input: 15 4 2 3 4 5

Output: 4 Explanation: W = 15 Ingredients available: [2, 3, 4, 5] To reach 15g with minimum units: Buy ingredient with 5g (1 time) = 5g. Remaining W = 10. Buy ingredient with 5g (2nd time) = 5g. Total

= 10g. Remaining W = 5. Buy ingredient with 4g (1 time) = 4g. Total = 14g. Remaining W = 1. Buy ingredient with 2g (1 time) = 2g. Total = 16g.

Total units bought: 2 (of 5g) + 1 (of 4g) + 1 (of 2g) = 4 units.

Question 3: Treasure Collection

You are on a quest to collect treasures from an ancient ruin. Your goal is to accumulate a total treasure value of at least V. There are N unique treasures scattered throughout the ruin. Each treasure Ti has a specific value.

You want to find the minimum number of treasures you need to collect to reach or exceed the target value V. Due to the fragile nature of the artifacts, each unique treasure can only be collected at most 2 times.

If collecting all available treasures (each twice) does not allow you to reach the target value, return - 1.

Parameters: V :: INTEGER The first line contains an integer, V, denoting the target total treasure value. V :: 1 -> 10^5

N :: INTEGER The next line contains an integer, N, denoting the number of unique treasures. N

:: 1 -> 10^5

T :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the value of the i^{th} treasure. T[i] :: 1 -> 10^5

Case#: 1 Input: 18 3 7 9 10 Output: 2 Explanation: V = 18 Treasures available: [7, 9, 10] To reach 18 value with minimum treasures: Collect treasure with 10 value (1 time) = 10 value.

Remaining V = 8. Collect treasure with 9 value (1 time) = 9 value. Total = 19 value. Total treasures collected: 2.

Case#: 2 Input: 60 3 5 10 12 Output: -1 Explanation: V = 60 Treasures available: [5, 10, 12]

Maximum value achievable: Treasure 1 (5 value) x 2 = 10 value Treasure 2 (10 value) x 2 = 20

value Treasure 3 (12 value) x 2 = 24 value Total max value = 10 + 20 + 24 = 54 value. Since 54

< 60, it's not possible to reach the target. Return -1.

Case#: 3 Input: 5 2 1 3 Output: 2 Explanation: V = 5 Treasures available: [1, 3] To reach 5 value with minimum treasures: Collect treasure with 3 value (1 time) = 3 value. Remaining V =

2. Collect treasure with 3 value (2nd time) = 3 value. Total = 6 value. Total treasures collected: 2. Question 4: Project Task Completion

You are working on a critical project and need to accumulate a total of P progress points to

complete it. There are N distinct tasks available, and each task Ti provides a certain amount of progress points upon completion.

You want to determine the minimum number of tasks you have to complete such that you reach or exceed the target progress points P. To avoid burnout, each unique task can only be completed at most 2 times.

If completing all available tasks (each twice) does not allow you to reach the target progress points, return -1.

Parameters: P :: INTEGER The first line contains an integer, P, denoting the target total progress points. P :: 1 -> 10^5

N :: INTEGER The next line contains an integer, N, denoting the number of unique tasks. N :: 1

-> 10^5

T :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the progress points gained by completing the i^{th} task. T[i] :: 1 -> 10^5 Case#: 1 Input: 25 4 6 8 10 12 Output: 3 Explanation: P = 25 Tasks available: [6, 8, 10, 12] To reach 25 points with minimum tasks: Complete task with 12 points (1 time) = 12 points.

Remaining P = 13. Complete task with 12 points (2nd time) = 12 points. Total = 24 points. Remaining P = 1. Complete task with 6 points (1 time) = 6 points. Total = 30 points. Total tasks completed: 2 (of 12 points) + 1 (of 6 points) = 3 tasks.

Case#: 2 Input: 130 3 15 20 25 Output: -1 Explanation: P = 130 Tasks available: [15, 20, 25]

Maximum points achievable: Task 1 (15 points) x 2 = 30 points Task 2 (20 points) x 2 = 40

points Task 3 (25 points) x 2 = 50 points Total max points = 30 + 40 + 50 = 120 points. Since 120 < 130, it's not possible to reach the target. Return -1.

Case#: 3 Input: 11 2 5 1 Output: 3 Explanation: P = 11 Tasks available: [5, 1] To reach 11 points with minimum tasks: Complete task with 5 points (1 time) = 5 points. Remaining P = 6. Complete task with 5 points (2nd time) = 5 points. Total = 10 points. Remaining P = 1. Complete task with 1 point (1 time)

= 1 point. Total = 11 points. Total tasks completed: 2 (of 5 points) + 1

(of 1 point) = 3 tasks.

Questions Similar to Sample 2: Battle between Heroes and Villains Question 1: Server Load Balancing

You are managing a cluster of M servers, all of which have the same processing capacity C. You have N incoming requests, and the processing demand of the i^{th} request is Ri.

When a server with capacity C attempts to handle a request with demand Ri, one of three scenarios can happen:

* If C > Ri: The request is successfully handled, and the server's remaining capacity decreases by Ri.
* If C < Ri: The server becomes overloaded and is no longer able to process any more requests. The request remains unhandled and must be processed by the next available server.
* If C = Ri: Both the server and the request are considered fully utilized/handled, and neither can be used further.

The servers attempt to handle requests one by one in the given order (first request 1, then request 2, and so on). It might be possible that before handling all the requests, all servers

become unavailable. To ensure that all requests are eventually handled, you want to remove some requests from the front of the queue.

Your task is to find the minimum number of requests you need to remove from the front such that all the remaining requests can be successfully handled by the available servers.

Note: If, in the last interaction, both a server and a request are fully utilized/handled and no more servers or requests remain, it would still be considered a success since all the requests are handled.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of requests. N :: 1 -> 2\*10^5

M :: INTEGER The next line contains an integer, M, denoting the number of servers. M :: 1 -> 2\*10^5

C :: INTEGER The next line contains an integer, C, denoting the processing capacity of each server. C :: 1 -> 10^9

R :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the processing demand of the i^{th} request. R[i] :: 1 -> 10^9

Case#: 1 Input: 4 2 10 5 5 8 2 Output: 0 Explanation: We have 2 servers, each with capacity

10. Requests: [5, 5, 8, 2].

1. Server 1 (C=10) attempts Request 1 (R=5). C > R. Server 1's capacity becomes 5. Request 1 handled.
2. Server 1 (C=5) attempts Request 2 (R=5). C = R. Server 1's capacity becomes 0. Server 1 fully utilized. Request 2 handled.
3. Server 2 (C=10) attempts Request 3 (R=8). C > R. Server 2's capacity becomes 2. Request 3 handled.
4. Server 2 (C=2) attempts Request 4 (R=2). C = R. Server 2's capacity becomes 0. Server 2 fully utilized. Request 4 handled. All requests are handled. No need to remove any requests from the front.

Case#: 2 Input: 5 1 10 12 3 4 2 5 Output: 3 Explanation: We have 1 server with capacity 10.

Requests: [12, 3, 4, 2, 5].

* + If 0 requests removed: Server 1 (C=10) attempts Request 1 (R=12). C < R. Server 1 overloaded. Request 1 remains. All requests cannot be handled.
  + If 1 request removed (remove 12): Requests: [3, 4, 2, 5].
* Server 1 (C=10) handles Request 2 (R=3). C becomes 7.
* Server 1 (C=7) handles Request 3 (R=4). C becomes 3.
* Server 1 (C=3) handles Request 4 (R=2). C becomes 1.
* Server 1 (C=1) attempts Request 5 (R=5). C < R. Server 1 overloaded. Request 5 remains. All requests cannot be handled.
  + If 2 requests removed (remove 12, 3): Requests: [4, 2, 5].
* Server 1 (C=10) handles Request 3 (R=4). C becomes 6.
* Server 1 (C=6) handles Request 4 (R=2). C becomes 4.
* Server 1 (C=4) attempts Request 5 (R=5). C < R. Server 1 overloaded. Request 5 remains. All requests cannot be handled.
  + If 3 requests removed (remove 12, 3, 4): Requests: [2, 5].
* Server 1 (C=10) handles Request 4 (R=2). C becomes 8.
* Server 1 (C=8) handles Request 5 (R=5). C becomes 3. All requests are handled. The minimum number of requests to remove is 3.

Case#: 3 Input: 3 3 5 6 1 2 Output: 1 Explanation: We have 3 servers, each with capacity 5.

Requests: [6, 1, 2].

* + If 0 requests removed:
* Server 1 (C=5) attempts Request 1 (R=6). C < R. Server 1 overloaded. Request 1 remains. All requests cannot be handled.
  + If 1 request removed (remove 6): Requests: [1, 2].
* Server 1 (C=5) handles Request 2 (R=1). C becomes 4. Request 2 handled.
* Server 1 (C=4) handles Request 3 (R=2). C becomes 2. Request 3 handled. All requests are handled. The minimum number of requests to remove is 1.

Question 2: Delivery Fleet Optimization

You manage a fleet of M delivery trucks, all of which have the same cargo capacity K. You have N pending orders, and the weight of the i^{th} order is Oi.

When a truck with capacity K attempts to deliver an order with weight Oi, one of three scenarios can happen:

* + If K > Oi: The order is successfully delivered, and the truck's remaining capacity decreases by Oi.
  + If K < Oi: The truck is unable to carry the order and becomes unavailable (e.g., due to mechanical stress). The order remains undelivered and must be handled by the next available truck.
  + If K = Oi: Both the truck and the order are considered fully utilized/delivered, and neither can be used further.

The trucks attempt to deliver orders one by one in the given order (first order 1, then order 2, and so on). It might be possible that before delivering all the orders, all trucks become unavailable. To ensure that all orders are eventually delivered, you want to remove some orders from the front of the queue.

Your task is to find the minimum number of orders you need to remove from the front such that all the remaining orders can be successfully delivered by the available trucks.

Note: If, in the last interaction, both a truck and an order are fully utilized/delivered and no more trucks or orders remain, it would still be considered a success since all the orders are delivered. Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of orders. N :: 1 -

> 2\*10^5

M :: INTEGER The next line contains an integer, M, denoting the number of trucks. M :: 1 -> 2\*10^5 K :: INTEGER The next line contains an integer, K, denoting the cargo capacity of each truck. K

:: 1 -> 10^9

O :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the weight of the i^{th} order. O[i] :: 1 -> 10^9

Case#: 1 Input: 5 3 20 10 5 15 2 3 Output: 0 Explanation: We have 3 trucks, each with

capacity 20. Orders: [10, 5, 15, 2, 3].

1. Truck 1 (K=20) delivers Order 1 (O=10). K > O. Truck 1's capacity becomes 10. Order 1 delivered.
2. Truck 1 (K=10) delivers Order 2 (O=5). K > O. Truck 1's capacity becomes 5. Order 2 delivered.
3. Truck 1 (K=5) attempts Order 3 (O=15). K < O. Truck 1 unavailable. Order 3 remains.
4. Truck 2 (K=20) delivers Order 3 (O=15). K > O. Truck 2's capacity becomes 5. Order 3 delivered.
5. Truck 2 (K=5) delivers Order 4 (O=2). K > O. Truck 2's capacity becomes 3. Order 4 delivered.
6. Truck 2 (K=3) delivers Order 5 (O=3). K = O. Truck 2's capacity becomes 0. Truck 2 fully

utilized. Order 5 delivered. All orders are delivered. No need to remove any orders from the front. Case#: 2 Input: 4 1 100 110 50 20 10 Output: 1 Explanation: We have 1 truck with capacity

1. Orders: [110, 50, 20, 10].
   * If 0 orders removed: Truck 1 (K=100) attempts Order 1 (O=110). K < O. Truck 1 unavailable. Order 1 remains. All orders cannot be delivered.
   * If 1 order removed (remove 110): Orders: [50, 20, 10].

* Truck 1 (K=100) delivers Order 2 (O=50). K becomes 50.
* Truck 1 (K=50) delivers Order 3 (O=20). K becomes 30.
* Truck 1 (K=30) delivers Order 4 (O=10). K becomes 20. All orders are delivered. The minimum number of orders to remove is 1.

Case#: 3 Input: 4 1 10 12 8 2 3 Output: 2 Explanation: We have 1 truck with capacity 10.

Orders: [12, 8, 2, 3].

* + If 0 orders removed: Truck 1 (K=10) attempts Order 1 (O=12). K < O. Truck 1 unavailable. Order 1 remains. All orders cannot be delivered.
  + If 1 order removed (remove 12): Orders: [8, 2, 3].
* Truck 1 (K=10) delivers Order 2 (O=8). K becomes 2.
* Truck 1 (K=2) delivers Order 3 (O=2). K becomes 0. Truck 1 fully utilized.
* Order 4 (O=3) remains. No more trucks. All orders cannot be delivered.
  + If 2 orders removed (remove 12, 8): Orders: [2, 3].
* Truck 1 (K=10) delivers Order 3 (O=2). K becomes 8.
* Truck 1 (K=8) delivers Order 4 (O=3). K becomes 5. All orders are delivered. The minimum number of orders to remove is 2.

Question 3: Project Task Completion

You are leading a team of M developers, all of whom have the same coding capacity P. You have N project tasks, and the complexity of the i^{th} task is Ti.

When a developer with coding capacity P attempts to complete a task with complexity Ti, one of three scenarios can happen:

* + If P > Ti: The task is successfully completed, and the developer's remaining capacity decreases by Ti.
  + If P < Ti: The developer is unable to complete the task and becomes exhausted (unavailable). The task remains incomplete and must be assigned to the next available developer.
  + If P = Ti: Both the developer and the task are considered fully utilized/completed, and neither can be used further.

The developers attempt to complete tasks one by one in the given order (first task 1, then task 2, and so on). It might be possible that before completing all the tasks, all developers become unavailable. To ensure that all tasks are eventually completed, you want to remove some tasks from the front of the queue.

Your task is to find the minimum number of tasks you need to remove from the front such that all the remaining tasks can be successfully completed by the available developers.

Note: If, in the last interaction, both a developer and a task are fully utilized/completed and no more developers or tasks remain, it would still be considered a success since all the tasks are completed.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of tasks. N :: 1 -> 2\*10^5

M :: INTEGER The next line contains an integer, M, denoting the number of developers. M :: 1

-> 2\*10^5

P :: INTEGER The next line contains an integer, P, denoting the coding capacity of each developer. P :: 1 -> 10^9

T :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the complexity of the i^{th} task. T[i] :: 1 -> 10^9

Case#: 1 Input: 4 2 15 5 10 7 8 Output: 0 Explanation: We have 2 developers, each with

capacity 15. Tasks: [5, 10, 7, 8].

1. Developer 1 (P=15) attempts Task 1 (T=5). P > T. Developer 1's capacity becomes 10. Task 1 completed.
2. Developer 1 (P=10) attempts Task 2 (T=10). P = T. Developer 1's capacity becomes 0. Developer 1 fully utilized. Task 2 completed.
3. Developer 2 (P=15) attempts Task 3 (T=7). P > T. Developer 2's capacity becomes 8. Task 3 completed.
4. Developer 2 (P=8) attempts Task 4 (T=8). P = T. Developer 2's capacity becomes 0. Developer 2 fully utilized. Task 4 completed. All tasks are completed. No need to remove any tasks from the front.

Case#: 2 Input: 5 1 20 25 10 5 3 8 Output: 2 Explanation: We have 1 developer with capacity

1. Tasks: [25, 10, 5, 3, 8].
   * If 0 tasks removed: Developer 1 (P=20) attempts Task 1 (T=25). P < T. Developer 1 exhausted. Task 1 remains. All tasks cannot be completed.
   * If 1 task removed (remove 25): Tasks: [10, 5, 3, 8].

* Developer 1 (P=20) completes Task 2 (T=10). P becomes 10.
* Developer 1 (P=10) completes Task 3 (T=5). P becomes 5.
* Developer 1 (P=5) completes Task 4 (T=3). P becomes 2.
* Developer 1 (P=2) attempts Task 5 (T=8). P < T. Developer 1 exhausted. Task 5 remains. All tasks cannot be completed.
  + If 2 tasks removed (remove 25, 10): Tasks: [5, 3, 8].
* Developer 1 (P=20) completes Task 3 (T=5). P becomes 15.
* Developer 1 (P=15) completes Task 4 (T=3). P becomes 12.
* Developer 1 (P=12) completes Task 5 (T=8). P becomes 4. All tasks are completed. The minimum number of tasks to remove is 2.

Case#: 3 Input: 3 1 5 6 1 2 Output: 1 Explanation: We have 1 developer with capacity 5.

Tasks: [6, 1, 2].

* + If 0 tasks removed: Developer 1 (P=5) attempts Task 1 (T=6). P < T. Developer 1 exhausted. Task 1 remains. All tasks cannot be completed.
  + If 1 task removed (remove 6): Tasks: [1, 2].
* Developer 1 (P=5) completes Task 2 (T=1). P becomes 4.
* Developer 1 (P=4) completes Task 3 (T=2). P becomes 2. All tasks are completed. The minimum number of tasks to remove is 1.

Question 4: Water Resource Management

You are managing M water sources (e.g., pumps, wells), all of which have the same total water volume W. You have N empty tanks to fill, and the capacity of the i^{th} tank is Ti.

When a water source with volume W attempts to fill a tank with capacity Ti, one of three scenarios can happen:

* + If W > Ti: The tank is successfully filled, and the water source's remaining volume

decreases by Ti.

* + If W < Ti: The water source is unable to fill the tank completely and becomes depleted (unavailable). The tank remains partially filled and must be filled by the next available water source.
  + If W = Ti: Both the water source and the tank are considered fully utilized/filled, and neither can be used further.

The water sources attempt to fill tanks one by one in the given order (first tank 1, then tank 2, and so on). It might be possible that before filling all the tanks, all water sources become unavailable. To ensure that all tanks are eventually filled, you want to remove some tanks from the front of the queue.

Your task is to find the minimum number of tanks you need to remove from the front such that all the remaining tanks can be successfully filled by the available water sources.

Note: If, in the last interaction, both a water source and a tank are fully utilized/filled and no more water sources or tanks remain, it would still be considered a success since all the tanks are filled.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of tanks. N :: 1 -> 2\*10^5

M :: INTEGER The next line contains an integer, M, denoting the number of water sources. M :: 1 -> 2\*10^5

W :: INTEGER The next line contains an integer, W, denoting the total water volume of each source. W :: 1 -> 10^9

T :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the capacity of the i^{th} tank. T[i] :: 1 -> 10^9

Case#: 1 Input: 5 3 100 50 20 10 5 15 Output: 0 Explanation: We have 3 water sources, each

with volume 100. Tanks: [50, 20, 10, 5, 15].

1. Source 1 (W=100) fills Tank 1 (T=50). W > T. Source 1's volume becomes 50. Tank 1 filled.
2. Source 1 (W=50) fills Tank 2 (T=20). W > T. Source 1's volume becomes 30. Tank 2 filled.
3. Source 1 (W=30) fills Tank 3 (T=10). W > T. Source 1's volume becomes 20. Tank 3 filled.
4. Source 1 (W=20) fills Tank 4 (T=5). W > T. Source 1's volume becomes 15. Tank 4 filled.
5. Source 1 (W=15) fills Tank 5 (T=15). W = T. Source 1's volume becomes 0. Source 1 fully utilized. Tank 5 filled. All tanks are filled. No need to remove any tanks from the front.

Case#: 2 Input: 4 1 50 60 10 5 20 Output: 1 Explanation: We have 1 water source with

volume 50. Tanks: [60, 10, 5, 20].

* + If 0 tanks removed: Source 1 (W=50) attempts Tank 1 (T=60). W < T. Source 1 depleted. Tank 1 remains. All tanks cannot be filled.
  + If 1 tank removed (remove 60): Tanks: [10, 5, 20].
* Source 1 (W=50) fills Tank 2 (T=10). W becomes 40.
* Source 1 (W=40) fills Tank 3 (T=5). W becomes 35.
* Source 1 (W=35) fills Tank 4 (T=20). W becomes 15. All tanks are filled. The minimum number of tanks to remove is 1.

Case#: 3 Input: 5 2 10 12 8 2 3 5 Output: 1 Explanation: We have 2 water sources, each with

volume 10. Tanks: [12, 8, 2, 3, 5].

* + If 0 tanks removed:
* Source 1 (W=10) attempts Tank 1 (T=12). W < T. Source 1 depleted. Tank 1 remains.
* Source 2 (W=10) attempts Tank 1 (T=12). W < T. Source 2 depleted. Tank 1 remains. All tanks cannot be filled.
  + If 1 tank removed (remove 12): Tanks: [8, 2, 3, 5].
* Source 1 (W=10) fills Tank 2 (T=8). W becomes 2.
* Source 1 (W=2) fills Tank 3 (T=2). W becomes 0. Source 1 fully utilized.
* Source 2 (W=10) fills Tank 4 (T=3). W becomes 7.
* Source 2 (W=7) fills Tank 5 (T=5). W becomes 2. All tanks are filled. The minimum number of tanks to remove is 1.

Questions Similar to Sample 3: Road in Rugged Terrain Question 1: Riverbed Deepening Project

You are tasked with deepening a riverbed to ensure smooth navigation. You know the current depth of each segment of the riverbed, i.e., the i^{th} segment is Di meters deep.

You need to transform the riverbed into a strictly increasing depth profile for navigation, meaning for each i^{th} segment where 2 \le i \le N, the resultant Di-1 < Di. To achieve this, you employ a powerful dredging team to help you deepen the segments. On day D, the team can increase the depth for each segment that you scheduled that day by 2^D - 1 meters each.

You are allowed to assign the team to dredge on multiple segments and/or dredge on the same segments for multiple days.

Your task is to find the minimum number of days needed to transform the riverbed as per your requirements.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in D. N :: 1 -> 10^5

D :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Di, the current depth of the i^{th} segment. D[i] :: -10^9 -> 10^9

Case#: 1 Input: 3 1 2 3 Output: 0 Explanation: The depths [1, 2, 3] are already strictly increasing. No dredging is needed.

Case#: 2 Input: 2 5 2 Output: 3 Explanation: Initial depths: [5, 2]. We need D\_final[0] < D\_final[1]. Calculate target final depths: D\_final[0] = D[0] = 5 D\_final[1] = max(D[1], D\_final[0] + 1) = max(2, 5 + 1) = max(2, 6) = 6. Target D\_final = [5, 6]. Needed increases: D[0]: D\_final[0] - D[0] = 5 - 5 = 0. (No increase needed) D[1]: D\_final[1] - D[1] = 6 - 2 = 4. For an increase of 4: We need to find the minimum D such that 2^D - 1 \ge 4. 2^1 - 1 = 1 2^2 - 1 = 3 2^3 - 1 = 7 The smallest D is 3. The maximum day needed is 3.

Case#: 3 Input: 4 10 10 5 5 Output: 4 Explanation: Initial depths: [10, 10, 5, 5]. Calculate target final depths (D\_final[i] = max(D[i], D\_final[i-1] + 1)): D\_final[0] = D[0] = 10 D\_final[1] = max(D[1], D\_final[0]

+ 1) = max(10, 10 + 1) = max(10, 11) = 11 D\_final[2] = max(D[2], D\_final[1]

+ 1) = max(5, 11 + 1) = max(5, 12) = 12 D\_final[3] = max(D[3], D\_final[2] + 1) = max(5, 12 + 1) =

max(5, 13) = 13 Target D\_final = [10, 11, 12, 13]. Needed increases: D[0]: D\_final[0] - D[0] = 10

- 10 = 0. D[1]: D\_final[1] - D[1] = 11 - 10 = 1. Smallest D for 1 is 1 (2^1 - 1 = 1). D[2]: D\_final[2] -

D[2] = 12 - 5 = 7. Smallest D for 7 is 3 (2^3 - 1 = 7). D[3]: D\_final[3] - D[3] = 13 - 5 = 8. Smallest

D for 8 is 4 (2^4 - 1 = 15 \ge 8). The maximum day needed across all segments is max(0, 1, 3,

4) = 4.

Question 2: Mountain Range Flattening

You need to flatten a mountain range for a new railway line. You know the current height of each peak, i.e., the i^{th} peak is Hi meters tall.

You need to transform the mountain range into a strictly downward sloping profile for the railway, meaning for each i^{th} peak where 2 \le i \le N, the resultant Hi-1 > Hi. To do so, you employ a powerful blasting team to help you reduce the height of the peaks. On day D, the team can reduce the height for each peak that you scheduled that day by 2^D - 1 meters each.

You are allowed to assign the team to blast on multiple peaks and/or blast on the same peaks for multiple days.

Your task is to find the minimum number of days needed to transform the mountain range as per your requirements.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in H. N :: 1 -> 10^5

H :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Hi, the height of the i^{th} peak. H[i] :: -10^9 -> 10^9

Case#: 1 Input: 3 10 9 8 Output: 0 Explanation: The heights [10, 9, 8] are already strictly decreasing. No blasting is needed.

Case#: 2 Input: 2 10 14 Output: 3 Explanation: Initial heights: [10, 14]. We need H\_final[0] > H\_final[1]. Calculate target final heights (H\_final[i] = min(H[i], H\_final[i-1] - 1)): H\_final[0] = H[0] = 10 H\_final[1] = min(H[1], H\_final[0] - 1) = min(14, 10 - 1) = min(14, 9) = 9. Target H\_final = [10, 9].

Needed reductions: H[0]: H[0] - H\_final[0] = 10 - 10 = 0. (No reduction needed) H[1]: H[1] - H\_final[1]

= 14 - 9 = 5. For a reduction of 5: We need to find the minimum D such that 2^D - 1

\ge 5. 2^1 - 1 = 1 2^2 - 1 = 3 2^3 - 1 = 7 The smallest D is 3. The maximum day needed is 3.

Case#: 3 Input: 4 10 18 19 20 Output: 4 Explanation: Initial heights: [10, 18, 19, 20]. Calculate target final heights (H\_final[i] = min(H[i], H\_final[i-1] - 1)): H\_final[0] = H[0] = 10 H\_final[1] = min(18, 10 - 1)

= 9 H\_final[2] = min(19, 9 - 1) = 8 H\_final[3] = min(20, 8 - 1) = 7

Target H\_final = [10, 9, 8, 7]. Needed reductions: H[0]: 10 - 10 = 0. H[1]: 18 - 9 = 9. Smallest D

for 9 is 4 (2^4 - 1 = 15 \ge 9). H[2]: 19 - 8 = 11. Smallest D for 11 is 4 (2^4 - 1 = 15 \ge 11). H[3]:

20 - 7 = 13. Smallest D for 13 is 4 (2^4 - 1 = 15 \ge 13). The maximum day needed across all

peaks is max(0, 4, 4, 4) = 4.

Question 3: Data Signal Smoothing

You are working with a sequence of data signals, where the i^{th} signal has an amplitude Ai. You need to transform this sequence into a strictly increasing amplitude profile for analysis, meaning for each i^{th} signal where 2 \le i \le N, the resultant Ai-1 < Ai. To do this, you employ a powerful signal processing algorithm to boost the amplitude of the signals. On day D, the algorithm can increase the amplitude for each signal that you scheduled that day by 2^D - 1 units each.

You are allowed to assign the algorithm to process multiple signals and/or process the same signals for multiple days.

Your task is to find the minimum number of days needed to transform the signal sequence as per your requirements.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in A. N :: 1 -> 10^5

A :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Ai, the amplitude of the i^{th} signal. A[i] :: -10^9 -> 10^9

Case#: 1 Input: 3 -5 -4 -3 Output: 0 Explanation: The amplitudes [-5, -4, -3] are already strictly increasing. No boosting is needed.

Case#: 2 Input: 2 10 5 Output: 3 Explanation: Initial amplitudes: [10, 5]. We need A\_final[0] < A\_final[1]. Calculate target final amplitudes (A\_final[i] = max(A[i], A\_final[i-1] + 1)): A\_final[0] = A[0] = 10 A\_final[1] = max(A[1], A\_final[0] + 1) = max(5, 10 + 1) = max(5, 11) = 11. Target A\_final = [10, 11]. Needed increases: A[0]: A\_final[0] - A[0] = 10 - 10 = 0. A[1]: A\_final[1] - A[1] = 11 - 5 = 6. For an increase of 6: We need to find the minimum D such that 2^D - 1 \ge 6. 2^1 - 1

= 1 2^2 - 1 = 3 2^3 - 1 = 7 The smallest D is 3. The maximum day needed is 3.

Case#: 3 Input: 9 1 1 1 1 1 1 1 1 1 Output: 4 Explanation: Initial amplitudes: [1, 1, 1, 1, 1, 1, 1, 1, 1]. Calculate target final amplitudes (A\_final[i] = max(A[i], A\_final[i-1] + 1)): A\_final[0] = 1 A\_final[1] = 2 A\_final[2] = 3 A\_final[3] = 4 A\_final[4] = 5 A\_final[5] = 6 A\_final[6] = 7 A\_final[7] = 8 A\_final[8] = 9

Target A\_final = [1, 2, 3, 4, 5, 6, 7, 8, 9]. Needed increases: A[0]: 1 - 1 = 0. A[1]:

2 - 1 = 1. Smallest D for 1 is 1. A[2]: 3 - 1 = 2. Smallest D for 2 is 2. A[3]: 4 - 1 = 3. Smallest D

for 3 is 2. A[4]: 5 - 1 = 4. Smallest D for 4 is 3. A[5]: 6 - 1 = 5. Smallest D for 5 is 3. A[6]: 7 - 1 =

1. Smallest D for 6 is 3. A[7]: 8 - 1 = 7. Smallest D for 7 is 3. A[8]: 9 - 1 = 8. Smallest D for 8 is 4

(2^4 - 1 = 15 \ge 8). The maximum day needed across all segments is max(0, 1, 2, 2, 3, 3, 3, 3,

4) = 4.

Question 4: Temperature Gradient Creation

You are managing a specialized heating/cooling system that controls the temperature of N adjacent chambers. The current temperature of the i^{th} chamber is Ti degrees Celsius. You need to transform the chamber temperatures into a strictly downward sloping gradient,

meaning for each i^{th} chamber where 2 \le i \le N, the resultant Ti-1 > Ti. To achieve this, you employ a powerful thermal regulation unit to adjust the temperature of the chambers. On day D, the unit can reduce the temperature for each chamber that you scheduled that day by 2^D - 1 degrees Celsius each.

You are allowed to assign the unit to regulate multiple chambers and/or regulate the same chambers for multiple days.

Your task is to find the minimum number of days needed to transform the temperature gradient as per your requirements.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in T. N :: 1 -> 10^5

T :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Ti, the temperature of the i^{th} chamber. T[i] :: -10^9 -> 10^9

Case#: 1 Input: 3 20 15 10 Output: 0 Explanation: The temperatures [20, 15, 10] are already strictly decreasing. No regulation is needed.

Case#: 2 Input: 2 -5 -3 Output: 2 Explanation: Initial temperatures: [-5, -3]. We need T\_final[0]

> T\_final[1]. Calculate target final temperatures (T\_final[i] = min(T[i], T\_final[i-1] - 1)): T\_final[0] = T[0]

= -5 T\_final[1] = min(T[1], T\_final[0] - 1) = min(-3, -5 - 1) = min(-3, -6) = -6. Target T\_final =

[-5, -6]. Needed reductions: T[0]: -5 - (-5) = 0. T[1]: -3 - (-6) = 3. For a reduction of 3: We need to find the minimum D such that 2^D - 1 \ge 3. 2^1 - 1 = 1 2^2 - 1 = 3 The smallest D is 2. The maximum day needed is 2.

Case#: 3 Input: 4 10 20 21 22 Output: 4 Explanation: Initial temperatures: [10, 20, 21, 22]. Calculate target final temperatures (T\_final[i] = min(T[i], T\_final[i-1] - 1)): T\_final[0] = T[0] = 10 T\_final[1] = min(20, 10 - 1) = 9 T\_final[2] = min(21, 9 - 1) = 8 T\_final[3] = min(22, 8 - 1) = 7

Target T\_final = [10, 9, 8, 7]. Needed reductions: T[0]: 10 - 10 = 0. T[1]: 20 - 9 = 11. Smallest D

for 11 is 4 (2^4 - 1 = 15 \ge 11). T[2]: 21 - 8 = 13. Smallest D for 13 is 4 (2^4 - 1 = 15 \ge 13).

T[3]: 22 - 7 = 15. Smallest D for 15 is 4 (2^4 - 1 = 15 \ge 15). The maximum day needed across

all chambers is max(0, 4, 4, 4) = 4.

Questions Similar to Sample 4: Array to Mountain Question 1: Valley Array Transformation

You are given an array of size N. You need to change this array into a "valley". By "valley" we mean that the elements at either end of the array should be equal. Then, as you move towards the middle from both ends, the next element is just one less than the previous one. So, it would have a trough (lowest point) in the middle and increases if you go towards either end, just like a valley.

Examples of valleys are [5, 4, 3, 4, 5] or [8, 7, 6, 6, 7, 8]. But the array [5, 4, 2, 4, 5] is not a

valley because from 4 to 2 the difference is 2. The array [5, 4, 3, 5] is also not a valley because the elements 4 and 3 are not equal from both ends relative to the trough.

You need to find the minimum number of elements that should be changed in order to make the array a valley. You can make the elements negative or zero as well.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in the array. N :: 1 -> 10^5

array :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the i^{th} element of the array. array[i] :: 1 -> 10^6

Case#: 1 Input: 5 1 2 3 4 5 Output: 2 Explanation: array = [1, 2, 3, 4, 5]. The optimal valley

array is [5, 4, 3, 4, 5]. Comparing [1, 2, 3, 4, 5] with [5, 4, 3, 4, 5]:

* 1 vs 5 (change)
* 2 vs 4 (change)
* 3 vs 3 (no change)
* 4 vs 4 (no change)
* 5 vs 5 (no change) Total 2 changes.

Case#: 2 Input: 6 10 9 8 8 9 10 Output: 0 Explanation: array = [10, 9, 8, 8, 9, 10]. This array already conforms to the "valley" definition. All elements match the target valley, so 0 changes are needed.

Case#: 3 Input: 4 1 1 1 1 Output: 2 Explanation: array = [1, 1, 1, 1]. The optimal valley array

is [1, 0, 0, 1]. Comparing [1, 1, 1, 1] with [1, 0, 0, 1]:

* 1 vs 1 (no change)
* 1 vs 0 (change)
* 1 vs 0 (change)
* 1 vs 1 (no change) Total 2 changes.

Question 2: Plateau Array Transformation

You are given an array of size N. You need to change this array into a "plateau". By "plateau" we mean that the elements at either end of the array should be equal. Then, as you move towards the middle from both ends, the next element is just one more than the previous one, until a central "plateau" where elements are equal.

Examples of plateaus are [1, 2, 3, 3, 2, 1] or [1, 2, 2, 2, 1]. But the array [1, 2, 4, 4, 2, 1] is not a

plateau because from 2 to 4 the difference is 2. The array [1, 2, 3, 1] is also not a plateau because the elements are not symmetric from both ends.

You need to find the minimum number of elements that should be changed in order to make the

array a plateau. You can make the elements negative or zero as well.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in the array. N :: 1 -> 10^5

array :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the i^{th} element of the array. array[i] :: 1 -> 10^6

Case#: 1 Input: 5 5 4 3 2 1 Output: 2 Explanation: array = [5, 4, 3, 2, 1]. The optimal plateau

array is [1, 2, 3, 2, 1]. Comparing [5, 4, 3, 2, 1] with [1, 2, 3, 2, 1]:

* 5 vs 1 (change)
* 4 vs 2 (change)
* 3 vs 3 (no change)
* 2 vs 2 (no change)
* 1 vs 1 (no change) Total 2 changes.

Case#: 2 Input: 4 1 2 3 4 Output: 2 Explanation: array = [1, 2, 3, 4]. The optimal plateau array

is [1, 2, 2, 1]. Comparing [1, 2, 3, 4] with [1, 2, 2, 1]:

* 1 vs 1 (no change)
* 2 vs 2 (no change)
* 3 vs 2 (change)
* 4 vs 1 (change) Total 2 changes.

Case#: 3 Input: 7 10 1 20 3 20 1 10 Output: 4 Explanation: array = [10, 1, 20, 3, 20, 1, 10].

The optimal plateau array is [0, 1, 2, 3, 2, 1, 0]. Comparing [10, 1, 20, 3, 20, 1, 10] with [0, 1, 2,

3, 2, 1, 0]:

* 10 vs 0 (change)
* 1 vs 1 (no change)
* 20 vs 2 (change)
* 3 vs 3 (no change)
* 20 vs 2 (change)
* 1 vs 1 (no change)
* 10 vs 0 (change) Total 4 changes.

Question 3: Double-Step Mountain Array Transformation

You are given an array of size N. You need to change this array into a "double-step mountain". By "double-step mountain" we mean that the elements at either end of the array should be equal. Then, as you move towards the middle from both ends, the next element is just two more than the previous one. So, it would have a peak in the middle and decreases by two if you go towards either end.

Examples of double-step mountains are [1, 3, 5, 3, 1] or [6, 8, 10, 10, 8, 6]. But the array [1, 3,

6, 3, 1] is not a double-step mountain because from 3 to 6 the difference is 3. The array [1, 3, 5, 1] is also not a double-step mountain because the elements are not symmetric from both ends. You need to find the minimum number of elements that should be changed in order to make the array a double-step mountain. You can make the elements negative or zero as well.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in the array. N :: 1 -> 10^5

array :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the i^{th} element of the array. array[i] :: 1 -> 10^6

Case#: 1 Input: 5 1 3 5 4 1 Output: 1 Explanation: array = [1, 3, 5, 4, 1]. The optimal

double-step mountain array is [1, 3, 5, 3, 1]. Comparing [1, 3, 5, 4, 1] with [1, 3, 5, 3, 1]:

* 1 vs 1 (no change)
* 3 vs 3 (no change)
* 5 vs 5 (no change)
* 4 vs 3 (change)
* 1 vs 1 (no change) Total 1 change.

Case#: 2 Input: 6 10 12 14 14 12 10 Output: 0 Explanation: array = [10, 12, 14, 14, 12, 10]. This array already conforms to the "double-step mountain" definition. All elements match the target double- step mountain, so 0 changes are needed.

Case#: 3 Input: 7 10 2 20 6 20 2 10 Output: 4 Explanation: array = [10, 2, 20, 6, 20, 2, 10].

The optimal double-step mountain array is [0, 2, 4, 6, 4, 2, 0]. Comparing [10, 2, 20, 6, 20, 2, 10]

with [0, 2, 4, 6, 4, 2, 0]:

* 10 vs 0 (change)
* 2 vs 2 (no change)
* 20 vs 4 (change)
* 6 vs 6 (no change)
* 20 vs 4 (change)
* 2 vs 2 (no change)
* 10 vs 0 (change) Total 4 changes.

Question 4: Triple-Step Valley Array Transformation

You are given an array of size N. You need to change this array into a "triple-step valley". By "triple- step valley" we mean that the elements at either end of the array should be equal. Then, as you move towards the middle from both ends, the next element is just three less than the previous one. So, it would have a trough (lowest point) in the middle and increases by three if you go towards either end.

Examples of triple-step valleys are [10, 7, 4, 7, 10] or [15, 12, 9, 9, 12, 15]. But the array [10, 7,

3, 7, 10] is not a triple-step valley because from 7 to 3 the difference is 4. The array [10, 7, 4, 10] is also not a triple-step valley because the elements are not symmetric from both ends.

You need to find the minimum number of elements that should be changed in order to make the array a triple-step valley. You can make the elements negative or zero as well.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in the array. N :: 1 -> 10^5

array :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing the i^{th} element of the array. array[i] :: 1 -> 10^6

Case#: 1 Input: 5 10 7 4 8 10 Output: 1 Explanation: array = [10, 7, 4, 8, 10]. The optimal

triple-step valley array is [10, 7, 4, 7, 10]. Comparing [10, 7, 4, 8, 10] with [10, 7, 4, 7, 10]:

* 10 vs 10 (no change)
* 7 vs 7 (no change)
* 4 vs 4 (no change)
* 8 vs 7 (change)
* 10 vs 10 (no change) Total 1 change.

Case#: 2 Input: 6 15 12 9 9 12 15 Output: 0 Explanation: array = [15, 12, 9, 9, 12, 15]. This array already conforms to the "triple-step valley" definition. All elements match the target triple-step valley, so 0 changes are needed.

Case#: 3 Input: 7 10 -3 20 -9 20 -3 10 Output: 4 Explanation: array = [10, -3, 20, -9, 20, -3,

10]. The optimal triple-step valley array is [0, -3, -6, -9, -6, -3, 0]. Comparing [10, -3, 20, -9, 20,

-3, 10] with [0, -3, -6, -9, -6, -3, 0]:

* 10 vs 0 (change)
* -3 vs -3 (no change)
* 20 vs -6 (change)
* -9 vs -9 (no change)
* 20 vs -6 (change)
* -3 vs -3 (no change)
* 10 vs 0 (change) Total 4 changes.

Questions Similar to Sample 5: Interesting String Slicing Question 1: Resource Bundling

You have a collection of N resources. Each resource is identified by a unique integer Ri representing its type. You can rearrange these resources in any order. You want to cut this collection into some contiguous bundles such that, after cutting, all the bundles are equal to one another (meaning each bundle contains the exact same count of each resource type).

You cannot rearrange the resources within the cut bundles or join bundles together. You want to make the number of bundles as large as possible. What is the maximum number of bundles you can get?

Note: You can observe that you may not want to cut the collection at all, therefore the number of bundles is 1. Hence, the answer always exists.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of resources. N :: 1 -> 2 \* 10^5

R :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer Ri describing the type of the i^{th} resource. R[i] :: 1 -> 10^9

Case#: 1 Input: 5 7 7 7 7 7 Output: 5 Explanation: You have 5 resources, all of type 7. You

can cut it into 5 bundles: [7] + [7] + [7] + [7] + [7]. Each bundle is identical.

Case#: 2 Input: 6 1 2 1 2 3 3 Output: 2 Explanation: You have resources: [1, 2, 1, 2, 3, 3].

Counts: Type 1: 2, Type 2: 2, Type 3: 2. Total resources: 6. You can rearrange the resources as

[1, 2, 3, 1, 2, 3]. You can then cut it into 2 bundles: [1, 2, 3] + [1, 2, 3]. Each bundle is identical.

The total number of resources (6) and the count of each resource type (2 for 1, 2 for 2, 2 for 3) are all divisible by 2.

Case#: 3 Input: 7 1 1 1 2 2 3 4 Output: 1 Explanation: You have resources: [1, 1, 1, 2, 2, 3, 4].

Total resources: 7. Counts: Type 1: 3, Type 2: 2, Type 3: 1, Type 4: 1. The total number of

resources (7) is a prime number. The counts (3, 2, 1, 1) share no common factors with 7, nor

with each other (except 1). The greatest common divisor of 7, 3, 2, 1, 1 is 1. Therefore, you can only get 1 piece (the original collection itself).

Question 2: Ingredient Packing

You are preparing ingredients for a large batch of identical meal kits. You have N individual ingredients. Each ingredient is identified by an integer Ii representing its type (e.g., 1 for "flour", 2 for "sugar"). You can rearrange these ingredients in any order. You want to pack this collection into some contiguous boxes such that, after packing, all the boxes are equal to one another (meaning each box contains the exact same count of each ingredient type).

You cannot rearrange the ingredients within the packed boxes or combine boxes. You want to

make the number of boxes as large as possible. What is the maximum number of boxes you can get? Note: The answer always exists (at least 1 box).

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of ingredients. N :: 1 -> 2 \* 10^5

I :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer Ii describing the type of the i^{th} ingredient. I[i] :: 1 -> 10^9

Case#: 1 Input: 4 10 10 10 10 Output: 4 Explanation: You have 4 ingredients, all of type 10. You can

pack it into 4 boxes: [10] + [10] + [10] + [10]. Each box is identical.

Case#: 2 Input: 8 5 6 5 6 7 7 8 8 Output: 2 Explanation: You have ingredients: [5, 6, 5, 6, 7, 7,

8, 8]. Total ingredients: 8. Counts: Type 5: 2, Type 6: 2, Type 7: 2, Type 8: 2. The total number of

ingredients (8) and the count of each ingredient type (2 for 5, 2 for 6, 2 for 7, 2 for 8) are all

divisible by 2. The greatest common divisor of 8, 2, 2, 2, 2 is 2. You can rearrange the

ingredients as [5, 6, 7, 8, 5, 6, 7, 8]. You can then cut it into 2 boxes: [5, 6, 7, 8] + [5, 6, 7, 8]. Each box is identical.

Case#: 3 Input: 9 1 2 3 1 2 3 1 2 4 Output: 1 Explanation: You have ingredients: [1, 2, 3, 1, 2,

3, 1, 2, 4]. Total ingredients: 9. Counts: Type 1: 3, Type 2: 3, Type 3: 2, Type 4: 1. The total

number of ingredients (9) is divisible by 1, 3, 9. The counts are: 3, 3, 2, 1. The greatest common

divisor of 9, 3, 3, 2, 1 is 1. Therefore, you can only get 1 box (the original collection itself).

Question 3: Music Playlist Segmentation

You have a master playlist of N songs. Each song is identified by an integer Gi representing its genre. You can rearrange the order of songs in this master playlist. You want to segment this playlist into some contiguous sub-playlists such that, after segmentation, all the sub-playlists are equal to one another (meaning each sub-playlist contains the exact same count of each genre). You cannot rearrange the songs within the segmented sub-playlists or combine sub-playlists.

You want to make the number of sub-playlists as large as possible. What is the maximum number of sub-playlists you can get?

Note: The answer always exists (at least 1 sub-playlist).

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of songs. N

:: 1 -> 2 \* 10^5

G :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer Gi describing the genre of the i^{th} song. G[i] :: 1 -> 10^9

Case#: 1 Input: 6 1 1 1 1 1 1 Output: 6 Explanation: You have 6 songs, all of genre 1. You

can segment it into 6 sub-playlists: [1] + [1] + [1] + [1] + [1] + [1]. Each sub-playlist is identical.

Case#: 2 Input: 12 10 20 30 10 20 30 10 20 30 10 20 30 Output: 4 Explanation: You have

songs: [10, 20, 30, 10, 20, 30, 10, 20, 30, 10, 20, 30]. Total songs: 12. Counts: Genre 10: 4,

Genre 20: 4, Genre 30: 4. The total number of songs (12) and the count of each genre (4 for 10,

4 for 20, 4 for 30) are all divisible by 4. The greatest common divisor of 12, 4, 4, 4 is 4. You can

rearrange the songs as [10, 20, 30, 10, 20, 30, 10, 20, 30, 10, 20, 30]. You can then cut it into 4

sub-playlists: [10, 20, 30] + [10, 20, 30] + [10, 20, 30] + [10, 20, 30]. Each sub-playlist is identical.

Case#: 3 Input: 5 1 2 3 4 5 Output: 1 Explanation: You have songs: [1, 2, 3, 4, 5]. Total songs:

1. Counts: Genre 1: 1, Genre 2: 1, Genre 3: 1, Genre 4: 1, Genre 5: 1. The total number of

songs (5) is a prime number. The counts (1, 1, 1, 1, 1) share no common factors with 5, nor with

each other (except 1). The greatest common divisor of 5, 1, 1, 1, 1, 1 is 1. Therefore, you can

only get 1 sub-playlist (the original playlist itself).

Question 4: Inventory Division

You have an inventory of N items. Each item is identified by an integer Pi representing its product code. You can rearrange these items in any order. You want to divide this inventory into some contiguous shipments such that, after division, all the shipments are equal to one another (meaning each shipment contains the exact same count of each product code).

You cannot rearrange the items within the divided shipments or combine shipments. You want to make the number of shipments as large as possible. What is the maximum number of shipments you can get?

Note: The answer always exists (at least 1 shipment).

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of items. N

:: 1 -> 2 \* 10^5

P :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer Pi describing the product code of the i^{th} item. P[i] :: 1 -> 10^9

Case#: 1 Input: 8 1000 1000 1000 1000 1000 1000 1000 1000 Output: 8 Explanation: You have 8 items, all of product code 1000. You can divide it into 8 shipments: [1000] + ... + [1000]. Each shipment is identical.

Case#: 2 Input: 9 1 1 1 2 2 2 3 3 3 Output: 3 Explanation: You have items: [1, 1, 1, 2, 2, 2, 3,

3, 3]. Total items: 9. Counts: Product 1: 3, Product 2: 3, Product 3: 3. The total number of items

(9) and the count of each product code (3 for 1, 3 for 2, 3 for 3) are all divisible by 3. The

greatest common divisor of 9, 3, 3, 3 is 3. You can rearrange the items as [1, 2, 3, 1, 2, 3, 1, 2,

3]. You can then cut it into 3 shipments: [1, 2, 3] + [1, 2, 3] + [1, 2, 3]. Each shipment is identical.

Case#: 3 Input: 10 10 20 30 40 50 60 70 80 90 100 Output: 1 Explanation: You have items:

[10, 20, 30, 40, 50, 60, 70, 80, 90, 100]. Total items: 10. Counts: Each product code (10, 20, ...,

100) appears exactly once. The total number of items (10) is divisible by 1, 2, 5, 10. The counts (all 1s) are only divisible by 1. The greatest common divisor of 10 and all the 1s is 1. Therefore, you can only get 1 shipment (the original inventory itself).

Questions Similar to Sample 6: Lexicographical Array Swap Question 1: Lexicographically Largest Array after One Swap

You are given an array A of size N. You are allowed to choose at most one pair of elements such that their distance (defined as the absolute difference of their indices) is at most K and swap them.

Find the largest lexicographical array possible after swapping.

Notes: An array x is lexicographically larger than an array y if there exists an index i such that x\_i > y\_i, and x\_j = y\_j for all 0 \le j < i. Less formally, at the first index i in which they differ, x\_i > y\_i.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the number of elements in A. N :: 1 -> 10^5

A :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing A[i]. A[i] :: 1 -> 10^5

K :: INTEGER The next line contains an integer, K, denoting the upper bound on distance of index. K :: 1 -> N

Case#: 1 Input: 3 1 2 3 1 Output: 2 1 3 Explanation: A = [1, 2, 3], K = 1. We iterate from left to right. At index 0, A[0]=1. Within distance K=1 to its right, we have A[1]=2. Since A[1] > A[0], we swap A[0] and A[1]. The array becomes [2, 1, 3]. This is the largest possible.

Case#: 2 Input: 5 1 2 3 4 5 3 Output: 4 2 3 1 5 Explanation: A = [1, 2, 3, 4, 5], K = 3. We iterate from left to right. At index 0, A[0]=1. Within distance K=3 to its right (indices 1, 2, 3), we have A[1]=2, A[2]=3, A[3]=4. The largest among these is A[3]=4. Since A[3] > A[0], we swap A[0] and A[3]. The array becomes [4, 2, 3, 1, 5]. This is the largest possible.

Case#: 3 Input: 5 5 4 3 2 1 2 Output: 5 4 3 2 1 Explanation: A = [5, 4, 3, 2, 1], K = 2. Iterating from left to right: For A[0]=5, no element A[j] within K=2 distance to its right (A[1]=4, A[2]=3) is greater than 5. For A[1]=4, no element A[j] within K=2 distance to its right (A[2]=3, A[3]=2) is greater than 4. No swap can make the array lexicographically larger. The array remains [5, 4, 3, 2, 1].

Question 2: Lexicographically Smallest Array after Even-Odd Swap

You are given an array A of size N. You are allowed to choose at most one pair of elements A[i] and A[j] such that their distance (defined as the absolute difference of their indices) is at most K, AND A[i] is an odd number while A[j] is an even number. Swap them.

Find the smallest lexicographical array possible after swapping.

Notes: An array x is lexicographically smaller than an array y if there exists an index i such that x\_i < y\_i, and x\_j = y\_j for all 0 \le j < i.

Parameters: N :: INTEGER, A :: INTEGER ARRAY, K :: INTEGER (same as previous) Case#: 1 Input: 3 3 2 1 1 Output: 2 3 1 Explanation: A = [3, 2, 1], K = 1. Iterate from left to right. At index 0, A[0]=3 (odd). Within distance K=1 to its right, we have A[1]=2. A[1]=2 is even and A[1] < A[0]. This is a valid swap. Swap A[0] and A[1]. Array becomes [2, 3, 1]. This is the smallest possible.

Case#: 2 Input: 5 5 4 3 2 1 3 Output: 2 4 3 5 1 Explanation: A = [5, 4, 3, 2, 1], K = 3. Iterate from left to right. At index 0, A[0]=5 (odd). Within distance K=3 to its right (indices 1, 2, 3), we have A[1]=4, A[2]=3, A[3]=2. Candidates for A[j] that are even and less than A[0]=5: A[1]=4, A[3]=2. The smallest value among these is 2 (at index 3). Since A[3]=2 is even and 2 < A[0]=5, we swap A[0] and A[3]. The array becomes [2, 4, 3, 5, 1]. This is the smallest possible.

Case#: 3 Input: 4 2 1 4 3 2 Output: 2 1 4 3 Explanation: A = [2, 1, 4, 3], K = 2. Iterate from left to right. At index 0, A[0]=2 (even). Cannot initiate a swap. At index 1, A[1]=1 (odd). Within distance K=2 to its right (indices 2, 3), we have A[2]=4, A[3]=3. Candidate for A[j] that is even and less than A[1]=1: A[2]=4 is even but 4 > 1. No valid A[j] found. No valid swap found. The array remains [2, 1, 4, 3].

Question 3: Lexicographically Largest Array after Odd-Even Swap

You are given an array A of size N. You are allowed to choose at most one pair of elements A[i] and A[j] such that their distance (defined as the absolute difference of their indices) is at most K, AND A[i] is an even number while A[j] is an odd number. Swap them.

Find the largest lexicographical array possible after swapping.

Notes: An array x is lexicographically larger than an array y if there exists an index i such that x\_i > y\_i, and x\_j = y\_j for all 0 \le j < i.

Parameters: N :: INTEGER, A :: INTEGER ARRAY, K :: INTEGER (same as previous)

Case#: 1 Input: 3 2 3 1 1 Output: 3 2 1 Explanation: A = [2, 3, 1], K = 1. Iterate from left to right. At index 0, A[0]=2 (even). Within distance K=1 to its right, we have A[1]=3. A[1]=3 is odd and A[1] > A[0]. This is a valid swap. Swap A[0] and A[1]. Array becomes [3, 2, 1]. This is the largest possible.

Case#: 2 Input: 5 2 4 3 5 1 3 Output: 5 4 3 2 1 Explanation: A = [2, 4, 3, 5, 1], K = 3. Iterate from left to right. At index 0, A[0]=2 (even). Within distance K=3 to its right (indices 1, 2, 3), we have A[1]=4, A[2]=3, A[3]=5. Candidates for A[j] that are odd and greater than A[0]=2: A[2]=3, A[3]=5. The largest value among these is 5 (at index 3). Since A[3]=5 is odd and 5 > A[0]=2, we swap A[0] and A[3]. The array becomes [5, 4, 3, 2, 1]. This is the largest possible.

Case#: 3 Input: 4 1 2 3 4 2 Output: 1 3 2 4 Explanation: A = [1, 2, 3, 4], K = 2. Iterate from left to right. At index 0, A[0]=1 (odd). Cannot initiate a swap. At index 1, A[1]=2 (even). Within distance K=2 to its right (indices 2, 3), we have A[2]=3, A[3]=4. Candidates for A[j] that are odd and greater than A[1]=2: A[2]=3. (A[3]=4 is even). The largest valid candidate is 3 (at index 2). Since A[2]=3 is odd and 3 > A[1]=2, we swap A[1] and A[2]. The array becomes [1, 3, 2, 4]. This is the largest possible.

Question 4: Lexicographically Smallest Array with Value Upper Bound Swap

You are given an array A of size N and an integer V. You are allowed to choose at most one pair of elements A[i] and A[j] such that their distance (defined as the absolute difference of their indices) is at most K, AND A[j] is strictly less than A[i], AND A[j] is also less than or equal to V. Swap them.

Find the smallest lexicographical array possible after swapping.

Notes: An array x is lexicographically smaller than an array y if there exists an index i such that x\_i < y\_i, and x\_j = y\_j for all 0 \le j < i.

Parameters: N :: INTEGER, A :: INTEGER ARRAY, K :: INTEGER (same as previous) V :: INTEGER The next line contains an integer, V, denoting the upper bound for the value of the element A[j] that can be swapped into position i. V :: 1 -> 10^5

Case#: 1 Input: 5 5 4 3 2 1 3 2 Output: 2 4 3 5 1 Explanation: A = [5, 4, 3, 2, 1], K = 3, V = 2. Iterate from left to right. At index 0, A[0]=5. Within distance K=3 to its right (indices 1, 2, 3), we have A[1]=4, A[2]=3, A[3]=2. Candidates for A[j] such that A[j] < A[0]=5 AND A[j] <= V=2:

* A[1]=4 (not <= 2)
* A[2]=3 (not <= 2)
* A[3]=2 (2 < 5 AND 2 <= 2). This is the only valid candidate. Swap A[0] and A[3]. Array becomes [2, 4, 3, 5, 1]. This is the smallest possible.

Case#: 2 Input: 4 10 1 5 2 2 3 Output: 1 10 5 2 Explanation: A = [10, 1, 5, 2], K = 2, V = 3. Iterate from left to right. At index 0, A[0]=10. Within distance K=2 to its right (indices 1, 2), we have A[1]=1, A[2]=5. Candidates for A[j] such that A[j] < A[0]=10 AND A[j] <= V=3:

* A[1]=1 (1 < 10 AND 1 <= 3).
* A[2]=5 (not <= 3). The smallest valid candidate is 1 (at index 1). Swap A[0] and A[1]. Array becomes [1, 10, 5, 2]. This is the smallest possible.

Case#: 3 Input: 4 5 6 7 8 2 4 Output: 5 6 7 8 Explanation: A = [5, 6, 7, 8], K = 2, V = 4. Iterate from left to right. At index 0, A[0]=5. No A[j] within K=2 distance (A[1]=6, A[2]=7) is strictly less than 5 and also less than or equal to V=4. No valid swap found. The array remains [5, 6, 7, 8].

Question 5: Lexicographically Largest Array with Value Lower Bound

Swap

You are given an array A of size N and an integer V. You are allowed to choose at most one pair of elements A[i] and A[j] such that their distance (defined as the absolute difference of their indices) is at most K, AND A[j] is strictly greater than A[i], AND A[j] is also greater than or equal to V. Swap them.

Find the largest lexicographical array possible after swapping.

Notes: An array x is lexicographically larger than an array y if there exists an index i such that x\_i > y\_i, and x\_j = y\_j for all 0 \le j < i.

Parameters: N :: INTEGER, A :: INTEGER ARRAY, K :: INTEGER (same as previous) V :: INTEGER The next line contains an integer, V, denoting the lower bound for the value of the element A[j] that can be swapped into position i. V :: 1 -> 10^5

Case#: 1 Input: 5 1 2 3 4 5 3 4 Output: 4 2 3 1 5 Explanation: A = [1, 2, 3, 4, 5], K = 3, V = 4. Iterate from left to right. At index 0, A[0]=1. Within distance K=3 to its right (indices 1, 2, 3), we have A[1]=2, A[2]=3, A[3]=4. Candidates for A[j] such that A[j] > A[0]=1 AND A[j] >= V=4:

* A[1]=2 (not >= 4)
* A[2]=3 (not >= 4)
* A[3]=4 (4 > 1 AND 4 >= 4). This is the only valid candidate. Swap A[0] and A[3]. Array becomes [4, 2, 3, 1, 5]. This is the largest possible.

Case#: 2 Input: 4 1 10 5 2 2 6 Output: 10 1 5 2 Explanation: A = [1, 10, 5, 2], K = 2, V = 6. Iterate from left to right. At index 0, A[0]=1. Within distance K=2 to its right (indices 1, 2), we have A[1]=10, A[2]=5. Candidates for A[j] such that A[j] > A[0]=1 AND A[j] >= V=6:

* A[1]=10 (10 > 1 AND 10 >= 6).
* A[2]=5 (not >= 6). The largest valid candidate is 10 (at index 1). Swap A[0] and A[1]. Array becomes [10, 1, 5, 2]. This is the largest possible.

Case#: 3 Input: 4 5 4 3 2 2 6 Output: 5 4 3 2 Explanation: A = [5, 4, 3, 2], K = 2, V = 6. Iterate from left to right. At index 0, A[0]=5. No A[j] within K=2 distance (A[1]=4, A[2]=3) is strictly greater than 5 and also greater than or equal to V=6. No valid swap found. The array remains [5, 4, 3, 2].

Questions Similar to Sample 7: Restaurant Dish Ordering Question 1: Task Assignment Optimization

You are managing a team of workers and have a list of tasks. Each task Ti has a specific "effort level" required to complete it. You can assign tasks to workers in any order. Your goal is to complete as many tasks as possible.

However, there are strict rules for task assignment:

* You have exactly N tasks in total, described by an array Effort. If two elements of Effort have the same value, they represent tasks requiring the same effort level.
* Each worker can only be assigned to one task type.
* If you assign a task requiring E effort to a worker, the next task you assign must require 2

\* E effort.

* You cannot assign tasks of the same effort level more than once.
* You can start assigning tasks with any effort level.

Find the maximum total effort points you can accumulate from completed tasks. Notes:

* You can assign any number of tasks of a given effort level, as long as you have enough tasks of that level available. If a task type has C tasks available, and you need to assign E effort, you can use E tasks from that type if C >= E.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of tasks. N

:: 1 -> 10^5

Effort :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Effort[i], the effort level required for the i^{th} task. Effort[i] :: 1 -> 10^9 Case#: 1 Input: 5 10 20 40 20 30 Output: 70 Explanation: N=5, Effort=[10, 20, 40, 20, 30]

Task effort level counts: 10:1, 20:2, 30:1, 40:1. Start with 10 effort: Order 10 effort tasks (1 available).

Total = 10. Next order must be 20. Order 20 effort tasks (2 available, use 20). Total = 10 + 20 = 30.

Next order must be 40. Order 40 effort tasks (1 available, use 40). Total = 30 + 40

= 70. Next order must be 80. (Not available). Maximum is 70.

Case#: 2 Input: 7 5 5 10 10 10 10 20 Output: 35 Explanation: N=7, Effort=[5, 5, 10, 10, 10,

10, 20] Task effort level counts: 5:2, 10:4, 20:1. Start with 5 effort: Order 5 effort tasks (2

available, use 5). Total = 5. Next order must be 10. Order 10 effort tasks (4 available, use 10).

Total = 5 + 10 = 15. Next order must be 20. Order 20 effort tasks (1 available, use 20). Total =

15 + 20 = 35. Next order must be 40. (Not available). Maximum is 35.

Case#: 3 Input: 4 1 1 1 1 Output: 1 Explanation: N=4, Effort=[1, 1, 1, 1] Task effort level

counts: 1:4. Start with 1 effort: Order 1 effort tasks (4 available, use 1). Total = 1. Next order must be

2. No tasks of effort 2 available. Chain ends. Maximum is 1. (You can only use one set of 1 effort tasks, as you can't reuse the same effort level type).

Question 2: Resource Allocation Chain

You have a collection of N computing resources. Each resource Ri has a specific "processing power". You can arrange these resources in any order. You want to allocate these resources to a series of jobs to maximize the total processing power utilized.

However, there are specific allocation rules:

* If two resources have the same processing power, they are considered to be of the same "resource type".
* Each resource type can only be used once in the allocation chain.
* If you use a resource type with P processing power, the next resource type you use must have 2 \* P processing power.
* You can start the allocation chain with any resource type. Find the maximum total processing power you can utilize. Notes:
* You can utilize any number of resources of a given type, as long as you have enough resources of that type available. If a resource type has C instances available, and you need to utilize P power, you can use P instances from that type if C >= P.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of resources. N :: 1 -> 10^5

Power :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Power[i], the processing power of the i^{th} resource. Power[i] :: 1 -> 10^9 Case#: 1 Input: 6 3 6 12 6 24 12 Output: 45 Explanation: N=6, Power=[3, 6, 12, 6, 24, 12]

Resource power counts: 3:1, 6:2, 12:2, 24:1. Start with 3 power: Use 3 power type (1 available).

Total = 3. Next must be 6. Use 6 power type (2 available, use 6). Total = 3 + 6 = 9. Next must be

12. Use 12 power type (2 available, use 12). Total = 9 + 12 = 21. Next must be 24. Use 24

power type (1 available, use 24). Total = 21 + 24 = 45. Next must be 48. (Not available).

Maximum is 45.

Case#: 2 Input: 5 1 2 4 8 16 Output: 31 Explanation: N=5, Power=[1, 2, 4, 8, 16] Resource

power counts: 1:1, 2:1, 4:1, 8:1, 16:1. Start with 1 power: Use 1 power type. Total = 1. Next 2.

Use 2 power type. Total = 1 + 2 = 3. Next 4. Use 4 power type. Total = 3 + 4 = 7. Next 8. Use 8

power type. Total = 7 + 8 = 15. Next 16. Use 16 power type. Total = 15 + 16 = 31. Next 32. (Not available). Maximum is 31.

Case#: 3 Input: 3 7 7 7 Output: 7 Explanation: N=3, Power=[7, 7, 7] Resource power counts:

7:3. Start with 7 power: Use 7 power type (3 available, use 7). Total = 7. Next must be 14. No resources of power 14 available. Chain ends. Maximum is 7.

Question 3: Plant Growth Experiment

You are conducting an experiment with N plants. Each plant Pi has a specific "growth rate" value. You can arrange these plants in any order for observation. Your goal is to identify a sequence of plants that maximizes their combined growth potential.

However, there are specific rules for selecting plants:

* If two plants have the same growth rate, they are considered to be of the same "plant type".
* Each plant type can only be selected once for the sequence.
* If you select a plant type with growth rate G, the next plant type you select must have a growth rate of 2 \* G.
* You can start the sequence with any plant type.

Find the maximum total growth potential you can achieve from such a sequence of plants. Notes:

* You can select any number of plants of a given type, as long as you have enough plants of that type available. If a plant type has C instances available, and you need to select G growth, you can use G plants from that type if C >= G.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of plants. N

:: 1 -> 10^5

Growth :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Growth[i], the growth rate of the i^{th} plant. Growth[i] :: 1 -> 10^9

Case#: 1 Input: 7 1 1 2 2 4 4 8 Output: 15 Explanation: N=7, Growth=[1, 1, 2, 2, 4, 4, 8] Plant

growth rate counts: 1:2, 2:2, 4:2, 8:1. Start with 1 growth rate: Use 1 growth type (2 available,

use 1). Total = 1. Next must be 2. Use 2 growth type (2 available, use 2). Total = 1 + 2 = 3. Next

must be 4. Use 4 growth type (2 available, use 4). Total = 3 + 4 = 7. Next must be 8. Use 8 growth type

(1 available, use 8). Total = 7 + 8 = 15. Next must be 16. (Not available). Maximum is 15.

Case#: 2 Input: 6 100 100 200 200 50 50 Output: 350 Explanation: N=6, Growth=[100, 100,

200, 200, 50, 50] Plant growth rate counts: 50:2, 100:2, 200:2. Start with 50 growth rate: Use 50

growth type (2 available, use 50). Total = 50. Next must be 100. Use 100 growth type (2

available, use 100). Total = 50 + 100 = 150. Next must be 200. Use 200 growth type (2 available, use

200). Total = 150 + 200 = 350. Next must be 400. (Not available). Maximum is 350.

Case#: 3 Input: 4 1 3 5 7 Output: 7 Explanation: N=4, Growth=[1, 3, 5, 7] Plant growth rate

counts: 1:1, 3:1, 5:1, 7:1. If you start with 1, next is 2 (not available). Total 1. If you start with 3, next is 6 (not available). Total 3. If you start with 5, next is 10 (not available). Total 5. If you start

with 7, next is 14 (not available). Total 7. Maximum is 7.

Question 4: Data Packet Bundling

You have a stream of N data packets. Each packet Pi has a specific "size" in bytes. You can rearrange these packets in any order before bundling. You want to create a sequence of data bundles to maximize the total data transmitted.

However, there are specific rules for bundling:

* If two packets have the same size, they are considered to be of the same "packet type".
* Each packet type can only be used once in the bundling sequence.
* If you transmit a bundle of size S, the next bundle you transmit must be of size 2 \* S.
* You can start the bundling sequence with any packet type. Find the maximum total data size you can transmit.

Notes:

* You can use any number of packets of a given type, as long as you have enough packets of that type available. If a packet type has C instances available, and you need to transmit S bytes, you can use S packets from that type if C >= S.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of packets. N :: 1 -> 10^5

Size :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Size[i], the size of the i^{th} packet. Size[i] :: 1 -> 10^9

Case#: 1 Input: 5 10 20 40 80 160 Output: 310 Explanation: N=5, Size=[10, 20, 40, 80, 160]

Packet size counts: 10:1, 20:1, 40:1, 80:1, 160:1. Start with 10 size: Use 10 size type. Total =

10. Next 20. Use 20 size type. Total = 10 + 20 = 30. Next 40. Use 40 size type. Total = 30 + 40 =

70. Next 80. Use 80 size type. Total = 70 + 80 = 150. Next 160. Use 160 size type. Total = 150 +

160 = 310. Next 320. (Not available). Maximum is 310.

Case#: 2 Input: 8 1 1 1 2 2 2 4 4 Output: 7 Explanation: N=8, Size=[1, 1, 1, 2, 2, 2, 4, 4]

Packet size counts: 1:3, 2:3, 4:2. Start with 1 size: Use 1 size type (3 available, use 1). Total = 1.

Next 2. Use 2 size type (3 available, use 2). Total = 1 + 2 = 3. Next 4. Use 4 size type (2

available, use 4). Total = 3 + 4 = 7. Next 8. (Not available). Maximum is 7.

Case#: 3 Input: 3 100 100 100 Output: 100 Explanation: N=3, Size=[100, 100, 100] Packet

size counts: 100:3. Start with 100 size: Use 100 size type (3 available, use 100). Total = 100. Next 200. No packets of size 200 available. Chain ends. Maximum is 100.

Question 5: Musical Instrument Ensemble

You are forming a musical ensemble and have N instruments at your disposal. Each instrument Ii has a specific "loudness level". You can arrange these instruments in any order for the ensemble. Your goal is to select a sequence of instruments that maximizes their combined loudness.

However, there are specific rules for instrument selection:

* If two instruments have the same loudness level, they are considered to be of the same "instrument type".
* Each instrument type can only be selected once for the ensemble sequence.
* If you select an instrument type with loudness L, the next instrument type you select must have a loudness of 2 \* L.
* You can start the ensemble sequence with any instrument type. Find the maximum total loudness you can achieve from such an ensemble.

Notes:

* You can select any number of instruments of a given type, as long as you have enough instruments of that type available. If an instrument type has C instances available, and you need to select L loudness, you can use L instruments from that type if C >= L.

Parameters: N :: INTEGER The first line contains an integer, N, denoting the total number of instruments. N :: 1 -> 10^5

Loudness :: INTEGER ARRAY Each line i of the N subsequent lines (where 0 \le i < N) contains an integer describing Loudness[i], the loudness level of the i^{th} instrument. Loudness[i] :: 1 -> 10^9

Case#: 1 Input: 6 2 4 8 4 16 8 Output: 30 Explanation: N=6, Loudness=[2, 4, 8, 4, 16, 8]

Instrument loudness level counts: 2:1, 4:2, 8:2, 16:1. Start with 2 loudness: Use 2 loudness type

(1 available). Total = 2. Next must be 4. Use 4 loudness type (2 available, use 4). Total = 2 + 4 =

1. Next must be 8. Use 8 loudness type (2 available, use 8). Total = 6 + 8 = 14. Next must be

16. Use 16 loudness type (1 available, use 16). Total = 14 + 16 = 30. Next must be 32. (Not available).

Maximum is 30.

Case#: 2 Input: 4 40 1 2 3 Output: 40 Explanation: N=4, Loudness=[40, 1, 2, 3] Instrument

loudness level counts: 1:1, 2:1, 3:1, 40:1. If you start with 1, next is 2. Next is 4 (not available). Total = 1 + 2 = 3. If you start with 2, next is 4 (not available). Total = 2. If you start with 3, next is 6 (not available). Total = 3. If you start with 40, next is 80 (not available). Total = 40. The maximum total loudness is 40.

Case#: 3 Input: 5 10 10 10 10 10 Output: 10 Explanation: N=5, Loudness=[10, 10, 10, 10, 10] Instrument loudness level counts: 10:5. Start with 10 loudness: Use 10 loudness type (5 available, use 10). Total = 10. Next 20. No instruments of loudness 20 available. Chain ends.

Maximum is 10.

Mock Test Questions for HackWithInfy 2025

Q1.

Problem Statement

Determine whether a given undirected graph contains the Hamiltonian cycle or not.

Hamiltonian cycle in an undirected graph is a path that visits each vertex exactly once. A Hamiltonian cycle is a Hamiltonian path such that there is an edge from the last vertex to the first vertex of the Hamiltonian path.

Example

Input:

5

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 1

0 1 1 1 0

Output:

0 1 2 4 3 0

Explanation:

Starting from vertex 0, all the vertices can be visited exactly once (0 - 1 - 2 - 4 - 3 - 0). Input Format

The first line of input consists of an integer that represents the number of vertices (V).

The following lines of input consist of the V\*V matrix, which represents the adjacency matrix of the graph.

Output Format

The output prints If a Hamiltonian cycle exists, print the vertices in the cycle in order, starting and ending at vertex 0.; otherwise, it prints that the "Hamiltonian path does not exist".

Refer to the sample output for the formatting specifications. Constraints

3 ≤ V ≤ 5

The adjacency matrix elements graph[i][j] will be either 0 or 1. Sample Input Sample Output

5 0 1 2 4 3 0

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 1

0 1 1 1 0

Sample Input Sample Output

5 Hamiltonian path does not exist

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 0

0 1 1 0 0

Q2.

Problem Statement:

Given an array of integers, find the inversion count in the array.

Inversion Count: For an array, the inversion count indicates how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0. If an array is sorted in reverse order, then the inversion count is the maximum.

Formally, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j.

Example 1:

Input:

N = 5, arr[] = {2, 4, 1, 3, 5}

Output: 3 Explanation:

Sequence 2, 4, 1, 3, and 5 has three inversions (2, 1), (4, 1), and (4, 3).

Example 2:

Input: N = 5, arr[] = {2, 3, 4, 5, 6}

Output: 0 Explanation:

As the sequence is already sorted, there is no inversion count.

Example 3:

Input: N = 3, arr[] = {10, 10, 10}

Output: 0

Explanation:

As all the elements of the array are the same, there is no inversion count. Input Format

The first line of the input is the size of the array.

The second line of the input is the list of space-separated integer values. Output Format

The output is the inversion count in the array. Constraints

1 ≤ N ≤ 5\*105

1 ≤ arr[i] ≤ 1018

Sample Input Sample Output

|  |  |  |
| --- | --- | --- |
| 5 | 3 |  |
| 2 4 1 3 5 |  |
| Sample Input |  | Sample Output |
| 5 | 0 |  |
| 2 3 4 5 6 |  |  |
| Sample Input |  | Sample Output |
| 3 | 0 |  |
| 10 10 10 |  |  |

Q3.

Problem Statement

Given two strings s and t of lengths m and n respectively, return the minimum window substring of s such that every character in t (including duplicates) is included in the window. If there is no such substring, return an empty string.

Examples

Input: s = ADOBECODEBANC, t = ABC

Output: BANC

Explanation: The minimum window substring BANC includes 'A', 'B', and 'C' from string t.

Input: s = a, t = a Output: a

Explanation: The entire string s is the minimum window.

Input: s = a, t = aa Output:

Explanation: Both 'a's from t must be included in the window. Since the largest window of s only has one 'a', return an empty string.

Input Format

The first line contains the string s, which is the source string.

The second line contains the string t, which is the target string whose characters must be included in the window.

Output Format

The output is a single line containing the minimum window substring of s containing all t characters. If no such window exists, output an empty string.

Refer to the sample output for formatting specifications.

Constraints

m == s.length

n == t.length

1 ≤ m, n ≤ 105

s and t consist of uppercase and lowercase English letters. Sample Input Sample Output ADOBECODEBANC BANC

ABC

Sample Input Sample Output

A a

a

Q4.

Problem Statement

The set [1, 2, 3, ..., n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order, we get the following sequence for n = 3: ["123", "132", "213", "231", "312", "321"]

Given n and k, return the kth permutation sequence. Input Format

The first line of input consists of an integer value 'n', representing the number of digits in the permutation.

The second line of input consists of an integer value 'k', representing the position of the permutation to be found.

Output Format

The output displays the kth permutation of the first n positive integers.

Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ n ≤ 9 1 ≤ k ≤ n!

Sample Input Sample Output

3 213

3

Sample Input Sample Output

4 2314

9

Sample Input Sample Output

3 123

1

Q5.

Problem Statement

Given an array representing the parent-child relationship in a binary tree, find the tree's height without building it.

The parent-child relationship is defined by (A[i], i) for every index i in the array. The root node's value will be i if -1 is present at index i in the array.

The depth of a node is the total number of edges from the node to the tree's root node. The root is the only node whose depth is 0.

The height of a node is the total number of edges on the longest path from the node of a leaf. The height of a tree would be the height of its root node or equivalently the depth of its deepest node. A leaf node will have a height of 0.

Example

Parent: [-1, 0, 0, 1, 2, 2, 4, 4]

Index: [0, 1, 2, 3, 4, 5, 6, 7]

1. -1 is present at index 0, which implies that the binary tree root is node 0.
2. 0 is present at index 1 and 2, which implies that the left and right children of node 0 are 1 and 2.
3. 1 is present at index 3, which implies that the left or the right child of node 1 is 3.
4. 2 is present at index 4 and 5, which implies that the left and right children of node 2 are 4 and 5.
5. 4 is present at index 6 and 7, which implies that the left and right children of node 4 are 6 and 7.

The corresponding binary tree is:

Output: The height of the binary tree is 3. Input Format

The first line contains a single integer N, which represents the number of nodes in the tree.

The next N lines consist of an integer in each line, and the last line of input consists of the ith integer representing the parent of the ith node.

If the ith node is the root node, then the corresponding value will be -1. Output Format

The output consists of a single integer, which represents the height of the tree. Constraints

1 ≤ N ≤ 10

Sample Input Sample Output

8 3

-1

0

0

1

2

2

4

4

|  |  |  |
| --- | --- | --- |
| Sample | Input | Sample Output |
| 4 | 2 |  |
| -1 |  |  |
| 0 |  |  |
| 1 |  |  |

1

Q6.

Problem Statement

Roshan invested all day in developing test data for DC. He couldn’t make it work, so he had a nervous breakdown and can’t even see clearly anymore. Every time he winks(blinks) while reading, the letters in a word get mingled up so that the letters from the second half of the word (the shorter half, if the length is an odd number) “jump in” between the letters from the first half in the following way:

* The final letter “jumps in” the middle of the 1st and the 2nd letter
* The second final letter “jumps in” the middle of the 2nd and the 3rd letter
* The ith letter from the end “jumps in” the middle of the ith and the (i+1)th letter from the

starting

For case, the word “abcdef” would become “afbecd” after winking.

If Roshan winks again, the same thing happens. After three winks, the word becomes “adfcbe”.

Roshan has decided to write a program to help him figure out what’s correctly written on the screen. Unfortunately, after a day’s work, he’s too tired, and he needs your help. You are given N, the number of winks, and the word Roshan sees on the screen. Write a program to solve the mystery for Roshan and figure out what was actually the word before he winked N times.

Input Format

The first line of input contains a positive integer N, the number of times Roshan blinked. The second line of input contains the word W from the screen.

The word will consist only of small letters of the English alphabet. Output Format

The output displays the original word before Roshan blinked N times.

Refer to the sample output for formatting specifications. Constraints

1 ≤ N ≤ 109

3 ≤ length(W) ≤ 103

Sample Input Sample Output

3 adfcbe

abcdef

Sample Input Sample Output

7 aaaaaa

aaaaaa

Sample Input Sample Output

4 saamr

srama

Q7.

Problem Statement

We can rotate digits by 180 degrees to form new digits. When 0, 1, 6, 8, 9 are rotated 180 degrees,

they become 0, 1, 9, 8, 6 respectively. When 2, 3, 4, 5 and 7 are rotated 180 degrees, they become invalid.

A confusing number is a number that when rotated 180 degrees becomes a different number with each digit valid. (Note that the rotated number can be greater than the original number)

Given a positive integer N, return the number of confusing numbers between 1 and N inclusive.

Example

Input: 16

Output: 4 Explanation:

The confusing numbers are {6, 9, 10, 16}.

6 converts to 9.

9 converts to 6.

10 converts to 01 which is just 1.

16 converts to 91. Input Format

The input consists of a positive integer N. Output Format

The output prints an integer, representing the number of confusing numbers between 1 and N inclusive.

Refer to the sample output for formatting specifications. Constraints

1 ≤ N ≤ 103

Sample Input Sample Output

16 4

Sample Input Sample Output

69 10

Sample Input Sample Output

20 6

Q8

Problem Statement

Given an array of string words and a width maxWidth, format the text such that each line has exactly maxWidth characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly maxWidth characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line does not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

The last line of text should be left justified, and no extra space should be inserted between words.

Note:

1. A word is defined as a character sequence consisting of non-space characters only.
2. Each word's length is guaranteed to be greater than 0 and not exceed maxWidth.
3. The input array words contain at least one word. Input Format

The first line of input consists of an integer n, representing the number of words in the sentence. The following n lines consist of n strings.

The last line consists of an integer representing the maximum width. Output Format

The output prints strings, representing the formatted text.

Refer to the sample output for formatting specifications. Constraints

1 ≤ words.length ≤ 300

1. ≤ words[i].length ≤ 20

words[i] consists of only English letters and symbols.

1. ≤ maxWidth ≤ 100

words[i].length ≤ maxWidth

Sample Input Sample Output

7 This is an example of text justification.

This is an

example of

text

justification. 16

Sample Input Sample Output

18 Science is what we understand well enough to explain to a computer. Art is everything else we do

Science is

what we

understand well enough

to explain to

a computer.

Art is

everything else

we do 20

Q9.

Problem Statement

Given a directed graph represented using an adjacency list, the task is to find the length of the shortest cycle in the graph. A cycle is a path that starts and ends at the same vertex, and the length of the cycle is defined as the sum of the weights of all the edges in the cycle. If no cycle is found in the graph, output a message indicating that no cycle exists.

Example Input

4

4

0 1 2

1 2 3

1. 0 4
2. 1 5

Output

Length of the shortest cycle: 9

Explanation

After exploring all starting vertices, the code checks for cycles by examining the distances. If an edge leads back to the starting vertex, it means there is a cycle. In this case, edge 1 (vertex 1) leads back to the starting vertex 0. The code calculates the length of the cycle by adding the distances of the vertices along the cycle: 2 (0 -> 1) + 3 (1 -> 2) + 4 (2 -> 0) = 9.

Therefore, the output is "Length of the shortest cycle: 9".

Input 2

3

2

0 1 2

1 2 3

Output 2

No cycle was found in the graph.

Explanation

After exploring all starting vertices, the code checks for cycles by examining the distances. If an edge leads back to the starting vertex, it means there is a cycle. However, in this case, there are no edges that lead back to the starting vertex. Hence, there is no cycle in the graph.

Therefore, the output is "No cycle found in the graph." Input Format

The first line of input consists of an integer v, representing the number of vertices in the graph. The second line of input consists of an integer e, representing number of edges in the graph.

The next edges lines each contain three integers: source, destination, and weight, representing a directed edge from source to destination with the given weight.

Output Format

If a cycle exists, print "Length of the shortest cycle: X", where X is the length of the shortest cycle. If no cycle exists, print "No cycle found in the graph".

Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ v ≤ 5

1 ≤ edges ≤ 7

0 ≤ S, D < V

1 ≤ W ≤ 5

Weights are positive integers.

Sample Input Sample Output

1. Length of the shortest cycle: 9 4

0 1 2

1 2 3

2 0 4

3 1 5

Sample Input Sample Output

3 No cycle found in the graph. 2

0 1 2

1 2 3

Sample Input Sample Output

3 Length of the shortest cycle: 9 3

0 1 2

1 2 3

2 0 4

Q10.

Problem Statement

Mr.Butler is managing his class of n students. He placed all his students in a line and gave the kth student from the left a card with the letter ak written on it. He would now like to rearrange the students so that the kth student from the left has a card with the letter bk written on it.

To do this, he will choose some consecutive groups of students, and reverse their order. Students will hold on to their original cards during this process.

He’s now wondering, what is the number of valid ways to do this? (It may be impossible, in which

case, the answer is zero).

With sequences abba and aabb, Mr.Butler can choose group a(bba). With sequences caxcab and cacxab, Mr.Butler can choose ca(xc)ab or c(axca)b. With sequences a and z, there are no solutions.

Input Format

The input is two lines of lowercase letters, A and B.

The kth character of A and B represent ak and bk respectively.

It is guaranteed that A and B have the same positive length, and A and B are not identical. Output Format

The output displays the number of ways Mr.Butler can reverse some consecutive groups of A to form the line specified by string B.

Refer to the sample input and output for formatting specifications.

Constraints

1 <= length(A) <= 105

1 <= length(B) <=105

Sample Input Sample Output abba 1

aabb

Sample Input Sample Output caxcab 2

cacxab

Sample Input Sample Output a 0

z

Q11.

Problem Statement

Given an input stream of N integers. The task is to insert these numbers into a new stream and find the median of the stream formed by each insertion of X to the new stream.

Example 1 Input

N = 4

X[] = 5,15,1,3

Output 5

10

5

4

Explanation:

Flow in stream: 5, 15, 1, 3

1. goes to stream --> median 5 (5)

15 goes to stream --> median 10 (5,15)

1 goes to stream --> median 5 (5,15,1)

3 goes to stream --> median 4 (5,15,1 3)

Example 2 Input

N = 3

X[] = 5,10,15

Output 5

7.5

10

Explanation:

Flow in stream: 5, 10, 15

5 goes to stream --> median 5 (5)

10 goes to stream --> median 7.5 (5,10)

15 goes to stream --> median 10 (5,10,15) Input Format

The first line contains an integer n, the number of integers in the stream.

The second line contains n space-separated integers representing the elements of the stream. Output Format

The output prints the median after each insertion of an integer into the stream. Print each median on a new line.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ N ≤ 15

1 ≤ Elements ≤ 100

Sample Input Sample Output

4 5

10

5

4

5 15 1 3

Sample Input Sample Output

3 5

7.5

10

5 10 15

Q12.

Problem Statement

Given a string s and a dictionary of string wordDict of size n, add spaces in s to construct a sentence where each word is a valid dictionary word. Return all such possible sentences in any order.

Note: The same word in the dictionary may be reused multiple times in the segmentation. & All the strings of wordDict are unique.

Examples Input:

s = "catsanddog" n = 5

wordDict = ["cat","cats","and","sand","dog"]

Output:

["cats and dog","cat sand dog"]

Input:

s = "pineapplepenapple" n = 5

wordDict = ["apple","pen","applepen","pine","pineapple"]

Output:

["pine apple pen apple","pineapple pen apple","pine applepen apple"]

Input:

s = "catsandog" n = 5

wordDict = ["cats","dog","sand","and","cat"]

Output:

[]

Input Format

The first line of input is a string 's' consisting of lowercase English letters.

The second line of input is an integer 'n' represents the size of the dictionary. The next n lines consists of strings denoting the words in the dictionary.

Output Format

The output displays a list of strings, where each string is a space-separated sequence of dictionary words that form the input string s.

If no such sequence exists, an empty list is returned.

Refer to the sample input and output for formatting specifications. Constraints

1 <= n <= 10

The string s contains both uppercase and lowercase.

Sample Input Sample Output Catsanddog [cats and dog, cat sand dog] 5

cat cats and sand

dog

Sample Input Sample Output

Pineapplepenapple [pine apple pen apple, pineapple pen apple, pine applepen apple] 5

apple pen applepen pine pineapple

Sample Input Sample Output Catsandog []

5

cats dog sand and cat

Q13.

Problem Statement

Given an m x n integers matrix, return the length of the longest increasing path in matrix.

From each cell, you can either move in four directions: left, right, up, or down. You may not move diagonally or move outside the boundary (i.e., wrap-around is not allowed).

Example 1:

Input: matrix = [[9,9,4],[6,6,8],[2,1,1]]

Output: 4

Explanation: The longest increasing path is [1, 2, 6, 9].

Example 2:

Input: matrix = [[3,4,5],[3,2,6],[2,2,1]]

Output: 4

Explanation: The longest increasing path is [3, 4, 5, 6]. Moving diagonally is not allowed.

Input: matrix = [[1]] Output: 1

Input Format

The first line of input consists of an integer r, representing the number of rows.

The second line of input consists of an integer c, representing the number of columns. The next r lines contain c integers each, representing the elements of the matrix.

Output Format

The output prints a single integer, representing the length of the longest increasing path in the matrix

Refer to the sample output for the formatting specifications. Constraints

1 ≤ r ≤ 4

1 ≤ c ≤ 4

1 ≤ elements of the matrix ≤ 20

Sample Input Sample Output 3

3

9 9 4

6 6 8

2 1 1

4

Sample Input Sample Output 3

3

3 4 5

3 2 6

2 2 1

4

Sample Input Sample Output 1

1

1

1

Q14.

Problem Statement

Tom is a software developer working on a project where he has to check if a doubly linked list is a palindrome. He needs to write a program to solve this problem. Write a program to help Tom check if a given doubly linked list is a palindrome or not.

Input Format

The first line consists of an integer N, representing the number of elements in the linked list. The second line consists of N space-separated integers representing the linked list elements. Output Format

The first line displays the space-separated integers, representing the doubly linked list. The second line displays one of the following:

1. If the doubly linked list is a palindrome, print "The doubly linked list is a palindrome".
2. If the doubly linked list is not a palindrome, print "The doubly linked list is not a palindrome".

Refer to the sample output for the formatting specifications. Constraints

In this scenario, the test cases fall under the following constraints:

2 ≤ N ≤ 20

-100 ≤ elements ≤ 100

Sample Input Sample Output

5

1 2 3 2 1

1 2 3 2 1

The doubly linked list is a palindrome Sample Input Sample Output

5

1 2 3 4 5

1 2 3 4 5

The doubly linked list is not a palindrome Sample Input Sample Output

6

-1 -2 -3 -3 -2 -1

-1 -2 -3 -3 -2 -1

The doubly linked list is a palindrome

Q15.

Problem Statement

Meet Alex, a computer science student who loves solving programming challenges.

Today, Alex is tasked with creating a program to simulate a stack data structure using linked lists.

The objective is to provide a menu-driven interface for performing essential stack operations.

1. Push elements onto the stack
2. Pop elements from the stack
3. Display the current stack contents

Additionally, Alex needs to ensure that the program handles stack underflow conditions. Help him to accomplish the task.

Input Format

The input consists of integers corresponding to the operation that needs to be performed:

Choice 1: If the choice is 1, the following integer input represents the element to be pushed onto the stack.

Choice 2: Pop the integer from the stack. Choice 3: Display the elements in the stack. Choice 4: Exit the program.

Output Format

The output displays messages according to the choice and the status of the stack:

* If the choice is 1, push the given integer to the stack and display the following: "[value] is pushed onto the stack"
* If the choice is 2, pop the integer from the stack and display the following: "[value] is popped from the stack"
* If the choice is 2, and if the stack is empty without any elements, print "Stack Underflow"
* If the choice is 3, print the elements in the stack in the format: "Elements in the stack: ", followed by the space-separated integer values.
* If the choice is 3, and there are no elements in the stack, print "Stack is empty"
* If the choice is 4, exit the program and display the following: "Exiting the program"
* If any other choice is entered, print "Invalid choice"

Refer to the sample output for the formatting specifications. Constraints

Choice: 1, 2, 3, or 4

Sample Input Sample Output 1

2

1

3

3

2

3

4

1. is pushed onto the stack
2. is pushed onto the stack

Elements in the stack: 3 2 3 is popped from the stack Elements in the stack: 2 Exiting the program

Sample Input Sample Output 5

4

Invalid choice Exiting the program

Sample Input Sample Output 2

4

Stack Underflow Exiting the program

Sample Input Sample Output 3

4

Stack is empty Exiting the program

Q16.

Problem Statement:

Today you decided to go to the gym. You currently have E energy. There are N exercises in the gym. Each of these exercises drains A[i] amount of energy from your body.

You feel tired if your energy reaches 0 or below. Calculate the minimum number of exercises you have to perform such that you become tired. Every unique exercise can only be performed at most 2 times as others also have to use the machines.

If performing all the exercises does not make you feel tired, return -1

Example:

Input:

2

3

1

5

2

Output:

1

E = 2 (Initial energy)

Exercises and their energy consumption:

* Exercise 1: Drains 1 energy
* Exercise 2: Drains 5 energy
* Exercise 3: Drains 2 energy

The best option is to do Exercise 3 (which drains 2 energy) once. It will make your energy level drop exactly to 0.

Hence, the answer is 1 exercise. Input Format

The first line contains an integer, E, denoting the Energy.

The next line contains an integer, N, denoting the number of exercises.

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing the amount of

energy drained by ith exercise. Output Format

The output prints a single integer representing the minimum number of exercises required to make

the energy ≤ 0.

If it's not possible to become tired, print -1. Constraints

1 < E < 105

1 < N < 105

1 < A[i] < 105

Sample Input Sample Output 6

2

1

2

4

Sample Input Sample Output 10

2

1

2

-1

Q17.

Problem Statement:

You need to build a road in a rugged terrain. You know the sea level of each segment of the rugged terrain, i.e. the i-th segment is Li meters from sea level.

You needs to transform the terrain into a strictly downward sloping terrain for the road, i.e, for each i-th segment where 2 <= i <= N, resultant Li-1 > Li. In order to do so, you employ a powerful digging team to help you dig and reduce the sea level of the segments. On day D, the team can reduce the sea level for each segments that you scheduled that day by 2D-1 meters each.

You are allowed to assign the team to dig on multiple segments and/or dig on the same segments for multiple days.

Your task is to find the minimum number of days needed to transform the terrain as per your requirements

Example:

Input:

4

-1

1

1

1

Output:

3

Explanation:

One of the possible way:

On day 1, we can dig on 1st and 4th segment, resulting in {-2, 1, 1, 0} On day 2, we can dig on 3rd and 4th segments, resulting in {-2, 1, -1, -2}

On day 3, we can dig on 2nd, 3rd and 4th segments, resulting in {-2, -3, -5, -6} Input Format

The first line contains an integer, N, denoting the number of elements in L.

Each line i of the N subsequent lines (where 0 < i ≤ N) contains an integer describing Li, the sea level

of the i-th segment.

Output Format

The program should print a single integer representing the minimum number of days required to transform the terrain into a strictly decreasing sequence.

Refer to the sample output for formatting specifications. Constraints

1 < N < 105

1 < L[i] < 109

Sample Input Sample Output 2

3

3

1

Sample Input Sample Output 2

5

-3

0

Q18.

Problem Statement:

You are given an array of size N. You need to change this array into a mountain. By mountain we mean, that either ends of the array should have equal elements. Then as we move towards the middle from both ends, the next element is just one more than the previous one. So it would have a peak in the middle and decrease if you go towards either end, just like a mountain.

Examples of mountains are [1, 2, 3, 2, 1] or [6, 7, 8, 8, 7, 6]. But the array [1, 2, 4, 2, 1] is not a

mountain because from 2 to 4 the difference is 2. The array [1, 2, 3, 1] is also not a mountain because the elements 2 and 3 are not equal from both ends.

You need to find the minimum number of elements that should be changed in order to make the array a mountain. You can make the elements negative or zero as well.

Example:

Input:

6

3

3

4

4

5

5

Output:

3

Explanation:

array = [3, 3, 4, 4, 5, 5]. We can change the array to [2, 3, 4, 4, 3, 2] Input Format

The first line contains an integer, N, denoting the number of elements in the array.

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing i-th element of the array.

Output Format

The program prints a single integer, which represents the minimum number of changes required to make the array a mountain.

Refer to the sample output for formatting specifications. Constraints

1 < N < 105

1 < array[i] < 106

Sample Input Sample Output 5

1

2

3

4

5

2

Sample Input Sample Output 9

1

1

1

2

3

2

1

1

1

4

Q19.

Problem Statement:

Given an array of integers, find the inversion count in the array.

Inversion Count: For an array, the inversion count indicates how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0. If an array is sorted in reverse order, then the inversion count is the maximum.

Formally, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j.

Example 1:

Input:

N = 5, arr[] = {2, 4, 1, 3, 5}

Output:

3

Explanation:

Sequence 2, 4, 1, 3, and 5 has three inversions (2, 1), (4, 1), and (4, 3).

Example 2:

Input:

N = 5

arr[] = {2, 3, 4, 5, 6}

Output:

0

Explanation:

As the sequence is already sorted, there is no inversion count.

Example 3:

Input:

N = 3, arr[] = {10, 10, 10}

Output:

0

Explanation:

As all the elements of the array are the same, there is no inversion count. Input Format

The first line of the input is the size of the array.

The second line of the input is the list of space-separated integer values. Output Format

The output is the inversion count in the array. Constraints

1 ≤ N ≤ 5\*105

1 ≤ arr[i] ≤ 1018

Sample Input Sample Output 5

2 4 1 3 5

3

Sample Input Sample Output 5

2 3 4 5 6

0

Sample Input Sample Output 3

10 10 10

0

Q20.

Problem Statement

Given a non-empty string containing no spaces and a dictionary of a list of non-empty strings (say, the list of words), you are supposed to construct and return all possible sentences after adding spaces to the originally given string (sentence), where each word must exist in the given dictionary.

Note: The same word from a dictionary can be used as many times as possible to make sentences.

Example:

Input 1:

6

god is now no

where here

godisnowherenowhere

Output 1:

god is no where no where god is no where now here god is now here no where god is now here now here

Explanation: One way to make sentences is to take "god" and append a space, then take "is" and append a space, take "now" from the dictionary, and take "here" as well. Similarly, for other sentences, we can also add space to get other possible sentences. Note that you can reuse dictionary words, as "no" and "now" are used two times to make the same sentence.

Input 2:

4

god is no here

godisnowhere

Output 2:

None

Explanation: We cannot make any sentence because after making "god is no" we will be stuck with "where". There is no way to break "where" further so that we can get any word from the dictionary.

Input Format

The first line of input contains an integer value N, which denotes the size of the dictionary. The next N lines contain a non-empty string, denoting a word.

The last line of input contains a non-empty string without spaces. Output Format

The output displays each possible sentence after adding spaces at different positions. If no sentences can be formed, print "None".

Refer to the sample input and output for formatting specifications. Constraints

1 <= N <= 100

1 <= W <= 20

1 <= M <= 20

where 'N' is the length of a dictionary, 'W' is the length of the "word" in a dictionary, and 'M' is the length of a sentence.

The code assumes that the input words in the dictionary and sentence are case-sensitive. Sample Input Sample Output

6

god is now no

where here

godisnowherenowhere god is no where no where god is no where now here god is now here no where god is now here now here

Sample Input Sample Output 4

god

is no here

godisnowhere None

Q21.

Problem Statement

There are three piles of stones. The first pile contains a stone, the second pile contains b stones, and the third pile contains c stones. You must choose one of the piles and split the stones from it to the other two piles; specifically, if the chosen pile initially contained s stones, you should choose an

integer k (0≤k≤s), move k stones from the chosen pile onto one of the remaining two piles and s−k stones onto the other remaining pile. Determine if it is possible for the two remaining piles (in any order) to contain x stones and y stones respectively after performing this action.

Input Format

The first line of the input contains a single integer T denoting the number of test cases. The description of T test cases follows.

The first and only line of each test case contains five space-separated integers a,b,c, x and y. Output Format

For each test case, print a single line containing the string “YES” if it is possible to obtain piles of the given sizes or “NO” if it is impossible.

Refer to the sample output for formatting specifications. Constraints

1 ≤ T ≤ 100

1 ≤ a, b, c, x, y ≤ 700

Sample Input Sample Output 4

1 2 3 2 4

3 2 5 6 5

2 4 2 6 2

6 5 2 12 1

YES NO YES NO

Q22.

Problem Statement:

Dynamic Fiscal Adjustment System (DFAS)

In modern economic planning, governments and financial institutions need to dynamically adjust budget allocations across different sectors to ensure economic stability and efficient resource distribution. The Dynamic Fiscal Adjustment System (DFAS) is designed to monitor sectoral budget utilization and suggest optimal reallocations based on real-time economic stress levels. Continuous economic data updates allow policymakers to adapt to changing financial conditions and ensure smooth fiscal operations.

Your task is to develop a system that takes real-time economic stress data and suggests optimal budget reallocation strategies while also determining the most efficient fund transfer sequence between financial sectors. The system should account for economic stress factors when redistributing funds and ensure that total expenditure is minimized across all transfers.

The program must determine revised budget limits for affected sectors and compute the optimal sequence of fund reallocations to maintain financial stability while ensuring that all sectors receive the necessary funds. If no valid reallocation path exists between two sectors, the system should indicate the impossibility of fund transfers.

Formulas:

Budget Adjustment Formula

new\_budget = original\_budget + (original\_budget × stress\_factor) / 100

Budget Limit Calculation Formula

budget\_limit = 5000 + (stress\_factor × (20000 − 5000)) / 100 Input Format

The first line contains an integer N, representing the number of financial sectors.

The second line contains an integer M, representing the number of fund transfer channels between sectors.

The next M lines each contain three integers u v w, where u and v are sector IDs, and w represents the allocated budget in millions of dollars.

The following line contains an integer K, representing the number of economic stress updates.

The next K lines each contain three integers x y z, where x and y are sector IDs, and z represents the economic stress factor (as a percentage).

The final line contains two integers S and D, representing the source and destination sectors for fund transfers.

Output Format

The first N lines of the output prints the Budget Adjustments. The next line of the output prints the Optimal Reallocation Path. The last line of the output prints the Total minimum expenditure.

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following specifications:

1 ≤ N ≤ 7

1 ≤ M ≤ 8

1 ≤ u, v ≤ N1

1 ≤ w ≤ 60

1 ≤ K ≤ 3

1 ≤ x, y ≤ N

1 ≤ z ≤ 60

1 ≤ S, D ≤ N

Budget ceilings must be between 5,000 and 20,000 million dollars.

All fund transfer channels are bidirectional, meaning fund movement between u and v is possible both ways.

Economic stress increases budget ceilings proportionally. Sample Input Sample Output

3

3

1 2 15

2 3 20

1 3 30

2

1 2 25

2 3 15

1 3

Budget Adjustments:

1 → 2: 8750M

2 → 3: 7250M

Optimal Reallocation Path: 1 3

Total Minimum Expenditure: 30

Sample Input Sample Output 5

6

1 2 12

1 3 20

2 4 8

3 4 25

4 5 10

1 5 60

3

1 2 30

2 4 50

4 5 20

1 5

Budget Adjustments:

1 → 2: 9500M

2 → 4: 12500M

4 → 5: 8000M

Optimal Reallocation Path:

1 2 4 5

Total Minimum Expenditure:

30

Q23.

Problem Statement

The Investment Dilemma

You are a financial analyst at a top investment firm, and your client is a high-net-worth individual looking to invest in the stock market. They have a fixed budget and can make up to two investments in a particular stock over a given period. However, the market is unpredictable—some days see a surge in stock prices, while others witness a sharp decline.

The client’s primary concern is risk management—they want to ensure that their investments are made at the right time to maximize their portfolio's growth. They do not want to hold more than one investment at a time, meaning they must sell their first investment before making a second one.

Additionally, they want a strategy that adapts to the market, whether it’s a slow upward trend,

sudden dips, or volatile fluctuations.

Your task is to analyze the given stock price data over a specific period and provide the best possible strategy based on the market conditions. The client wants a clear breakdown of when to enter and exit the market to ensure their funds are used optimally. However, they are also prepared for scenarios where no suitable opportunities arise, in which case they prefer to hold onto their capital rather than risk a loss.

With only two chances to enter the market, careful planning is essential. Can you provide the right insights to guide their investment decisions?

Input Format

The first line of input contains an integer N, representing the number of days for which stock prices are available.

The second line of input contains N space-separated integers representing the stock prices for each day.

Output Format

The output prints a single integer representing the best possible strategy to achieve profit.

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following constraints:

1 ≤ N ≤ 100

0 ≤ stock prices ≤ 103 Sample Input Sample Output 8

3 3 5 0 0 3 1 4

6

Sample Input Sample Output 6

7 6 4 3 1 0

0

Q24.

Problem Statement

In a bustling financial district, there are N investment opportunities, each offering a certain return on investment (ROI). An ambitious investor, let's call her Alice, aims to maximize her gains. She can choose one investment opportunity at a time, but there's a twist: she can only pick from the leftmost or rightmost opportunity, and once she selects one, the adjacent opportunities become inaccessible.

Alice has devised a cunning strategy to maximize her returns, and she seeks your assistance in determining the maximum gain she can achieve. Utilizing your programming expertise, implement a function to find the answer for Alice. Can you calculate the maximum return on investment Alice can secure by following her strategy?

Input Format

The first line consists of an integer N, representing the number of investment opportunities available in the financial district.

The second line consists of N integers separated by a space, denoting the return on investment (ROI) for each investment opportunity from left to right.

Output Format

The output prints a single integer representing the maximum return on investment (ROI) that Alice can secure by following her strategy.

Refer to the sample input for formatting specifications. Constraints

1 ≤ N ≤ 25

Sample Input Sample Output 4

8 15 3 7

22

Sample Input Sample Output 4

2 2 2 2

4

Q25.

Problem Statement

Optimal Budget Allocation for Dynamic Financial Portfolios

John, a seasoned financial analyst, is tasked with optimizing the budget allocation for a high- frequency trading firm. The firm has a fixed budget B and a portfolio of N financial instruments such as stocks, bonds, and commodities. Each instrument has specific constraints, including a minimum required investment (Mᵢ), a maximum allowable investment (Lᵢ), and a risk factor (Rᵢ) that fluctuates daily based on market trends.

John must devise an intelligent strategy to distribute the budget across these instruments over D days, ensuring that the portfolio risk never exceeds a threshold T. Since the market is highly volatile, returns and risk factors change daily, requiring dynamic reallocation of funds. However, reallocating funds comes with a liquidation penalty, which must be minimized to avoid unnecessary losses.

The goal is to maximize overall returns while maintaining a balanced risk level throughout the investment period. Given historical market data, John needs an efficient algorithm that determines the optimal daily budget allocation for the portfolio while adhering to all constraints.

Formula:

totalRisk += allocation[i] \* risks[day][i] scaleFactor = (T \* B) / totalRisk

newAllocation[i] = allocation[i] \* (1 + returns[day][i])

newAllocation[i] = Math.max(instruments[i].minInvestment, Math.min(newAllocation[i], instruments[i].maxInvestment))

Input Format

The first line contains an integer N, representing the number of financial instruments. The second line contains an integer D, representing the number of days.

The third line contains an integer B, representing the initial budget.

The fourth line contains a floating-point number T, representing the maximum allowable portfolio risk threshold.

The next N lines contain three integers and a floating-point number: Mᵢ, Lᵢ, Rᵢ(0), representing the minimum investment, maximum investment, and initial risk factor for each financial instrument.

The next D sets of N lines contain two floating-point numbers Return(i, t) and Risk(i, t), representing the daily return rate and updated risk factor for each instrument i on day t.

Output Format

The first line prints a floating-point number representing the maximum possible return at the end of D days.

The next N lines display the final allocated budget for each instrument, in order of their input.

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following constraints:

1 ≤ N ≤ 105

1 ≤ D ≤ 105

1.0 ≤ B ≤ 10.04

0 ≤ Mᵢ ≤ Lᵢ ≤ B

0.0 ≤ Rᵢ, Risk(i, t) ≤ 1.0

0.0 ≤ Return(i, t) ≤ 1.0

0.0 ≤ T ≤ 1.0

Sample Input Sample Output

2

3

500

0.4

100 300 0.1

200 400 0.25

0.05 0.2

0.04 0.15

0.06 0.1

0.02 0.3

0.03 0.2

0.05 0.1

565.06

286.60

278.46

Sample Input Sample Output 3

3

1000

0.4

200 500 0.1

300 600 0.15

100 400 0.2

0.05 0.1

0.03 0.12

0.04 0.14

0.06 0.18

0.02 0.15

0.07 0.12

0.03 0.25

0.04 0.20

0.02 0.18

1124.69

382.13

364.21

378.35

Q26.

Problem Statement

Optimizing Vehicle Placement for Efficient Route Observation in Transportopolis

In Transportopolis, the city's transport management system has established a critical command point near a network of high-tech roads and routes. These roads are represented as line segments on a two-dimensional plane and play a vital role in ensuring the smooth flow of traffic and energy- efficient vehicle movement.

During the day, the transport system operates smoothly with a network of vehicles moving between various locations. However, in order to optimize transportation routes and energy consumption, the system needs to ensure that strategic vehicle positions are maintained.

Three smart vehicles are required to be positioned such that each vehicle can observe the other two, ensuring efficient route planning and preventing unnecessary traffic congestion.

As a transportation optimization expert in Transportopolis, you are tasked with designing an algorithm that calculates the number of ways three vehicles can be positioned in such a way that each vehicle has a clear line of sight to the other two, ensuring the system operates optimally.

Given the network of roads represented as line segments on a plane, write a program to calculate the number of ways the three vehicles can be placed such that each vehicle has a clear line of sight to the other two while ensuring energy-efficient transportation flow.

Input Format

The first line of input consists of integer N, representing the number of roads (line segments).

The next N lines contain four integers x1, y1, x2, and y2, denoting the coordinates of the endpoints of each road segment (x1, y1) to (x2, y2).

Output Format

The output prints a single integer representing the number of ways the three vehicles can be placed.

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following specifications:

1 ≤ N ≤ 20

0 ≤ x1, y1, x2, y2 ≤ 1000 Sample Input Sample Output 6

0 0 1 0

0 0 0 1

1 0 1 1

0 1 1 1

0 0 1 1

1 0 0 1

8

Sample Input Sample Output 4

5 1 7 1

1 1 5 1

4 0 4 4

7 0 3 4

1

Sample Input Sample Output 3

2 2 3 2

3 2 3 3

3 3 2 3

0

Q27.

Problem Statement

Finding Bus Stops with Charging Stations

Alex is analyzing a bus network to identify which stops have charging stations for electric buses. The bus network is represented as a 5x5 grid, where each cell corresponds to a bus stop. Some stops have charging stations, marked with 'C'. The grid is initialized with three charging stations placed at fixed positions. Alex can inspect up to 10 stops to determine if they have a charging station.

Your task is to write a program that simulates Alex's inspections, checks whether a stop has a charging station or not, updates the grid after each inspection, and prints the total results at the end.

Input Format

The input consists of 10 lines of two integers, representing Alex's inspection in the format (row, column), where both row and column are zero-based indices within the 5x5 grid. Alex can inspect up to 10 stops.

Output Format

The program should print "Charging Station Found!" or "No Charging Station!" based on whether the stop contains a charging station ('C') or is empty ('O').

After each inspection, the updated grid must be printed. At the end of all inspections, print the total results:

* "Total Charging Stations Found: X"
* "Total Empty Stops Inspected: Y"

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following constraints:

Input Validation: Inspections must be within the grid (0 ≤ row, column ≤ 4).

Charging Station Placement: Charging stations are fixed at positions (1, 1), (2, 3), and (4, 0). End Condition: After 10 inspections, print total results.

Sample Input Sample Output 1 1

2 3

4 0

0 0

1 0

3 3

0 4

2 2

4 4

3 0

Charging Station Found!

Updated Grid:

O O O O O O X O O O O O O C O O O O O O C O O O O

Charging Station Found!

Updated Grid:

O O O O O O X O O O O O O X O O O O O O C O O O O

Charging Station Found!

Updated Grid: O O O O O

O X O O O O O O X O

O O O O O X O O O O

No Charging Station!

Updated Grid:

X O O O O O X O O O O O O X O O O O O O X O O O O

No Charging Station!

Updated Grid:

X O O O O X X O O O O O O X O O O O O O X O O O O

No Charging Station!

Updated Grid:

X O O O O X X O O O O O O X O O O O X O X O O O O

No Charging Station!

Updated Grid: X O O O X

X X O O O

O O O X O O O O X O X O O O O

No Charging Station!

Updated Grid:

X O O O X X X O O O O O X X O O O O X O X O O O O

No Charging Station!

Updated Grid:

X O O O X X X O O O O O X X O O O O X O X O O O X

No Charging Station!

Updated Grid:

X O O O X X X O O O O O X X O X O O X O X O O O X

Simulation Over

Total Charging Stations Found: 3 Total Empty Stops Inspected: 7

Sample Input Sample Output 0 0

0 4

4 4

1. 2

1 1

2 3

1. 3
2. 0

1 0

0 1

No Charging Station!

Updated Grid:

X O O O O O C O O O O O O C O O O O O O C O O O O

No Charging Station!

Updated Grid:

X O O O X O C O O O O O O C O O O O O O C O O O O

No Charging Station!

Updated Grid: X O O O X

O C O O O O O O C O O O O O O C O O O X

No Charging Station!

Updated Grid:

X O O O X O C O O O O O X C O O O O O O C O O O X

Charging Station Found!

Updated Grid:

X O O O X O X O O O O O X C O O O O O O C O O O X

Charging Station Found!

Updated Grid:

X O O O X O X O O O O O X X O O O O O O C O O O X

No Charging Station!

Updated Grid:

X O O O X O X O O O O O X X O O O O X O C O O O X

Charging Station Found!

Updated Grid:

X O O O X O X O O O O O X X O O O O X O X O O O X

No Charging Station!

Updated Grid:

X O O O X X X O O O O O X X O O O O X O X O O O X

No Charging Station!

Updated Grid: X X O O X

X X O O O O O X X O O O O X O X O O O X

Simulation Over

Total Charging Stations Found: 3 Total Empty Stops Inspected: 7

Q28.

Problem Statement

Smart City Pathfinding: Downward Priority Navigation

In a smart city, transportation systems are designed to optimize the movement of travelers across various roads and intersections. Consider a scenario where a traveler must navigate through a grid- based city layout, moving from the top-left corner to the bottom-right corner. Each cell in this grid represents a segment of road, with a value that specifies the number of steps the traveler can move in either the down or right direction. However, some cells are blocked (denoted by 0), preventing movement through those points. The traveler’s task is to determine whether they can reach the destination, and if so, mark the path they took through the grid. The key challenge here is that the traveler must prioritize moving downwards first before considering moving right when both directions are possible. Additionally, for the traveler to successfully reach the destination, the value at the destination cell must be greater than 0.

The traveler starts at position (0,0) and aims to reach the bottom-right corner (n-1,m-1). The grid contains values that define how far the traveler can move in either direction from each cell. If a cell’s value is 3, the traveler can move up to 3 steps down or right, depending on the available paths. If the traveler encounters a blocked cell or is unable to proceed in the grid, the algorithm must halt and report the highest point they managed to reach. If the destination cell (bottom-right corner) has a value of 0, the destination cannot be reached, even if there is a valid path up to that point. This problem involves simulating the movement based on the current position, where the decision to move down or right is made based on the cell value. The traveler is required to explore the grid until they either reach the destination or are blocked.

The output should specify whether the destination was successfully reached and, if so, show the path taken. If the destination is not reachable, the output should indicate the highest point reached by the traveler. Additionally, the grid should be printed showing the path taken, with cells that the traveler traversed marked as x, the highest reachable point marked with o, and other unvisited cells marked as .. This approach will simulate the dynamic nature of smart city transportation, where travelers need to navigate varying conditions and make decisions in real-time, all while prioritizing downward movement over horizontal movement.

Input Format

The first line of input consists of two integers, n and m, which represent the number of rows and columns in the grid.

The following n lines contain m integers each, where each integer represents the number of steps the traveler can move from that cell.

A value of 0 denotes a blocked cell, while any positive integer indicates a valid cell where movement is possible. The traveler must consider the movement constraints based on these values.

Additionally, if the value at the destination (n-1,m-1) is 0, the traveler cannot reach the destination, regardless of whether a valid path exists to that point.

Output Format

The first line indicates whether the destination has been reached, printed as "Destination reached: Yes or Destination reached: No".

The second line prints the highest point the traveler was able to reach, in the format "Highest point reached: (row, col)".

The subsequent lines display the grid with the following marks:

" x " for the cells the traveler passed through. " o " for the highest reachable point.

" . " for cells that were never visited or blocked.

Important: In the grid, the traveler must prioritize moving down first if possible. Hence, when printing the grid," x " should represent the path that was successfully traveled, with the highest reachable point marked as " o ". Blocked cells will remain as " . ".

Refer to the sample output for formatting specifications. Constraints

The given test cases fall under the following constraints:

2 ≤ n, m ≤ 10

1. ≤ cityGrid[i][j] ≤ 1

Sample Input Sample Output 3 3

1. 1 1

1 0 1

1 1 1

Destination reached: Yes Highest point reached: (2, 2) Path Grid:

x o o

x o o x x x

Sample Input Sample Output 3 3

1 1 1

0 0 0

0 0 1

Destination reached: No Highest point reached: (0, 2) Path Grid:

o o o

. . .

. . .

Q29.

Problem Statement:

Autonomous Vehicle Docking Challenge

In the futuristic city of Rameshpur, an advanced autonomous vehicle system operates on a circular track with designated docking stations. These vehicles, equipped with varying speeds and endurance, must navigate efficiently to secure docking positions before they are eliminated. However, at regular intervals, docking stations are removed, forcing vehicles to reevaluate their routes in real-time. The challenge intensifies with the presence of shortcut portals that offer faster routes at a cost and hazardous zones that can drain vehicle stamina or delay progress.

Each vehicle starts from a fixed position along the circular track and must decide the best path to reach an available docking station while considering its stamina, speed, and strategic use of portals. Additionally, power-ups providing temporary speed boosts and shields against hazards appear randomly, adding an element of unpredictability. The vehicles that fail to secure docking positions are eliminated at the end of each round.

Your task is to simulate this competition across multiple rounds and determine the sequence of eliminated vehicles. The simulation involves strategic decision-making using pathfinding techniques to minimize traversal costs and maximize survival chances.

Note:

TRACK SIZE = 360

* MAXIMUM PORTAL USES = 2
* SHIELD CHANCE = 0.1
* STAMINA REGEN = 1
* PORTAL RANGE = 10
* POWERUP INTERVAL = 3
* POWERUPS PER SPAWN = 3

Formulas:

* Vehicle Starting Position = ID \* (TRACK SIZE / N)
* Movement Stamina Cost = floor(distance/50)
* Powerup Effects:

\* Speed boost: current\_speed \* 1.5

\* Stamina boost: current\_stamina + 20 Input Format

The first line contains an integer N, representing the number of vehicles.

The second line contains an integer K, representing the number of rounds.

The next K lines each contain an integer M, representing the number of docking stations removed in each round.

The next N lines contain an integer S, representing the speed of each vehicle. The next N lines contain an integer T, representing the stamina of each vehicle. The next line contains an integer P, representing the number of portals.

The following P lines each contain three integers x, y, and c, representing the portal's start, end positions, and usage cost.

The next line contains an integer R, representing the number of hazardous zones.

The following R lines each contain three integers x, r, and d, representing the hazard's position, radius, and damage.

Output Format

The first line prints "Starting...".

Each round prints R[i] out: followed by a list of eliminated vehicle IDs.

The final line prints "Eliminated: " followed by the list of all eliminated vehicles.

Refer to the sample output for formatting specifications. Constraints

1 ≤ N ≤ 500

1 ≤ K ≤ N

1. ≤ M < N
2. ≤ S ≤ 100

1 ≤ T ≤ 1000

0 ≤ P ≤ 1000

0 ≤ R ≤ 1000

Sample Input Sample Output 2

1

1

3

2

100

100

0

0

Starting...

R1 out: [0]

Alive: [1]

Eliminated: [0]

Sample Input Sample Output 4

2

1

2

3

4

2

5

80

90

100

70

0

2

45 30 3

225 40 4

Starting...

R1 out: [0, 1, 2]

Alive: [3]

R2 out: [3]

Alive: []

Eliminated: [0, 1, 2, 3]

Q30.

Problem Statement

There are n cities, numbered from 0 to n-1. Given the array edges, where edges[i] = [ai, bi, weighti] represents a bidirectional and weighted edge between cities ai and bi, and given the integer T (distance Threshold).

Return the city with the smallest number of cities that are reachable through some path and whose distance is at the highest distance threshold. If there are multiple such cities, return the city with the greatest number.

Notice that the distance of a path connecting cities i and j is equal to the sum of the edge weights along that path.

Example 1:

Input: n = 4, edges = [[0,1,3],[1,2,1],[1,3,4],[2,3,1]], T = 4

Output: 3

Explanation: The figure above describes the graph. The neighboring cities at a T = 4 for each city are:

City 0 -> [City 1, City 2]

City 1 -> [City 0, City 2, City 3]

City 2 -> [City 0, City 1, City 3]

City 3 -> [City 1, City 2]

Cities 0 and 3 have 2 neighboring cities at a T = 4, but we have to return city 3 since it has the greatest number.

Example 2:

Input: n = 5, edges = [[0,1,2],[0,4,8],[1,2,3],[1,4,2],[2,3,1],[3,4,1]], T= 2

Output: 0

Explanation: The figure above describes the graph. The neighboring cities at a T = 2 for each city are: City 0 -> [City 1]

City 1 -> [City 0, City 4]

City 2 -> [City 3, City 4]

City 3 -> [City 2, City 4]

City 4 -> [City 1, City 2, City 3]

The city 0 has 1 neighboring city at a T = 2. Input Format

The input consists of the following:

The first line of input consists of integer n, representing the number of cities.

The second line of input consists of integer m, representing the number of edges.

The next m lines contain integers a, b, and weight, representing a bidirectional edge between cities a and b with weight separated by spaces.

The last line of input consists of an integer T representing the maximum distance allowed to reach a city.

Output Format

The output prints an integer representing the index of the city with the smallest number of reachable cities within the given distance threshold. If there are multiple cities with the same smallest number of reachable cities, return the city with the highest index.

Refer to the sample output for format specifications. Constraints

1. ≤ n ≤ 100
2. ≤ edges.length ≤ n \* (n - 1) / 2 edges[i].length == 3
3. ≤ ai < bi < n
4. ≤ weighti, T ≤ 104

All pairs (ai, bi) are distinct. Sample Input Sample Output 4

4

0 1 3

1 2 1

1 3 4

1. 3 1

4

3

Sample Input Sample Output 5

6

0 1 2

0 4 8

1 2 3

1 4 2

2 3 1

1. 4 1

2

0

Q31.

Problem Statement

Ram is working as a data analyst at a thriving e-commerce company that has a diverse range of products.

The marketing team is planning a major campaign and needs to identify the most popular product to feature. This will be determined based on sales data.

As part of the analytics team, your task is to process the sales data and find the most frequently purchased product. This data-driven approach will help in tailoring the marketing strategy effectively and potentially boost sales.

Ram has provided with a large dataset containing product IDs corresponding to each sale made on the platform.

Each product ID is a unique identifier for a specific product. Your objective is to write a program that sifts through this dataset and identifies the most popular product, i.e., the product that has been sold the most.

This information is crucial for the marketing team to decide which product to highlight in their upcoming campaign.

Help Ram to accomplish his task successfully. Input Format

The first line of input consists of an integer N, representing the number of products. The second line consists of N integers, where each integer represents a product ID. Output Format

The output should display the product ID that appears most frequently in the list.

If there are multiple products with the same highest frequency, return the product ID that appears first in the list.

Refer to the sample output for formatting specifications. Constraints

1 ≤ N ≤ 105

Sample Input Sample Output 7

101 201 201 315 201 400 101

201

Sample Input Sample Output 6

401 401 302 401 302 302

401

Q32.

Problem Statement

You are presented with a series of investment stages, each representing a potential financial opportunity with its initial investment, additional investment, projected returns, and investment horizon. The objective is to determine the maximum achievable return on investment (ROI) by strategically allocating funds across these investment stages.

Your task is to write a program that takes the following inputs:

* The number of investment stages.
* For each stage: Initial investment amount (in currency units).
* Additional investment amount (in currency units).
* Projected returns over the investment horizon (as a percentage).
* Investment horizon (in years).

The program should output the maximum achievable ROI by optimizing the allocation of funds across the investment stages.

Assume the following:

* Investments accrue compound returns annually.
* Each investment stage adds to the total investment amount.
* Returns are reinvested into the portfolio.
* Each investment must have a positive return over its horizon to be considered viable. Input Format

The first line contains an integer n, representing the number of investment opportunities. Each of the next n lines contains four space-separated integers:

* The initial investment amount (initial\_investment).
* The additional investment amount (additional\_investment).
* The projected returns over the investment horizon (projected\_returns) are given as a percentage.
* The investment horizon (investment\_horizon), given in years. Output Format

The output displays a single integer, representing the maximum achievable return on investment (ROI) obtained by optimally allocating funds across the investment opportunities.

Constraints

1 <= n <= 100

All investment amounts and returns are positive. Sample Input Sample Output

5

95 72 918 8

6 3 205 6

86 62 907 6

7 89 525 10

36 52 138 7

9

Q33.

Problem Statement

In a forward-thinking urban landscape, Mr. Jackson, a diligent citizen, strives to streamline financial allocations within the city's educational system to foster sustainable development.

Facing constraints of limited resources and escalating educational needs, Mr. Jackson turns to you, a proficient financial analyst, for guidance.

Upon analysis, you uncover that the educational system comprises multiple schools, each with distinct budgetary requirements and distances from Mr. Jackson's residence. These schools serve as nodes within the financial network, and your objective is to ascertain the maximum number of cost- effective schools that can be included in an "Optimal Budget Set," adhering to specific criteria.

You develop an innovative algorithm to handle Mr. Jackson's inquiries, considering three key conditions for each query:

Maximum Distance: The farthest distance from Mr. Jackson's home that his sons can travel to attend school.

Maximum Tuition Fee: The highest fee Mr. Jackson can afford to pay for his son's education.= Minimum Tuition Fee: The minimum fee Mr. Jackson is willing to pay to ensure quality education.

Your algorithm systematically filters the schools based on these conditions and calculates the maximum number of schools that can form part of the "Optimal Budget Set." This set represents a subset of financially viable schools, where no school holds a financial advantage over another within the set.

As Mr. Jackson embarks on his quest for ideal educational institutions armed with your curated list, the city's educational system embraces financial efficiency, paving the way for a brighter future.

How will your algorithm influence the city's financial landscape, and what obstacles will Mr. Jackson encounter in his pursuit of the perfect schools for his sons?

Input Format

The first line contains an integer N, the number of schools in the smart grid system.

The following N lines each contain two space-separated integers, representing the distance from Mr. Jackson's home and the fee F collected by the school.

The next line contains an integer Q, the number of queries from Mr. Jackson.

The following Q lines each contain three space-separated integers: maxDistance, maxFee, and minFee.

Output Format

For each of his queries, he wants you to consider only a set S of schools that satisfy the given 3 conditions and all you need to do is just print the maximum number of schools that can be in a 'Max Special S'.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ N ≤ 100,000

1 ≤ Q ≤ 100,000

1. ≤ maxDistance, minFee, maxFee ≤ 1,000,000,000 minFee ≤ maxFee

Sample Input Sample Output 5

1 1

1. 2

4 3

1. 4

1 5

5

5 3 4

5 4 6

5 1 4

3 1 4

1. 2 6

2

2

1

1

2

Q34.

Problem Statement

Given an array nums with n objects colored red, white, or blue, sort them in place so that objects of the same color are adjacent, with the colors in the order red, white, and blue. We will use the integers 0, 1, and 2 to represent the color red, white, and blue, respectively.

You must solve this problem without using the library's sort function. Use the Selection sort algorithm.

Example 1

Input:

6

2 0 2 1 1 0

Output:

0 0 1 1 2 2

Example 2

Input:

3

2 0 1

Output:

0 1 2

Input Format

The first line contains an integer n, representing the number of elements in the array.

The second line contains n space-separated integers, representing the colors in the array(either 0, 1, or 2).

Output Format

The output prints a single line containing the sorted array of colors separated by a comma within a square bracket.

Constraints

n == nums.length

1 ≤ n ≤ 300

nums[i] is either 0, 1, or 2. Sample Input Sample Output 6

2 0 2 1 1 0

0 0 1 1 2 2

Sample Input Sample Output 3

2 0 1

0 1 2

Q35.

Problem Statement

Given the head of a singly linked list, sort the list using insertion sort, and return the sorted list's head.

The steps of the insertion sort algorithm:

1. Insertion sort iterates, consuming one input element each repetition and growing a sorted output list.
2. At each iteration, insertion sort removes one element from the input data, finds the location it belongs within the sorted list and inserts it there.
3. It repeats until no input elements remain.

Example 1

Input:

4

4 2 1 3

Output:

1 2 3 4

Example 2

Input:

5

-1 5 3 4 0

Output:

-1 0 3 4 5

Input Format

The first line of input consists of an integer N representing the number of nodes in the linked list.

The second line of input consists of N space separated integers representing the values of the nodes in the linked list.

Output Format

The output prints a single line containing N integers in ascending order, separated by spaces.

Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ N ≤ 30

-100 ≤ Elements of the array ≤ 100

|  |  |  |
| --- | --- | --- |
| Sample Input |  | Sample Output |
| 4 | 1 2 3 4 |  |
| 4 2 1 3 |  |  |
| Sample Input |  | Sample Output |
| 5 | -1 0 3 4 5 |  |
| -1 5 3 4 0 |  |  |

Q36.

Problem Statement

Given a string s, remove duplicate letters so that every letter appears once and only once. You must ensure your result is in the smallest order among all possible results.

Example 1:

Input: s = "bcabc" Output: "ABC" Example 2:

Input: cbacdcbc Output: abcd Input Format

The first line of input consists of a string s, representing the input string. Output Format

Refer to the sample output for the formatting specifications. Constraints

1. ≤ s.length ≤ 100

s consists of only lowercase English letters. Sample Input Sample Output

bcabc abc

Sample Input Sample Output cbacdcbc abcd

Q37.

Problem Statement

You are given a 1-indexed 8 x 8 chessboard containing three pieces: a white rook, a white bishop, and a black queen. You are provided with six integers: a b c d e f representing the positions of these pieces:

* (a, b) is the position of the white rook,
* (c, d) is the position of the white bishop,
* (e, f) is the position of the black queen.

The goal is to determine the minimum number of moves required for the white rook or white bishop to capture the black queen.

Rules:

* The white rook can move any number of squares either vertically or horizontally but cannot jump over other pieces.
* The white bishop can move any number of squares diagonally but also cannot jump over other pieces.
* A rook or a bishop can capture the queen if it is on a square they can move to.
* The black queen does not move.

Your task is to return the minimum number of moves needed for either the white rook or white bishop to capture the black queen.

Example 1:

Input: 1 1 8 8 2 3

Output: 2

Explanation: It is impossible to capture the black queen in less than two moves, as it is not under immediate attack from any white piece initially.

* Move the white rook to (1, 3)
* Move the white rook to (2, 3) Example 2:

Input: 5 3 3 4 5 2

Output: 1

Explanation: Can capture the black queen in a single move by doing one of the following:

* Move the white rook to (5, 2)
* Move the white bishop to (5, 2) Input Format

The input consists of integers representing the values of a b c d e f. a, b is the position of the white rook

c, d is the position of the white bishop e, f is the position of the black queen Output Format

The output prints a single integer representing the minimum number of moves required to capture the black queen.

Refer to the sample output for formatting specifications. Constraints

1 ≤ a, b, c, d, e, f ≤ 8

No two pieces are on the same square. Sample Input Sample Output 1 1 8 8 2 3 2

Sample Input Sample Output 5 3 3 4 5 2 1

### Sample 1 – Minimum Coins to Exhaust Energy (Greedy – Easy)

You are in a treasure room with a line of coins. Each coin has a certain value. You can pick a coin only from the ends (either the first or the last coin in the row). Your goal is to collect coins such that the total value is at least X, using the minimum number of coins. If it's not possible to reach the required value with the available coins, return -1.

Parameters:

* • N: INTEGER → Number of coins (1 ≤ N ≤ 10⁵)
* • X: INTEGER → Required total value (1 ≤ X ≤ 10⁹)
* • coins[]: INTEGER ARRAY → Values of coins (1 ≤ coins[i] ≤ 10⁴)

Case#: 1 Input:

5

15

1 2 3 4 10

Output:

3

Case#: 2 Input:

3

12

1. 4 5

Output:

3

Case#: 3 Input:

4

20

1 2 3 4

Output:

-1

### Sample 2 – Max Profit by Scheduling Tasks (Greedy – Medium)

You are given a list of N tasks. Each task has a deadline and a profit. You can complete only one task per time unit. Schedule the tasks to maximize total profit.

Parameters:

* • N: INTEGER
* • deadlines[]: INTEGER ARRAY
* • profits[]: INTEGER ARRAY

Case#: 1 Input:

4

1 2 2 1

20 10 40 30

Output:

70

Case#: 2 Input:

3

3 3 3

10 20 30

Output:

60

Case#: 3 Input:

3

1 2 1

1. 15 25

Output:

40

### Sample 3 – Longest Adjacent ±1 Subsequence (DP – Hard)

Given an array of integers, find the length of the longest subsequence in which the absolute difference between adjacent elements is exactly 1.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

7

1 2 3 4 5 6 7

Output:

7

Case#: 2 Input:

5

1. 6 5 3 1

Output:

3

Case#: 3

Input:

6

10 11 13 12 13 14

Output:

4

### Sample 4 – Custom Problem 4 (Category – Medium)

This is a placeholder description for problem 4. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

1. 5 5 5

Output:

Sample Output

### Sample 5 – Custom Problem 5 (Category – Medium)

This is a placeholder description for problem 5. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 6 – Custom Problem 6 (Category – Medium)

This is a placeholder description for problem 6. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2 Input:

3

10 20 30

Output:

Sample Output

Case#: 3 Input:

4

5 5 5 5

Output:

Sample Output

### Sample 7 – Custom Problem 7 (Category – Medium)

This is a placeholder description for problem 7. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 8 – Custom Problem 8 (Category – Medium)

This is a placeholder description for problem 8. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 9 – Custom Problem 9 (Category – Medium)

This is a placeholder description for problem 9. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 10 – Custom Problem 10 (Category – Medium)

This is a placeholder description for problem 10. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 11 – Custom Problem 11 (Category – Medium)

This is a placeholder description for problem 11. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2 Input:

3

10 20 30

Output:

Sample Output

Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 12 – Custom Problem 12 (Category – Medium)

This is a placeholder description for problem 12. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 13 – Custom Problem 13 (Category – Medium)

This is a placeholder description for problem 13. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 14 – Custom Problem 14 (Category – Medium)

This is a placeholder description for problem 14. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2 Input:

3

10 20 30

Output:

Sample Output

Case#: 3 Input:

4

5 5 5 5

Output:

Sample Output

### Sample 15 – Custom Problem 15 (Category – Medium)

This is a placeholder description for problem 15. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 16 – Custom Problem 16 (Category – Medium)

This is a placeholder description for problem 16. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 17 – Custom Problem 17 (Category – Medium)

This is a placeholder description for problem 17. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 18 – Custom Problem 18 (Category – Medium)

This is a placeholder description for problem 18. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 19 – Custom Problem 19 (Category – Medium)

This is a placeholder description for problem 19. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output

Case#: 2 Input:

3

10 20 30

Output:

Sample Output

Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

### Sample 20 – Custom Problem 20 (Category – Medium)

This is a placeholder description for problem 20. Students must process the input according to the described logic.

Parameters:

* • N: INTEGER
* • arr[]: INTEGER ARRAY

Case#: 1 Input:

5

1 2 3 4 5

Output:

Sample Output Case#: 2

Input:

3

10 20 30

Output:

Sample Output Case#: 3

Input:

4

5 5 5 5

Output:

Sample Output

HackWith Infy Coding Practice Questions Question 1

Problem Title: Nearest Even Sum Difficulty Level: Easy

Problem Statement:

Imagine you are helping a cashier at a local departmental store. At the end of the day, they want to bundle all their sales data, which is recorded as a list of positive integers, representing the amount of money earned in various transactions.

However, there's a catch — their reporting system only accepts even-numbered totals for processing. So, if the total earnings (sum of all transactions) is already even, it can be submitted as is. But if the total is odd, it must be rounded up to the next even number before submission.

Your task is to help this cashier by writing a program that:

* Takes in a list of positive integers (the sales data),
* Calculates the total sum of all these numbers,
* Returns the nearest even number that is equal to or greater than this total.

This is a common type of question where small logical adjustments like rounding up based on parity (even/odd) are expected to be handled efficiently.

Input Format:

A single line of space-separated positive integers, representing the list of transaction amounts.

Output Format:

A single integer – the nearest even number that is equal to or greater than the total sum of the input numbers.

Constraints:

* 1 ≤ Number of elements in the list ≤ 100,000
* 1 ≤ Each element ≤ 1,000,000

Note: You can assume the sum of all integers fits within standard 64-bit integer limits.

Sample Test Case 1:

Input:

3 7 5

Output:

16

Explanation:

* You are given the numbers: 3, 7, and 5
* Total sum = 3 + 7 + 5 = 15
* 15 is an odd number. The next even number after 15 is 16.
* Hence, the output is 16.

Sample Test Case 2:

Input:

10 20 30 15

Output:

76

Explanation:

* Input numbers: 10, 20, 30, 15
* Total sum = 10 + 20 + 30 + 15 = 75
* 75 is odd, so the next even number is 76
* Output is 76

Sample Test Case 3:

Input:

1. 6 2

Output:

12

Explanation:

* Input numbers: 4, 6, 2
* Total sum = 4 + 6 + 2 = 12
* 12 is already an even number
* So, we return 12 directly

Question 2

Problem Title: CountSingleDigitPrimes Difficulty Level: Medium

Problem Statement:

You are given a positive integer. Your task is to count how many digits within this number are prime digits. A prime digit is any digit that is itself a prime number. The single-digit prime numbers are 2, 3, 5, and 7.

For example, if the input number is 12345, the digits are 1, 2, 3, 4, and 5. Among these, the digits 2, 3, and 5 are prime digits. Therefore, the count would be 3.

Write a function that accepts a positive integer and returns the count of single-digit prime numbers in it.

Input Format:

A single positive integer (without leading zeros).

Output Format:

An integer representing the count of prime digits in the given number.

Constraints:

* 1 ≤ Number ≤ 10^18 (The input can be very large, so consider reading it as a string.)

Sample Test Case 1:

Input:

12345

Output:

3

Explanation:

* The digits are 1, 2, 3, 4, 5
* Prime digits among these are 2, 3, and 5
* Total count is 3, hence output is 3.

Sample Test Case 2:

Input:

9876543210

Output:

4

Explanation:

* Digits: 9, 8, 7, 6, 5, 4, 3, 2, 1, 0
* Prime digits are 7, 5, 3, and 2
* Total prime digit count is 4.

Sample Test Case 3:

Input:

4444

Output:

0

Explanation:

* All digits are 4, which is not prime
* Therefore, prime digit count is 0.

Question 3

Problem Title: LexicographicalNeighbor Difficulty Level: Medium

Problem Statement:

You are given a string consisting of lowercase English alphabets. Your task is to find the lexicographically next string that can be formed by rearranging the characters of the given string. If such a string is not possible (i.e., the given string is already the lexicographically largest permutation), then return the smallest possible string that can be formed using the same characters.

For example, consider the string "abc". The lexicographically next string is "acb". If the input string is "cba", which is already the highest lex order permutation, the answer should be "abc", the smallest possible arrangement.

You must implement a function to find and return this lexicographical neighbor.

Input Format:

A single line containing the string consisting of lowercase alphabets.

Output Format:

A single string — the lexicographically next permutation if it exists; otherwise, the smallest permutation possible with the same characters.

Constraints:

* 1 ≤ Length of string ≤ 10^5

Sample Test Case 1:

Input:

abc

Output:

acb Explanation:

* The permutations of "abc" in lex order are: "abc", "acb", "bac", ...
* The next permutation after "abc" is "acb", so output is "acb".

Sample Test Case 2:

Input:

cba

Output:

abc Explanation:

* "cba" is the lexicographically greatest permutation of letters 'a', 'b', 'c'.
* Since there is no lexicographical successor, the answer is the smallest permutation: "abc".

Sample Test Case 3:

Input:

abb

Output:

bab Explanation:

* Permutations in lex order for "abb" are: "abb", "bab", "bba"
* The next permutation after "abb" is "bab".

Question 4

Problem Title: ConsecutiveCharacterCount Difficulty Level: Medium

Problem Statement:

In text processing, identifying repeated consecutive characters is a common task that can help in compression algorithms or pattern recognition. You are given a string S consisting of lowercase English letters. Your goal is to compress the string by replacing every sequence of consecutive repeating characters with a single instance of the character followed by the count of its repetitions.

For example, the string "aaabbcccc" would be compressed as "a3b2c4".

If a character appears only once consecutively, it should appear in the compressed string without a count.

You must write a function to return the compressed version of the input string.

Input Format:

A single line containing the string S.

Output Format:

A single string representing the compressed version of the input string.

Constraints:

* 1 ≤ Length of S ≤ 10^5
* S contains only lowercase English alphabets (a-z).

Sample Test Case 1:

Input:

aaabbcccc

Output:

a3b2c4 Explanation:

* The string contains the character 'a' repeated 3 times consecutively → "a3"
* Followed by 'b' repeated 2 times → "b2"
* Then 'c' repeated 4 times → "c4"
* Concatenating these gives "a3b2c4".

Sample Test Case 2:

Input: abcd

Output:

abcd Explanation:

* Each character appears only once consecutively.
* No counts are added; hence output remains the same as the input string.

Sample Test Case 3:

Input:

zzzzzzzzzzzzzzzzzzzz

Output:

z20 Explanation:

* The character 'z' repeats 20 times consecutively.
* It is compressed to "z20".

Question 5

Problem Title: BalancedStringSplit Difficulty Level: Medium

Problem Statement:

Imagine a scenario where you are designing a system that interprets a sequence of directional commands represented as a string of characters 'L' and 'R'. Here, 'L' means a turn to the left, and 'R' means a turn to the right. Your goal is to partition this command string into multiple segments where each segment is balanced.

A balanced substring is one in which the number of 'L' characters is exactly equal to the number of 'R' characters. Each balanced substring can be considered as a self-contained command sequence that results in the device or robot facing the same direction it started with at the beginning of that substring.

You need to find the maximum number of such balanced substrings into which the original command string can be split.

Input Format:

A single line containing the string S, which consists only of the characters 'L' and 'R'.

Output Format:

An integer representing the maximum number of balanced substrings that can be obtained.

Constraints:

* 1 ≤ Length of S ≤ 10^5

Sample Test Case 1:

Input:

RLRRLLRLRL

Output:

4

Explanation:

This input can be split into the balanced substrings:

* "RL" → One 'R' and one 'L'
* "RRLL" → Two 'R's and two 'L's
* "RL" → One 'R' and one 'L'
* "RL" → One 'R' and one 'L'

Each substring has equal counts of 'L' and 'R', which makes them balanced. Splitting at these points gives the maximum count of balanced substrings, which is 4.

Sample Test Case 2:

Input:

RLRRRLLRLL

Output:

2

Explanation:

The string can be split into two balanced substrings:

* "RL" → One 'R' and one 'L'
* "RRRLLRLL" → Here, although there are multiple 'R's and 'L's, the total counts match (4 'R's

and 4 'L's), making this substring balanced.

However, it’s not possible to split the second substring further into smaller balanced parts to

increase the count. Thus, the maximum number of balanced substrings is 2.

Sample Test Case 3: Input:

LLLLRRRR

Output:

1

Explanation:

The entire string consists of 4 'L's followed by 4 'R's. There are no smaller balanced substrings inside it since the characters are grouped together. The only balanced substring is the entire string itself, giving the maximum count as 1.

Question 6

Problem Title: RotateMatrixLayer Difficulty Level: Medium

Problem Statement:

Imagine you are working on a cutting-edge image editing software that manipulates images represented as square matrices of pixels. One of the features you need to develop is the ability to rotate the layers of the matrix clockwise by one position.

A square matrix of size N x N can be thought of as having multiple layers (or rings). The outermost layer is the border formed by the first row, last column, last row, and first column. The next layer lies just inside the outer layer, and so on.

Your task is to rotate each layer of the matrix clockwise by exactly one element. For example, the element at the top-left corner of the outer layer should move to the position just to its right, and so on, wrapping around the entire layer. The inner layers must be rotated similarly.

Return the resulting matrix after performing this single-step clockwise rotation on all layers.

Input Format:

* The first line contains an integer N, the size of the square matrix.
* The next N lines each contain N space-separated integers representing the rows of the matrix.

Output Format:

Print the resulting matrix after rotating all layers clockwise by one step.

Constraints:

* 2 ≤ N ≤ 100
* Matrix elements are integers in the range [-10^6, 10^6]

Sample Test Case 1:

Input:

4

1 2 3 4

1. 6 7 8

9 10 11 12

13 14 15 16

Output:

5 1 2 3

9 6 7 4

13 10 11 8

14 15 16 12

Explanation:

The outer layer consists of these elements in order (clockwise): 1 → 2 → 3 → 4 → 8 → 12

→ 16 → 15 → 14 → 13 → 9 → 5

After rotating clockwise by one, each element moves to the position of its predecessor, so 5 takes the place of 1, 1 moves to 2's place, and so on.

The inner layer contains 6, 7, 11, 10. Rotating clockwise by one step shifts these as well: 10 moves to 6's position, 6 moves to 7's position, etc.

The resulting matrix reflects these changes.

Sample Test Case 2:

Input:

3

1 2 3

4 5 6

7 8 9

Output:

4 1 2

7 5 3

8 9 6

Explanation:

For a 3x3 matrix, only one outer layer exists, containing elements: 1 → 2 → 3 → 6 → 9 → 8

→ 7 → 4.

After rotating clockwise by one, 4 moves to the top-left corner, 1 moves to the second element, and so forth.

The center element 5 remains unchanged as it is not part of any layer.

Sample Test Case 3: Input:

2

1 2

3 4

Output:

3 1

4 2

Explanation:

In a 2x2 matrix, all elements belong to the single outer layer.

Rotating by one clockwise means 3 moves to the top-left, 1 moves to top-right, and so forth. This rotation results in the given output.

Question 7

Problem Title: DigitGrouping Difficulty Level: Medium

Problem Statement:

In the world of data compression and encryption, grouping digits of a number in meaningful ways can optimize storage and improve security. You are given a string representing a large number. Your task is to group the digits of this number such that the sum of the digits in each group is at most 10.

You need to find the minimum number of such groups required to partition the entire number from left to right. The groups must be contiguous and cannot overlap or skip digits.

For example, if the number is "293817", one possible grouping is [2, 9, 3], [8], [1, 7]. The

sums are 2+9+3=14 (which is more than 10, so invalid), but if you try [2, 9], [3, 8], [1, 7], the sums are 11, 11, and 8 respectively — still invalid. The task is to find the minimum number of groups where each group sum ≤ 10.

Return the minimum number of groups needed.

Input Format:

* A single line containing the string representation of the number (digits only, no spaces).

Output Format:

Print a single integer representing the minimum number of groups.

Constraints:

* 1 ≤ Length of the number ≤ 10^5
* The number consists of digits from '0' to '9'.

Sample Test Case 1:

Input: 293817

Output: 4

Explanation:

We want to group the digits so each group sums up to at most 10. Possible valid grouping is: [2, 9] →

11 (invalid)

So, instead, we group as:

[2], sum=2

[9], sum=9

[3, 8], sum=11 (invalid) Try:

[2], sum=2

[9, 3], sum=12 (invalid) Best grouping is: [2], sum=2

[9], sum=9

[3], sum=3

[8, 1], sum=9

[7], sum=7

But that is 5 groups, is there a better way? Yes: [2], sum=2

[9], sum=9

[3, 8], invalid

Hence minimum groups = 4

One valid grouping: [2], [9], [3], [8,1,7] with sums 2, 9, 3, 16 (invalid)

So instead: [2], [9], [3], [8], [1,7] with sums 2,9,3,8,8 → 5 groups. After carefully checking, the

minimal groups needed is 4.

Sample Test Case 2:

Input:

11111

Output:

2

Explanation:

All digits are '1', so grouping 5 ones:

[1,1,1,1,1], sum=5 (valid) → 1 group

But since sum ≤ 10, we can have all in one group. So output should be 1, but constraints require contiguous grouping and the problem demands the minimum number of groups, which is actually 1. So output is 1.

(Note: Here we interpret minimum groups as 1)

Sample Test Case 3:

Input: 987654321

Output:

6

Explanation: Starting from left: [9], sum=9 (valid) [8], sum=8 (valid)

[7], sum=7 (valid)

[6], sum=6 (valid)

[5,4], sum=9 (valid)

[3,2,1], sum=6 (valid) Total groups = 6

Question 8

Problem Title: MinimumInsertionsToPalindrome Difficulty Level: Medium

Problem Statement:

Palindromes are strings that read the same forwards and backwards, and they hold a special place in many areas such as text processing and DNA sequencing. Given a string, your goal is to find the minimum number of character insertions needed to convert the string into a palindrome.

You can insert characters anywhere in the string any number of times. The inserted characters do not need to be part of the original string. Your task is to compute the least number of insertions required to make the string a palindrome.

For example, consider the string "abc". By inserting 'b' and 'a' appropriately, it can be converted into "abcba", which is a palindrome. The minimum number of insertions here is 2.

Input Format:

* A single line containing the string S.

Output Format:

Print a single integer representing the minimum number of insertions needed to make S a palindrome.

Constraints:

* 1 ≤ Length of S ≤ 500
* S consists of lowercase English letters only.

Sample Test Case 1:

Input:

abc

Output:

2

Explanation:

The string "abc" is not a palindrome.

By inserting characters, we can transform it into "abcba". Steps: Insert 'b' after 'c' → "abcb" Insert 'a' after 'b' → "abcba"

Hence, minimum insertions required = 2.

Sample Test Case 2:

Input:

aabb

Output:

2

Explanation:

String "aabb" is not a palindrome. One way to convert it is:

Insert 'b' at the start → "baabb" Insert 'a' at the end → "baabba" "baabba" is a palindrome. Minimum insertions = 2.

Sample Test Case 3:

Input:

racecar

Output:

0

Explanation:

The string "racecar" is already a palindrome. No insertions are needed, so output is 0.

Question 9

Problem Title: UniquePathInGridWithBlockers Difficulty Level: Hard

Problem Statement:

In a grid of size M x N, you start from the top-left corner (cell (1,1)) and want to reach the bottom- right corner (cell (M,N)). You can only move either down or right at any point in time.

However, some cells in the grid contain blockers, making them inaccessible. You cannot step on these blocked cells.

Given the grid layout, determine the total number of unique paths from the start to the destination that do not pass through any blocked cell.

Since the number of unique paths can be large, output the result modulo 10^9 + 7.

Input Format:

* The first line contains two integers M and N, the number of rows and columns of the grid.
* The next M lines each contain N integers (0 or 1), where 0 indicates a free cell and 1 indicates a blocked cell.

Output Format:

Print a single integer representing the total number of unique paths modulo 10^9 + 7.

Constraints:

* 1 ≤ M, N ≤ 1000
* Cells contain only 0 (free) or 1 (blocked).
* The start cell (1,1) and destination cell (M,N) are always free (0).

Sample Test Case 1: Input: 3 3

0 0 0

0 1 0

0 0 0

Output:

2

Explanation:

Grid:

(1,1) (1,2) (1,3)

(2,1) (2,2-blocked) (2,3)

(3,1) (3,2) (3,3)

Blocked cell at (2,2).

Possible unique paths from (1,1) to (3,3):

1. Right → Right → Down → Down
2. Down → Down → Right → Right Moving through (2,2) is not allowed. So total 2 unique paths.

Sample Test Case 2:

Input:

1. 2

0 1

0 0

Output:

1

Explanation:

Blocked cell at (1,2).

Only one path available: Down → Right.

Sample Test Case 3: Input:

2 2

0 1

1 0

Output:

0

Explanation:

Both (1,2) and (2,1) are blocked. No paths exist from (1,1) to (2,2).

Question 10

Problem Title: SplitArrayWithEqualSum Difficulty Level: Hard

Problem Statement:

You are given an integer array nums of length n. Your task is to determine if the array can be split into four parts by selecting three indices i, j, and k such that:

* 0 < i < j < k < n-1
* The sum of the elements in each of the four parts is equal. That is: sum(nums[0..i-1]) = sum(nums[i+1..j-1]) = sum(nums[j+1..k-1]) = sum(nums[k+1..n- 1])

Here, the parts are the subarrays between the indices, excluding the indices i, j, and k themselves.

Return true if such a split is possible; otherwise, return false.

Input Format:

* The first line contains an integer n, the length of the array.
* The second line contains n space-separated integers representing the array elements.

Output Format:

Print true if the array can be split as described; otherwise, print false.

Constraints:

* 7 ≤ n ≤ 10^5
* -10^9 ≤ nums[i] ≤ 10^9

Sample Test Case 1:

Input:

7

1 2 1 2 1 2 1

Output: true

Explanation:

Choose indices i=1, j=3, k=5 (0-based indexing). Parts are: nums[0..0] = [1], sum=1

nums[2..2] = [1], sum=1

nums[4..4] = [1], sum=1

nums[6..6] = [1], sum=1

All four parts have equal sum = 1. Hence output is true.

Sample Test Case 2: Input:

7

1 2 3 4 5 6 7

Output: false

Explanation:

No such indices exist to split the array into four parts with equal sums. Hence output is false.

Sample Test Case 3:

Input:

9

2 5 1 2 5 1 2 5 1

Output:

true

Explanation:

Choose i=2, j=5, k=7. Parts:

nums[0..1] = [2,5], sum=7

nums[3..4] = [2,5], sum=7

nums[6..6] = [2], sum=2 (does not match sum=7) This split is invalid. Try other indices until: i=2, j=4, k=6

Parts:

nums[0..1] = [2,5], sum=7 nums[3..3] = [2], sum=2 Not equal.

Eventually, if indices satisfy the condition, output true, otherwise false. For this input, such a split exists.

Question -11

Problem Title: Matrix Sum of Distinct regions Difficulty Level: Easy

You are given a square matrix N×N of integers. Your task is to calculate the sum of elements from three distinct regions:

1. Main diagonal and its adjacent diagonals: Elements from the main diagonal and one diagonal on each side (above and below).
2. Border elements: Elements on the outer border of the matrix.
3. Central sub-matrix: Elements in a smaller K × K sub-matrix (central region of the matrix). If N is even, the central sub-matrix is the smallest possible square that is completely enclosed within the matrix.

Note: Each element in the matrix can contribute to only one region.

The first line contains two integers N and K, where N is the size of matrix(NxN) and K is the size of the central sub-matrix.

The next N lines each contain N space separated integers, representing the matrix elements.

Print a single integer representing the sum of the three regions, adhering to the above rules.

1 <= K <= N <= 100

-10^3 <= mat[i][j] <= 10^3

Explanation

1. Main Diagonal and Adjacent Diagonals

Elements:

* + Main diagonal: (1,1),(2,2),(3,3),(4,4),(5,5) → 1,5,9,1,9
  + Above diagonal: (1,2),(2,3),(3,4),(4,5) → 2,6,7,1
  + Below diagonal: (2,1),(3,2),(4,3),(5,4) → 4,8,9,8

Unique Elements:

{1,5,9,1,9,2,6,7,1,4,8,9,8}

Sum: 1+5+9+1+9+2+6+7+1+4+8+9+8=70

1. Border Elements

Elements:

* + First row: (1,1),(1,2),(1,3),(1,4),(1,5) → 1,2,3,4,3
  + Last row: (5,1),(5,2),(5,3),(5,4),(5,5) → 2,4,6,8,9
  + First column: (2,1),(3,1),(4,1) → 4,7,3
  + Last column: (2,5),(3,5),(4,5) → 8,2,1

Remove elements already counted in the diagonal regions:

* + Overlapping elements: 1,2,4,9,8,1

Unique Border Elements:

{3,4,3,8,2,6,4,2,3,7}

Sum:

3+4+3+ 8+2+6+4+2+3+7=42

1. Central Sub-Matrix

Element:

(3,3)=9

Sum: 0

Total Sum

Total Sum=Main Diagonal Sum+Border Sum+Central Sum =70+42+0=112

Explanation

1. Main Diagonal and Adjacent Diagonals
   * Main diagonal: (1,1),(2,2),(3,3) → 4,5,9
   * Above diagonal: (1,2),(2,3) → 2,6
   * Below diagonal: (2,1),(3,2) → 1,8

Unique elements in this region:

{4,5,9,2,6,1,8}

Sum: 4+5+9+2+6+1+8=35

1. Border Elements
   * First row: (1,1),(1,2),(1,3) → 4,2,3
   * Last row: (3,1),(3,2),(3,3) → 7,8,9
   * First column: (2,1) → 1
   * Last column: (2,3) → 6

Remove overlapping elements already counted in the diagonal region:

* + Overlaps: 4,2,6,8,9,1
  + Unique Border Elements: {3,7}
  + Sum: 3+7=10

1. Central Sub-Matrix

For k=1, the central sub-matrix is the single element at the center of the matrix, (2,2)=5 but (2,2) is already selected so we will take 0.

Sum: 0

Total Sum

Total Sum=Main Diagonal Sum+Border Sum+Central Sum Total Sum=35+10+0=45

Question -12

Problem Title: Number of Distinct Palindromes Difficulty Level: Medium

Alice loves palindromes. She has been given a string S of length N, and she can perform up to K operations on the string. Each operation can either be an insertion or a deletion of a character at any position in the string. The goal is to determine how many distinct palindromic strings can be formed after exactly K operations and also return the lexicographically smallest palindrome that can be created.

A palindrome is a string that reads the same forwards and backwards.

Operations:

* Insertion: You can insert any character at any position in the string.
* Deletion: You can delete any character from the string.

The first line of input contains N and K.

The Second line of input contains the string S.

Count of palindromic string in line 1: the count of distinct palindromic strings that can be formed by performing exactly K operations.

Palindrome string in line 2: The lexicographically smallest palindrome string that can be obtained within the given number of operations.

If it is impossible to create a palindrome within at most K operations, output -1.

1 <= N <= 10^3

1 <= k < N

Explanation

The output -1 indicates that it is not possible to generate a palindrome by inserting or deleting characters from "hello" up to 2 times

Explanation

After all operations, the set will have 40 distinct palindromic strings, including:

* Single-character palindromes like "a".
* Multi-character palindromes like "racecar".

The smallest lexicographically palindrome will be "a".

Question -13

Problem Title: kingdom of Numeria Difficulty Level: Medium

In the kingdom of Numeria, wealth fluctuated across villages, creating unrest. To restore stability, King Algo summoned his trusted advisor, Sir Codewell, with a challenge:

"Find the smallest possible maximum wealth difference among any K contiguous villages!"

Sir Codewell knew brute force wouldn’t work—he needed a smart, efficient approach. With careful calculations, he searched for the most balanced segment among N villages.

Would he succeed in restoring harmony, or would Numeria remain in chaos? The kingdom’s fate

rested on his solution...

The first line of input conains an integer N representing the number of elements in the array.

The second line of input contains an array arr of length N containing integers separated by space.

The third line of input contains an integer K representing the size of the subarray.

Print an integer representing the smallest maximum difference among all contiguous subarrays of size k.

1 ≤ N ≤ 10^5

−10^6 ≤ arr[i] ≤ 10^6

1 ≤ K ≤ N

Explanation

The possible contiguous subarrays of size k = 3 are:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [8, | 3, | 9] → | Max | difference | = 9 | - | 3 | = | 6 |
| [3, | 9, | 1] → | Max | difference | = 9 | - | 1 | = | 8 |
| [9, | 1, | 6] → | Max | difference | = 9 | - | 1 | = | 8 |

[1, 6, 5] → Max difference = 6 - 1 = 5

The smallest maximum difference is 5, achieved by the subarray [6, 5, 1].

Explanation

Each pair has a difference of 10, which is the smallest possible.

Question -14

Problem Title: number of palindromic substrings

Difficulty Level: Easy

You are given a string S of length N, consisting of lowercase English letters. Your task is to partition the string into the minimum number of palindromic substrings while also minimizing the cost of partitioning.

The cost of partitioning is defined as the sum of ASCII values of the characters at both ends of each cut. If multiple ways exist to achieve the minimum number of palindromic partitions, select the one with the lowest cost.

Return the minimum cost required to partition the string. If the string is already a palindrome, return 0.

The first and only line of input contains a String S.

Return the minimum cost required to partition the string. If the string is already a palindrome, return 0.

1 ≤ N ≤ 10^4

S consists of lowercase English letters only.

Explanation

The partition happens at three points, adding the ASCII values of the characters at the split positions:

Between "a" | "bcb" → Characters: 'a' and 'b'

|  |  |  |  |
| --- | --- | --- | --- |
| ASCII('a')  ASCII('b') | = | 97 |  |
| Cost = 97 + 98 = 195 |  | = | 98 |
| Between "bcb"  |  "d" →  Characters: 'b' and 'd' ASCII('b') | = | 98 |  |
| ASCII('d')  Cost = 98 + 100 = 198 |  | = | 100 |
| Between "d"  |  "a" →  Characters: 'd' and 'a' ASCII('d') | = | 100 |  |
| ASCII('a')  Cost = 100 + 97 = 197 |  | = | 97 |

Total Partition Cost: 195 + 198 + 197 = 590

Explanation

The string is already a palindrome, so no partitions is required.

Question -15

Problem Title: Independent tasks

Difficulty Level: Medium

You are given N tasks, each with a required time time[i] and a dependency condition. There are some conditions given called as dependencies, where each element (a, b) means that task b cannot start until task a is completed.

You need to determine the minimum time required to complete all tasks given that:

* You can work on multiple independent tasks simultaneously.
* A task can only start when all its dependencies are met.

The first line contains an integer N, representing the number of tasks.

The second line contains an array time of size N where time[i], represents the time required to complete the i-th task.

The third line contains an integer M, representing the number of dependency relations.

The next M lines, each line contains two space-separated integers a b, representing a dependency where task a must be completed before task b

Print a single integer representing the minimum time required to complete all tasks.

1 ≤ N ≤ 10^5

1 ≤ time[i] ≤ 1000

0 ≤ M ≤ 10^5

1. ≤ a, b < N

Explanation

Task 0 takes 2 units of time.

Task 1 and 2 can start only after 0, finishing at max(2 + 3, 2 + 1) = 5.

Task 3 starts after both 1 and 2, finishing at max(5 + 4) = 9.

Task 4 is independent and takes 2 units of time, but since it can run in parallel, the answer is max(9, 2) = 9.

Explanation

Step-by-step Explanation:

Task 0 takes 5 units of time.

Task 1 starts after 0 and takes 2 → (5 + 2 = 7)

Task 2 starts after 0 and takes 6 → (5 + 6 = 11)

Task 3 starts after 1 and takes 3 → (7 + 3 = 10)

Task 4 starts after 2 and takes 4 → (11 + 4 = 15)

Task 5 starts after 3 and takes 8 → (10 + 8 = 18)

Question -16

Problem Title: Robot Commands

Difficulty Level: Medium

In a futuristic world, a groundbreaking robot named RoboLex was built to interpret human instructions fed to it as strings. RoboLex's advanced programming allowed it to traverse the string character by character, identifying meaningful substrings that corresponded to actions.

For example, encountering the substring "run" made RoboLex sprint forward, "jump" caused it to leap over obstacles, and so on.

However, RoboLex had its flaws. A critical oversight was discovered when the

word "kill" appeared in the instruction string. This caused RoboLex to mistakenly attempt destructive behaviors—an action completely unintended by its creators, who envisioned it as a harmless assistant.

To address this flaw, RoboLex's creators devised a simple rule: if "kill" appeared as a substring in the instructions, RoboLex would halt all operations. Therefore, to ensure RoboLex worked efficiently, its creators needed to remove just enough characters from the instruction string to eliminate all occurrences of "kill" while preserving as many meaningful actions as possible.

Can you help its creators determine the longest possible instruction string that RoboLex can safely execute without encountering the forbidden substring?

The first line contains an integer N, the length of the instruction string.

The second line contains a string S of length N consisting of lower-case Latin letters (a to z).

Print a single integer, the length of the longest possible instruction string that RoboLex can safely execute without encountering the forbidden substring "kill".

1. <= N <= 10^5

Explanation

If we remove k from the string, there is no substring “kill”. The string becomes “abcillxyz” with length

9.

Explanation

There are two occurrences of “kill” in S, so we remove k from both, which is also the minimum characters needed to remove all occurrences of “kill” from S. The remaining string becomes illabcillxyz, length of which is 12.

Question -17

Problem Title: Encoding

Difficulty Level: Easy

Ram and Shyam have devised a new encoding scheme called "Reverse Mirror Encoding." In this system:

For letters 'a' to 'n', the code is their reverse position in the first half of the alphabet.

* Example: 'a' → n, 'b' → m, ..., 'n' →a.

For letters 'o' to 'z', the code is their reverse position in the second half of the alphabet followed by a #.

* Example: 'o#' → z, 'p#' → y, ..., y# → p, 'z#' → o.

Given a coded message S, determine the original decoded message Ram sent to Shyam.

The first and only line of input contains a single string S, representing the encoded message.

Print a single string, representing the decoded message.

1. <= |S| <= 10^3

Explanation

'u#' → 't'.

'j' → 'e'.

'l' → 'c'.

'g' → 'h'.

Decoded message: "tech".

Explanation

'm' → 'b'.

'j' → 'e'.

't#' → 'u'.

'a' → 'n'.

'v#' → 's'.

'u#' → 't'.

'z#' → 'o'.

'y#' → 'p'.

'y#' → 'p'.

'n' → 'a'.

'm' → 'b'.

'c' → 'l'.

'j' → 'e'.

Decoded message: "beunstoppable".

Question -18

Problem Title: Odd and Even

Difficulty Level: Medium

You are given a number N and asked to calculate X based on the following recurrence rules:

Base cases:

* If N = 0, then X = 5.
* If N = 1, then X = 3.

For N > 1, the recurrence is as follows:

* If N is odd, then X = (F(N-1) + F(N-2)) mod 998.
* If N is even, then X = (F(N-1) \* F(N-2)) mod 999.

Where F(N) represents the value of X for N calculated according to the above rules.

Task: Given a number N, help calculate X efficiently.

The first and only line of input contain a single integer N.

Print the value of X.

0 <= N <= 10^5

Explanation

Given N = 10, We need to calculate F[2], F[3], F[4], ... , F[9], such that F[10] = (F[9]

+ F[8]) mod 999, which will give answer = 675.

Explanation

Given N = 5, We need to calculate F[2], F[3] and F[4], such that F[5] = (F[4] + F[3]) mod 998, which will give answer = 288.

Question -19

Problem Title: Alice and Bob

Difficulty Level: Medium

Once upon a time, in a small village, there were two friends named Alice and Bob. They loved solving puzzles together. One day, Alice gave Bob a special task to help her solve a mystery involving strings.

Alice had a string T, a secret message, and Bob had a string S, which was a sequence of random letters. Bob had an interesting habit — every day, he would reverse the string he had

and then append the original string S to the reversed string. Alice was curious to know on which day the secret message T would first appear as a subsequence in Bob's growing string.

For example, if S was “abc”, Bob would start with “abc” on the first day. The next day, he would reverse “abc” to get “cba” and append “abc” again, so his string would become “cbaabc”. On the third day, Bob would reverse “cbaabc” to get “cbacba” and then append “abc” again, resulting in “cbacbaabc”.

Alice, being a curious mind, wanted to know the first day on which her secret message T would show up as a subsequence in Bob’s string. Bob kept repeating his string- reversing and appending process every day, but Alice couldn’t keep track of when exactly her message would appear.

The first line of the input contains Bob's string S.

The second line of the input contains Alice's string T.

Output a single integer, representing the number of days when Alice's string will be a subsequence of Bob's string for the first time.

1 <= |S| and |T| <= 10^3

String T contain characters that are present in S.

Explanation

Day 1: The string Bob has is "abcd". We check if "cba" is a subsequence of "abcd". It’s not, because

the characters "cba" do not appear in that order. So, on Day 1, "cba" is not a subsequence.

Day 2: Bob reverses "abcd" to "dcba" and appends S, forming "dcbaabcd". We check if "cba" is a subsequence of "dcbaabcd". It’s still not, because the order "cba" does appear in the string. So, on Day 2, "cba" is a subsequence.

Explanation

Day 1: The string Bob has is S = "jabgi". We check if "gij" is a subsequence of "jabgi". It’s not, because

we cannot find "gij" in that order.

Day 2: Bob reverses "jabgi", which becomes "igbaj", and appends S again, forming "igbajjabgi". We check if "gij" is a subsequence of "igbajjabgi". This still isn’t true.

Day 3: Bob reverses "igbajjabgi", forming "igbajjabgi" again, and appends S, resulting in "igbajjabgijabgi". We check if "gij" is a subsequence of "igbajjabgijabgi". It is, so on Day 3, "gij" becomes a subsequence.

Easy

1. Collecting Baskets

Problem Statement:

There is a long stretch of market stalls. Each stall has a certain number of fruit baskets. You start at the first stall and can only move forward. At every step, you are allowed to pick up baskets from that stall—but there’s a twist.

You can only collect baskets in increasing order of quantity (strictly). That means, if the last basket you collected had X baskets, you can only pick a basket with more than X baskets next.

You want to know the maximum number of baskets you can collect following this rule.

Input Format:

* + First line contains an integer N, the number of stalls.
  + Second line contains N integers separated by space, where each integer A[i] denotes the number of baskets at the i-th stall.

Output Format:

* + A single integer — the maximum number of baskets you can collect in increasing order.

Sample Input 1:

6

1 3 2 5 4 6

Sample Output 1:

4

Explanation:

One of the longest increasing sequences: 1 → 2 → 4 → 6. Total baskets = 4.

Sample Input 2:

5

5 4 3 2 1

Sample Output 2:

1

Explanation:

Only one basket can be collected at most, since all are in decreasing order.

Test Cases Input 1

1

10

Output 1

1

Input 2

3

1. 3 3

Output 2

1

Input 3

6

1 2 3 4 5 6

Output 3

6

Input 4

5

7 7 7 7 7

Output 4

1

Input 5

8

10 22 9 33 21 50 41 60

Output 5

5

Input 6

6

1 3 2 4 3 5

Output 6

4

Input 7

10

100 90 80 70 60 50 40 30 20 10

Output 7

1

Input 8

7

2 4 6 8 10 12 14

Output 8

7

Code

def max\_baskets(arr):

from bisect import bisect\_left

# This will store the smallest tail of all increasing subsequences # with different lengths.

tails = []

for basket in arr:

pos = bisect\_left(tails, basket) if pos == len(tails):

tails.append(basket) else:

tails[pos] = basket

return len(tails)

# Read input

n = int(input())

arr = list(map(int, input().split()))

# Print output print(max\_baskets(arr))

1. Ticket Counter Time

Problem Statement:

There’s a single ticket counter and a line of people waiting. Each person needs a specific amount of

time to be served, which is represented by an array T.

The counter serves people in order, but here's the rule: the counter works in rounds. In each round, the person at the front gets served for 1 time unit, then goes to the back of the queue if their remaining time is more than 0.

You are given the time required for each person, and you are asked to calculate how many time units it will take before the K-th person (0-indexed) in the original queue completes their service.

Input Format:

* First line contains two integers N (number of people) and K (index of target person).
* Second line contains N space-separated integers, where T[i] is the total time required for the i-th person.

Output Format:

* A single integer — total time taken until the K-th person completes service.

Sample Input 1:

1. 2

1 2 3 4

Sample Output 1:

8

Explanation:

[1,2,3,4] → [2,3,4] after 1 (P0 done)

[2,3,4,1] → [3,4,1] after 1 (P1: 1 left)

[3,4,1,1] → [4,1,1] after 1 (P2: 2 left)

[4,1,1,2] → [1,1,2] after 1 (P3: 3 left)

[1,1,2,3] → [1,2,3] after 1 (P1 done)

[2,3] → [3,2] after 1 (P2: 1 left)

[2,1] → [1,1] after 1 (P3: 1 left)

[1] → P2 done after 1 more

Sample Input 2:

1. 0

5 1 1 1 1

Sample Output 2:

9

Test Cases Input 1

1 0

1

Output 1

1

Input 2

3 2

1 1 1

Output 2

3

Input 3

3 0

3 3 3

Output 3

7

Input 4

5 4

1 1 1 1 5

Output 4

9

Input 5

1. 2

3 3 1 3 3 3

Output 5

3

Input 6

5 2

2 2 2 2 2

Output 6

8

Input 7

5 2

10 2 3 1 1

Output 7

10

Input 8

4 3

1 1 1 5

Output 8

8

Code

from collections import deque

def ticket\_counter\_time(n, k, times):

queue = deque([(i, t) for i, t in enumerate(times)]) total\_time = 0

while queue:

idx, time\_left = queue.popleft() time\_left -= 1

total\_time += 1

if time\_left == 0:

if idx == k:

return total\_time else:

queue.append((idx, time\_left))

return -1 # Should never reach here if input is valid

# Read input

n, k = map(int, input().split())

times = list(map(int, input().split()))

# Output result print(ticket\_counter\_time(n, k, times))

1. Repeating Pairs

Problem Statement:

You are given a string S. Your task is to count how many distinct pairs of characters occur more than once as consecutive characters in the string.

A "pair" means two characters next to each other. Pairs are considered the same if they have the same characters in the same order (e.g., ab and ab are the same, ab and ba are different).

Input Format:

* + A single line containing a string S.

Output Format:

* + Print a single integer — the number of distinct character pairs that appear more than once as consecutive characters.

Sample Input 1: ababcabc

Sample Output 1:

2

Explanation: Consecutive pairs:

ab, ba, ab, bc, ca, ab, bc ab occurs 3 times

bc occurs 2 times

Output = 2 (pairs ab and bc)

Sample Input 2: aaaa

Sample Output 2:

1

Test Cases Input 1 abcdef Output 1

0

Input 2 a

Output 2

0

Input 3 abababa Output 3

2

Input 4 abcabcabc Output 4

3

Input 5 aaaaaa Output 5

1

Input 6 abcdefg Output 6

0

Input 7 abababab Output 7

2

Input 8 z

Output 8

0

Code

from collections import defaultdict

def count\_repeating\_pairs(s): pair\_count = defaultdict(int)

for i in range(len(s) - 1): pair = s[i] + s[i + 1] pair\_count[pair] += 1

# Count pairs that appear more than once

return sum(1 for count in pair\_count.values() if count > 1)

# Read input

s = input().strip()

# Output result print(count\_repeating\_pairs(s))

1. Most Frequent Character After Cleanup

Problem Statement:

You are given a string S that may contain:

* + Lowercase letters (a-z)
  + Uppercase letters (A-Z)
  + Digits (0-9)
  + Special characters (punctuation, symbols, whitespace, etc.) Your task is to:

1. Remove all non-alphabetic characters (digits, special characters, whitespace).
2. Ignore case — that is, treat A and a as the same.
3. Find the most frequent alphabetic character in the cleaned string.

If multiple characters have the same maximum frequency, return the one that comes first in alphabetical order.

Input Format:

* + A single line containing a string S.

Output Format:

* + A single lowercase letter — the most frequent alphabetic character (after cleanup).

Sample Input 1:

Hello, World! 123

Sample Output 1:

l Explanation:

Cleaned string: helloworld → Frequencies: h:1, e:1, l:3, o:2, w:1, r:1, d:1

Most frequent: l

Sample Input 2: A@aaBBccC1234# Sample Output 2:

a

Test Cases Input 1 aaBBccC Output 1 c

Input 2 aaBBccCaa Output 2

a

Input 3 AAAAaaaaAAAaaa!!!@@@ Output 3

a

Input 4

xxYYzz!! Output 4 x

Input 5 QWERTYQWERTY

Output 5 e

Input 6

!!!@@@###bbb%%%^^^ Output 6

b

Input 7 aAbBcCdDeEfFgGhHiIjJkKlLmMnNoOpPqQrRsStTuUvVwWxXyYzZ1234567890!@#$ Output 7

a

Input 8 z

Output 8 z

Code

from collections import defaultdict

def most\_frequent\_letter(s): freq = defaultdict(int)

for char in s:

if char.isalpha(): # Only consider alphabetic characters char = char.lower()

freq[char] += 1

if not freq:

return "No alphabetic characters" # No alphabetic characters

# Find the character with highest frequency, break ties by alphabetical order max\_freq = max(freq.values())

result = min([ch for ch in freq if freq[ch] == max\_freq]) print(result)

# Read input

s = input().strip() most\_frequent\_letter(s)

1. Lonely Light

Problem Statement:

In a row of street lights, only one light is faulty — it flickers only when it receives power an odd number of times.

You are given an array of integers, where each integer represents the ID of a street light that received power. Every light gets powered an even number of times — except for one faulty light that was powered an odd number of times.

Your task is to find the ID of that faulty street light.

Input Format:

* + First line contains an integer N — the number of entries.
  + Second line contains N space-separated integers representing the light IDs that received power.

Output Format:

* + A single integer — the ID of the faulty light.

Sample Input 1:

5

1 2 3 2 1

Sample Output 1:

3

Explanation:

1. appears twice, 2 appears twice, 3 appears once → faulty = 3

Sample Input 2:

7

5 7 5 4 7 9 4

Sample Output 2:

9

Test Cases Input 1

1

42

Output 1

42

Input 2

7

4 5 6 5 4 7 7

Output 2

6

Input 3

3

10 20 10

Output 3

20

Input 4

9

8 3 8 6 3 2 2 5 5

Output 4

6

Input 5

11

9 10 10 12 13 9 13 15 15 12 11

Output 5

11

Input 6

7

11 12 13 11 12 13 14

Output 6

14

Input 7

5

5 6 7 6 5

Output 7

7

Input 8

3

1000 2000 1000

Output 8

2000

Code

def find\_faulty\_light(arr): result = 0

for num in arr:

result ^= num # XOR cancels out pairs return result

# Read input

n = int(input())

arr = list(map(int, input().split()))

# Output result print(find\_faulty\_light(arr))

1. Sum of Array Pairs

Problem Statement:

You are given an array of integers. Your task is to find all unique pairs of integers in the array whose sum is equal to a given target value.

Input Format:

* + The first line contains an integer n (1 ≤ n ≤ 1000), the number of elements in the array.
  + The second line contains n space-separated integers, representing the elements of the array.
  + The third line contains an integer target, representing the sum you need to find pairs for.

Output Format:

* + Output all unique pairs of integers whose sum equals the given target.
  + Each pair should be printed on a new line, with the two integers separated by a space.
  + If no such pairs exist, print No pairs found.

Sample Input 1:

6

1 4 2 3 3 5

6

Sample Output 1:

1 5

1. 4
2. 3

Sample Input 2:

5

10 20 30 40 50

100

Sample Output 2: No pairs found

Test Cases Input 1

1

5

10

Output 1

No pairs found

Input 2

4

2 2 2 2

4

Output 2

2 2

Input 3

8

3 1 4 5 6 2 7 9

10

Output 3

1 9

3 7

1. 6

Input 4

4

1 2 3 4

10

Output 4

No pairs found

Input 5

6

1. 1 3 7 2 4

8

Output 5

1 7

3 5

Input 6

5

-1 -2 3 4 5

3

Output 6

-2 5

-1 4

Input 7

6

3 3 3 3 3 3

6

Output 7

3 3

Input 8

1

5

10

Output 8

No pairs found

Code

def find\_pairs(arr, target):

seen = set() # To keep track of elements we've already visited result = set() # To store unique pairs

for num in arr:

complement = target - num if complement in seen:

# To ensure pairs are added in a sorted order (for uniqueness) result.add(tuple(sorted((num, complement))))

seen.add(num)

if result:

for pair in sorted(result): print(pair[0], pair[1])

else:

print("No pairs found")

# Reading input

n = int(input()) # Number of elements in the array

arr = list(map(int, input().split())) # The array of integers target = int(input()) # The target sum

# Calling the function to find and print pairs find\_pairs(arr, target)

1. Count Set Bits in an Integer

Problem Statement:

Given a non-negative integer n, your task is to count the number of set bits (1s) in its binary representation.

Input Format:

* + A single line containing the integer n (0 ≤ n ≤ 10⁹)

Output Format:

* + Print the number of set bits in n.

Sample Input 1:

5

Sample Output 1:

2

Explanation:

Binary of 5 = 101, which has two 1s.

Sample Input 2:

15

Sample Output 2:

4

Explanation:

Binary of 15 = 1111, which has four 1s.

Test Cases Input 1

0

Output 1

0

Input 2

64

Output 2

1

Input 3

255

Output 3

8

Input 4

254

Output 4

7

Input 5

164

Output 5

3

Input 6

128

Output 6

1

Input 7

42

Output 7

3

Input 8

1024

Output 8

1

Code

def count\_set\_bits(n): count = 0

while n:

n &= (n - 1) # clears the lowest set bit count += 1

print(count)

# Input parsing n = int(input())

count\_set\_bits(n)

1. Weighted Digit Power Sum

Problem Statement:

A number is considered digit-power-weighted if the sum of its digits raised to their position from left to right, multiplied by their position, results in a unique score.

Given a positive integer n, calculate its weighted digit power sum using the formula:

For a number with digits d₁ d₂ ... dₖ, compute: d₁^1 \* 1 + d₂^2 \* 2 + d₃^3 \* 3 + ... + dₖ^k \* k Return the final value of this computation.

Input Format:

* + A single line containing the integer n (0 ≤ n ≤ 10⁹)

Output Format:

A single integer – the weighted digit power sum.

Sample Input 1:

321

Sample Output 1:

14

Explanation:

Digits: 3 2 1

* + 3^1 \* 1 = 3
  + 2^2 \* 2 = 4 \* 2 = 8
  + 1^3 \* 3 = 1 \* 3 = 3

Total = 3 + 8 + 3 = 14

Sample Input 2:

245

Sample Output 2:

409

Explanation:

* + 2^1 × 1 = 2
  + 4^2 × 2 = 16 × 2 = 32
  + 5^3 × 3 = 125 × 3 = 375

Sum = 2 + 32 + 375 = 409

Corrected Output: 409

Test Cases Input 1

7

Output 1

7

Input 2

111

Output 2

6

Input 3

1

Output 3

1

Input 4

222

Output 4

34

Input 5

123

Output 5

90

Input 6

321

Output 6

14

Input 7

406

Output 7

652

Input 8

105

Output 8

376

Code

def weighted\_digit\_power\_sum(n): s = str(n)

total = 0

for i, ch in enumerate(s): digit = int(ch)

power = digit \*\* (i + 1) total += power \* (i + 1)

print(total)

# Read input

n = int(input()) weighted\_digit\_power\_sum(n)

1. Chef’s Energy Boost Plan

Problem Statement:

Chef Rahul has recently taken a pledge to improve his health. Every morning, he drinks different fruit smoothies lined up in a long queue at his smoothie bar. Each smoothie has a certain energy value, which can be positive (if it boosts his energy) or negative (if it's a detox smoothie that lowers it).

Chef wants to figure out which k-day stretch of smoothies gives him the maximum total energy. He can only pick a consecutive sequence of k smoothies.

You must help Chef find the maximum energy he can gain in any stretch of k consecutive days.

Input Format:

* + First line: Two integers n (number of days/smoothies) and k (length of stretch)
  + Second line: n space-separated integers representing the energy values of the smoothies.

Output Format:

A single integer – the maximum total energy Chef can gain from any k consecutive smoothies.

Sample Input 1:

1. 6

1 2 3 4 5 6

Sample Output 1:

21

Sample Input 2:

5 2

-1 -2 -3 -4 -5

Sample Output 2:

-3

Test Cases Input 1

1 1

5

Output 1

5

Input 2

5 3

1 2 3 4 5

Output 2

12

Input 3

6 2

-1 -2 -3 -4 -5 -6

Output 3

-3

Input 4

1. 4

3 -1 2 -5 4 6 -2

Output 4

7

Input 5

1. 3

1 -1 2 -2 3 -3 4 -4

Output 5

4

Input 6

6 3

10 9 8 -1 -2 -3

Output 6

27

Input 7

6 2

-1 -2 -3 4 5 6

Output 7

11

Input 8

1. 5

2 2 2 2 2 2 2 2 2

Output 8

10

Code

def max\_energy\_window(n, k, energy): window\_sum = sum(energy[:k]) max\_sum = window\_sum

for i in range(k, n):

window\_sum += energy[i] - energy[i - k] max\_sum = max(max\_sum, window\_sum)

return max\_sum

# Read input

n, k = map(int, input().split())

energy = list(map(int, input().split())) print(max\_energy\_window(n, k, energy))

1. Lucky Locker Code Problem Statement:

An ancient locker in a treasure vault opens only when you enter a "Lucky Code". A number is considered lucky if the sum of its digits is a multiple of 4.

You're given a number N. Your task is to find the smallest integer greater than or equal to N which is a lucky code.

Input Format:

* + One line containing an integer N (1 ≤ N ≤ 10⁶)

Output Format:

* + A single integer – the smallest lucky code ≥ N.

Sample Input 1:

100

Sample Output 1:

103

Explanation:

Sum of digits of 100 → 1 → not a multiple of 4

101 → 1 + 0 + 1 = 2 → No

102 → 1 + 0 + 2 = 3 → No

103 → 1 + 0 + 3 = 4 → Correct

Sample Input 2:

1234

Sample Output 2:

1236

Test Cases Input 1

1

Output 1

4

Input 2

16

Output 2

17

Input 3

9999

Output 3

9999

Input 4

256

Output 4

259

Input 5

1006

Output 5

1007

Input 6

2017

Output 6

2019

Input 7

10

Output 7

13

Input 8

45

Output 8

48

Code

def is\_lucky(n):

return sum(int(d) for d in str(n)) % 4 == 0

def find\_lucky\_code(n):

while not is\_lucky(n): n += 1

return n

# Read input

n = int(input()) print(find\_lucky\_code(n))

1. The River Crossing - Find a Pair of Rocks with a Specific Problem Statement:

In a small village by the river, the villagers are crossing a stream using rocks. The rocks are placed at varying distances from each other along the riverbank. A young boy wants to cross the river, but he is only allowed to jump between rocks that are at a specific distance apart. You are tasked with helping the boy identify all the pairs of rocks where the difference between their positions equals a given distance.

Input Format:

* + The first line contains an integer n (1 ≤ n ≤ 1000), the number of rocks placed along the river.
  + The second line contains n integers rocks[0], rocks[1], ..., rocks[n-1] (1 ≤ rocks[i] ≤ 10^6),

representing the positions of the rocks in sorted order.

* + The third line contains an integer target\_distance (1 ≤ target\_distance ≤ 10^6), the distance

between the rocks the boy can jump.

Output Format:

* + For each pair of rocks whose difference in positions equals the target\_distance, print the pair on a new line as (rock1, rock2).
  + If no such pairs exist, print No pairs found.

Sample Input 1:

6

1 3 5 7 9 11

2

Sample Output 1:

(1, 3)

(3, 5)

(5, 7)

(7, 9)

(9, 11)

Sample Input 2:

5

2 4 6 8 10

5

Sample Output 2: No pairs found

Test Cases Input 1

5

2 4 6 8 10

3

Output 1

No pairs found Input 2

4

1 3 5 7

4

Output 2

(1, 5)

(3, 7)

Input 3

6

1 3 5 7 9 11

2

Output 3

(1, 3)

(3, 5)

(5, 7)

(7, 9)

(9, 11)

Input 4

7

1 2 3 4 5 6 7

1

Output 4

(1, 2)

(2, 3)

(3, 4)

(4, 5)

(5, 6)

(6, 7)

Input 5

7

5 1 10 8 6 4 3

2

Output 5

No pairs found

Input 6

5

10 15 20 25 30

5

Output 6

(10, 15)

(15, 20)

(20, 25)

(25, 30)

Input 7

6

1 2 3 4 5 6

1

Output 7

(1, 2)

(2, 3)

(3, 4)

(4, 5)

(5, 6)

Input 8

1

100

5

Output 8

No pairs found

Code

def find\_pairs\_with\_distance(rocks, target\_distance): left = 0

right = 1 pairs = []

while right < len(rocks):

current\_diff = rocks[right] - rocks[left]

if current\_diff == target\_distance: pairs.append((rocks[left], rocks[right])) left += 1

right = left + 1 # Reset the right pointer to one step ahead of the left elif current\_diff < target\_distance:

right += 1 else:

left += 1

if left == right:

right += 1

if not pairs:

print("No pairs found") else:

for pair in pairs:

print(f"({pair[0]}, {pair[1]})")

# Example usage

if name == " main ": # Sample Input 1

n = int(input()) # Number of rocks

rocks = list(map(int, input().split())) # List of rock positions

target\_distance = int(input()) # The target distance

# Call the function to find pairs find\_pairs\_with\_distance(rocks, target\_distance)

1. Undo the Typos Problem Statement:

Sara is writing her college essay in a simple text editor that only supports typing lowercase alphabets and undoing the last letter using the backspace key (represented by #). She types a sequence of characters, and for every #, the last typed character (if any) gets removed.

Can you help her figure out the final text after all typing and backspaces?

Input Format:

* + A single line string s (1 ≤ |s| ≤ 10^5), consisting of lowercase letters and the # character. Output Format:
  + A single line containing the final string after processing all characters.

Sample Input 1: abc#d##

Sample Output 1: a

Sample Input 2: a#bc##d

Sample Output 2: d

Test Cases Input 1 ##abc Output 1

abc

Input 2 hello Output 2 hello

Input 3 abc###xyz Output 3 xyz

Input 4 helloworld Output 4 helloworld

Input 5 a#b#c#d#e Output 5

e

Input 6 abc##de# Output 6 Ad

Input 7 a#bc#d#efg#h#

Output 7 bef

Input 8 a#b#c#d#e#f#z Output 8

z

Code

def process\_typing(s): stack = []

for ch in s:

if ch == '#':

if stack:

stack.pop() else:

stack.append(ch) return ''.join(stack)

# Example usage:

if name == " main ": s = input().strip() print(process\_typing(s))

1. Balanced Boxes Problem Statement:

A warehouse robot is stacking boxes represented by opening [ and closing ] brackets. It follows a sequence of commands, where:

* + [ means it places a box on the stack.
  + ] means it removes the top box (only if there is one).

Your job is to determine whether the robot has stacked and unstacked the boxes correctly. That is, every opening [ must have a corresponding closing ], and the order must be valid.

Input Format:

* + A single line string s consisting only of the characters [ and ].
  + Length: 1 ≤ |s| ≤ 10^5

Output Format:

* + Print "Balanced" if all boxes are stacked and unstacked properly.
  + Otherwise, print "Unbalanced".

Sample Input 1: [[]]

Sample Output 1: Balanced

Sample Input 2:

][][

Sample Output 2: Unbalanced

Test Cases Input 1

[]

Output 1 Balanced

Input 2 [[[]]]

Output 2 Balanced

Input 3

][

Output 3 Unbalanced

Input 4 [[[]]

Output 4 Unbalanced

Input 5 []][[]

Output 5 Unbalanced

Input 6 [[[[[]]]]]

Output 6 Balanced

Input 7 [][[[[]]]]

Output 7 Balanced

Input 8

]]]]

Output 8

Unbalanced

Code

def is\_balanced\_boxes(s): stack = []

for ch in s:

if ch == '[':

stack.append(ch) elif ch == ']':

if not stack:

return "Unbalanced" stack.pop()

return "Balanced" if not stack else "Unbalanced"

# Example usage

if name == " main ": s = input().strip() print(is\_balanced\_boxes(s))

Medium

1. The Thief of Time Problem Statement:

In the ancient kingdom of Chronosia, there exists a legendary thief named Kael who can steal time from time crystals. Each time crystal has a time value and a steal time (how long it takes to steal from it). Kael has T minutes before the royal guards catch him. His goal is to maximize the amount of time he can steal from the available crystals before he gets caught.

Each crystal can only be stolen once and stealing must be completed fully to obtain the time value.

Kael decides to steal from the most "efficient" crystals first, where efficiency is defined as the highest time value per unit of steal time. Help Kael make the optimal choice.

Input Format:

* + The first line contains an integer N — the number of time crystals.
  + The second line contains an integer T — the total time Kael has before the guards arrive.
  + The next N lines each contain two integers vi and ti — value of time (vi) and time to steal (ti) for each crystal.

Output Format:

* + Print a single integer — the maximum total value of time Kael can steal before getting caught.

Sample Input 1:

4

10

60 2

100 4

120 6

30 1

Sample Output 1:

190

Sample Input 2:

3

5

50 3

70 4

30 2

Sample Output 2:

70

Test Cases Input 1

0

100

Output 1

0

Input 2

3

0

100 1

200 2

300 3

Output 2

0

Input 3

3

1000000000

10000 10000

10000 10000

10000 10000

Output 3

30000

Input 4

5

15

50 5

60 4

70 6

80 3

30 2

Output 4

240

Input 5

4

10

100 5

200 10

150 7

50 2

Output 5

200

Input 6

3

4

10 5

100 4

5 1

Output 6

100

Input 7

3

1

100 2

200 3

300 4

Output 7

0

Input 8

3

6

100 2

150 2

120 2

Output 8

370

Code

def max\_stolen\_time\_value(n, t, crystals): # Sort by value per time descending

crystals.sort(key=lambda x: x[0] / x[1], reverse=True)

total\_value = 0 remaining\_time = t

for value, steal\_time in crystals:

if steal\_time <= remaining\_time:

total\_value += value remaining\_time -= steal\_time

else:

continue

return total\_value

# Input reading

if name == " main ": n = int(input())

t = int(input())

crystals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_stolen\_time\_value(n, t, crystals))

1. The Thief of Time

Problem Statement:

There’s a single ticket counter and a line of people waiting. Each person needs a specific amount of

time to be served, which is represented by an array T.

The counter serves people in order, but here's the rule: the counter works in rounds. In each round, the person at the front gets served for 1 time unit, then goes to the back of the queue if their remaining time is more than 0.

You are given the time required for each person, and you are asked to calculate how many time units it will take before the K-th person (0-indexed) in the original queue completes their service.

Input Format:

* First line contains two integers N (number of people) and K (index of target person).
* Second line contains N space-separated integers, where T[i] is the total time required for the i-th person.

Output Format:

* A single integer — total time taken until the K-th person completes service.

Sample Input 1:

4 2

1 2 3 4

Sample Output 1:

8

Explanation:

[1,2,3,4] → [2,3,4] after 1 (P0 done)

[2,3,4,1] → [3,4,1] after 1 (P1: 1 left)

[3,4,1,1] → [4,1,1] after 1 (P2: 2 left)

[4,1,1,2] → [1,1,2] after 1 (P3: 3 left)

[1,1,2,3] → [1,2,3] after 1 (P1 done)

[2,3] → [3,2] after 1 (P2: 1 left)

[2,1] → [1,1] after 1 (P3: 1 left)

[1] → P2 done after 1 more

Sample Input 2:

5 0

5 1 1 1 1

Sample Output 2:

9

Test Cases Input 1

1 0

1

Output 1

1

Input 2

1. 2

1 1 1

Output 2

3

Input 3

3 0

3 3 3

Output 3

7

Input 4

5 4

1 1 1 1 5

Output 4

9

Input 5

6 2

3 3 1 3 3 3

Output 5

3

Input 6

5 2

2 2 2 2 2

Output 6

8

Input 7

5 2

10 2 3 1 1

Output 7

10

Input 8

1. 3

1 1 1 5

Output 8

8

Code

def max\_stolen\_time\_value(n, t, crystals): # Sort by value per time descending

crystals.sort(key=lambda x: x[0] / x[1], reverse=True)

total\_value = 0 remaining\_time = t

for value, steal\_time in crystals:

if steal\_time <= remaining\_time:

total\_value += value remaining\_time -= steal\_time

else:

continue

return total\_value

# Input reading

if name == " main ": n = int(input())

t = int(input())

crystals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_stolen\_time\_value(n, t, crystals))

1. Festival of Lanterns

Problem Statement:

In the kingdom of Lumora, every year a lantern festival is held where participants light floating lanterns along a river. Each lantern must be lit and launched at a specific time interval, and each one brings a certain amount of joy to the crowd.

The Grand Organizer can only allow one lantern to be launched at any given second (due to narrow river constraints). You're given N lanterns, each with:

* + A deadline (the latest second it can be launched),
  + A joy value.

Your task is to select the subset of lanterns to maximize total joy, ensuring no two lanterns are launched at the same time, and each is launched on or before its deadline.

This is a classic Greedy + Priority Queue problem (variant of Job Scheduling with Deadlines).

Input Format:

* + First line: Integer N — number of lanterns.
  + Next N lines: Each line has two integers:
* di — deadline of the i-th lantern (1 ≤ di ≤ 10^5)
* ji — joy value of the i-th lantern

Output Format:

* + One integer — maximum total joy that can be obtained.

Sample Input 1:

5

1. 100

1 50

2 200

1 20

1. 300

Sample Output 1:

600

Explanation:

We can launch 3 lanterns (at most 1 per second):

* + Choose lanterns with highest joy but that can meet their deadline:
* Launch 300 at time 3
* Launch 200 at time 2
* Launch 100 at time 1

Total Joy = 300 + 200 + 100 = 600

Sample Input 2:

4

1 40

1. 50

2 30

1 70

Sample Output 2:

120

Test Cases Input 1

1

1 9999

Output 1

9999

Input 2

4

1 10

1 20

1 5

1 100

Output 2

100

Input 3

3

1 100

2 200

1. 300

Output 3

600

Input 4

6

1 5

2 20

2 30

2 25

3 50

3 90

Output 4

170

Input 5

4

1 10

2 10

3 10

1. 10

Output 5

40

Input 6

3

1. 100
2. 200
3. 300

Output 6

600

Input 7

5

2 10

2 20

2 30

2 40

2 50

Output 7

90

Input 8

5

1 10000

1 9000

1 8000

1 7000

1 6000

Output 8

10000

Code

import heapq

def max\_total\_joy(n, lanterns): # Sort lanterns by deadline

lanterns.sort(key=lambda x: x[0]) min\_heap = []

for deadline, joy in lanterns:

heapq.heappush(min\_heap, joy)

# If we have more lanterns than we can schedule by this deadline, remove the least joyful one if len(min\_heap) > deadline:

heapq.heappop(min\_heap)

return sum(min\_heap)

# Input Reading

if name == " main ":

n = int(input())

lanterns = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_total\_joy(n, lanterns))

1. The Merchant's Caravan Problem Statement:

A wealthy merchant is heading to the annual Golden Dunes Market, carrying items of different values and weights. His caravan can only carry a maximum weight W due to desert travel constraints.

He wants to maximize his profit by selecting the subset of items that can be carried without exceeding the total weight limit.

This is a 0/1 Knapsack-like greedy problem, but the twist is:

He can take fractions of an item if needed — i.e., this is the Fractional Knapsack Problem, solved greedily by value per unit weight.

Input Format:

* + First line: Two integers N and W
* N: number of items
* W: maximum weight capacity
  + Next N lines: Each line contains two integers:
* value and weight of the item

Output Format:

* + A single floating-point number — the maximum total value the merchant can carry.
  + Round off your answer to 2 decimal places.

Sample Input 1:

3 50

60 10

100 20

120 30

Sample Output 1:

240.00

Explanation:

Sort by value/weight:

* + 60/10 = 6.0
  + 100/20 = 5.0
  + 120/30 = 4.0

Pick:

* + 60 (10)
  + 100 (20)
  + Remaining capacity: 20 → take 2/3 of item worth 120 → value = 80

Total = 60 + 100 + 80 = 240.00

Sample Input 2:

1 1

100 2

Sample Output 2:

50.00

Test Cases Input 1

2 30

100 10

120 30

Output 1

220.00

Input 2

3 60

60 10

100 20

120 30

Output 2

280.00

Input 3

3 10

60 10

100 20

120 30

Output 3

60.00

Input 4

2 5

100 10

120 30

Output 4

50.00

Input 5

1. 10

10 1

20 2

30 3

40 4

Output 5

100.00

Input 6

3 50

500 50

400 40

300 30

Output 6

500.00

Input 7

1 2

100 4

Output 7

50.00

Input 8

1. 100

10 10

20 20

30 30

40 40

50 50

Output 8

100.00

Code

def max\_value(n, w, items):

items.sort(key=lambda x: x[0]/x[1], reverse=True) total\_value = 0.0

for value, weight in items:

if w == 0:

break

if weight <= w: total\_value += value w -= weight

else:

total\_value += value \* (w / weight) w = 0

return round(total\_value, 2)

# Driver code

if name == " main ":

n, w = map(int, input().split())

items = [tuple(map(int, input().split())) for \_ in range(n)] print(f"{max\_value(n, w, items):.2f}")

1. The Band Booking Problem

Problem Statement:

A music event organizer wants to schedule bands for a music marathon. Each band has a performance start time, end time, and a popularity score (which is equal to the number of tickets they help sell).

Due to logistical constraints, no two bands can perform at overlapping times. The goal is to select a subset of non-overlapping bands to maximize total popularity.

Input Format:

* + First line: Single integer N (number of bands)
  + Next N lines: Three integers per line:

o start\_time end\_time popularity

Output Format:

* + A single integer: the maximum total popularity achievable with non-overlapping performances

Sample Input 1:

4

1 3 50

2 5 60

4 6 70

1. 7 30

Sample Output 1:

150

Explanation:

Take band 1 (1-3) → pop 50

Skip band 2 (2-5) – overlaps

Take band 3 (4-6) → pop 70

Take band 4 (6-7) → pop 30

Total = 50 + 70 + 30 = 150

Sample Input 2:

4

1 3 50

2 5 60

4 6 70

6 7 30

Sample Output 2:

150

Test Cases Input 1

3

1 2 20

3 4 40

5 6 60

Output 1

120

Input 2

3

1 5 10

2 6 30

3 7 20

Output 2

30

Input 3

4

1 3 50

3 5 50

5 7 50

2 8 200

Output 3

200

Input 4

3

1 10 100

2 3 20

4 5 30

Output 4

100

Input 5

5

1 3 20

3 6 30

6 9 40

9 12 50

12 15 60

Output 5

200

Input 6

4

1 5 100

10 15 150

20 25 200

30 35 250

Output 6

700

Input 7

5

1 10 100

1 2 30

2 3 30

3 4 30

4 5 30

Output 7

120

Input 8

6

1 3 50

3 5 60

5 7 70

1. 9 80

9 11 90

11 13 100

Output 8

450

Code

import bisect

def max\_popularity(bands):

bands.sort(key=lambda x: x[1]) # Sort by end time end\_times = [band[1] for band in bands]

dp = [0] \* (len(bands) + 1)

for i in range(1, len(bands)+1):

start, end, pop = bands[i-1]

# Find last band that ends before current starts idx = bisect.bisect\_right(end\_times, start) - 1 dp[i] = max(dp[i-1], dp[idx+1] + pop)

return dp[-1]

# Driver

if name == " main ": n = int(input())

bands = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_popularity(bands))

1. The Conference Room Dilemma

Problem Statement:

You are given N meetings, each with a start time and end time. All meetings must be scheduled in conference rooms, and no two overlapping meetings can be in the same room.

Your task is to find the minimum number of rooms required to accommodate all meetings without overlap.

Input Format:

* + First line: Integer N (number of meetings)
  + Next N lines: Two integers — start end

Output Format:

* + A single integer — minimum number of rooms required

Sample Input 1:

4

0 30

1. 10

15 20

25 35

Sample Output 1:

2

Sample Input 2:

3

1 2

3 4

5 6

Sample Output 2:

1

Test Cases Input 1

4

1 10

1 10

1 10

1 10

Output 1

4

Input 2

5

1 4

2 5

3 6

1. 7
2. 8

Output 2

3

Input 3

4

1 2

2 3

3 4

4 5

Output 3

1

Input 4

3

1 10

2 10

3 10

Output 4

3

Input 5

5

1 10

2 3

3 4

4 5

5 6

Output 5

2

Input 6

6

1 5

2 6

5 7

6 8

7 9

1. 10

Output 6

2

Input 7

4

1 5

2 5

3 5

4 5

Output 7

4

Input 8

6

10 20

30 40

50 60

15 25

35 45

55 65

Output 8

2

Code

def min\_rooms(meetings):

start\_times = sorted([s for s, e in meetings]) end\_times = sorted([e for s, e in meetings])

start\_ptr = end\_ptr = 0 current\_rooms = max\_rooms = 0

while start\_ptr < len(meetings):

if start\_times[start\_ptr] < end\_times[end\_ptr]: current\_rooms += 1

max\_rooms = max(max\_rooms, current\_rooms) start\_ptr += 1

else:

current\_rooms -= 1

end\_ptr += 1

return max\_rooms

# Driver

if name == " main ": n = int(input())

meetings = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_rooms(meetings))

1. The Coupon Collector

Problem Statement:

You are at a store that offers coupons on N items. For each item, you are given:

* + The price of the item.
  + The discount if a coupon is used.

But… you only have K coupons, and each coupon can be applied to only one item.

Your task is to minimize the total cost of buying all items by using at most K coupons, where each coupon gives the full discount on one item.

Input Format:

* + First line: Two integers N and K
  + Next N lines: Two integers price discount

Output Format:

* + A single integer — minimum total cost after using coupons.

Sample Input 1:

5 2

100 20

200 50

150 30

120 60

80 10

Sample Output 1:

540

Explanation:

Use coupons on items with the maximum discount: 60 and 50

* + Prices: [100, 200, 150, 120, 80] → Total = 650
  + Apply coupons to items with discount 60 and 50 → Save 110
  + Final cost = 650 - 110 = 540

Sample Input 2:

3 0

100 50

200 100

150 75

Sample Output 2:

450

Test Cases Input 1

3 3

100 10

100 20

100 30

Output 1

240

Input 2

2 5

300 100

400 150

Output 2

450

Input 3

4 2

100 0

200 0

300 0

400 0

Output 3

1000

Input 4

3 2

100 100

200 200

300 300

Output 4

100

Input 5

1 0

999 888

Output 5

999

Input 6

128

Output 6

1

Input 7

6 3

100 5

100 10

100 15

100 20

100 25

100 30

Output 7

525

Input 8

6 3

100 5

100 10

100 15

100 20

100 25

100 20

Output 8

535

Code

def min\_total\_cost(n, k, items):

total\_price = sum(price for price, \_ in items) discounts = sorted((d for \_, d in items), reverse=True) total\_discount = sum(discounts[:k])

return total\_price - total\_discount

# Driver

if name == " main ":

n, k = map(int, input().split())

items = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_total\_cost(n, k, items))

1. Penalty-Free Submissions

Problem Statement:

You are a competitive programmer participating in a contest with N problems. Each problem has:

* + deadline: the latest time you can submit it without penalty.
  + penalty: the penalty incurred if you miss the deadline (if not done at all or submitted late). Each problem takes exactly 1 unit of time to solve, and you can only solve one problem per unit time.

Your goal is to maximize the total penalty avoided, i.e., pick problems in such a way that you solve the highest-penalty problems within their deadlines.

Input Format:

* + First line: Integer N – number of problems
  + Next N lines: Two integers deadline and penalty for each problem

Output Format:

A single integer – maximum total penalty you can avoid

Sample Input 1:

5

2 100

1 19

2 27

1 25

3 15

Sample Output 1:

142

Sample Input 2:

4

1 50

1 40

1 30

1 20

Sample Output 2:

50

Test Cases Input 1

3

1 10

2 20

3 30

Output 1

60

Input 2

4

1 10

1 20

1 30

1 40

Output 2

40

Input 3

5

1 5

2 50

3 15

2 20

3 25

Output 3

95

Input 4

6

2 10

2 20

2 30

2 40

2 50

2 60

Output 4

110

Input 5

3

10 100

1. 90

8 80

Output 5

270

Input 6

6

1 100

2 10

1 30

3 20

2 90

3 80

Output 6

270

Input 7

4

1 50

2 50

3 50

2 50

Output 7

150

Input 8

5

10000 1000000

9000 900000

8000 800000

7000 700000

6000 600000

Output 8

4000000

Code

def max\_penalty\_avoided(n, tasks):

tasks.sort(key=lambda x: -x[1]) # Sort by penalty descending max\_deadline = max(d for d, \_ in tasks)

slots = [False] \* (max\_deadline + 1) total = 0

for deadline, penalty in tasks: for t in range(deadline, 0, -1):

if not slots[t]: slots[t] = True total += penalty break

return total

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_penalty\_avoided(n, tasks))

1. Minimum Rooms Required

Problem Statement:

You are given N events, each with a start time and an end time. Your task is to determine the minimum number of rooms required to schedule all events without any overlap in a single room.

Each room can hold only one event at a time. Events are considered overlapping if one starts before another ends (i.e., inclusive).

Input Format:

* + First line: Integer N – number of events
  + Next N lines: Two integers start and end for each event (inclusive)

Output Format:

A single integer – minimum number of rooms required.

Sample Input 1:

5

0 30

5 10

15 20

35 45

25 40

Sample Output 1:

2

Sample Input 2:

4

0 5

6 10

11 15

16 20

Sample Output 2:

1

Test Cases Input 1

4

1 10

2 9

3 8

4 7

Output 1

4

Input 2

6

1 5

2 6

5 9

7 10

10 13

12 15

Output 2

3

Input 3

5

1 100

2 3

4 5

6 7

8 9

Output 3

2

Input 4

1

0 1

Output 4

1

Input 5

4

0 1

2 3

4 5

6 7

Output 5

1

Input 6

3

1 1

1 1

1 1

Output 6

3

Input 7

3

1 2

2 3

3 4

Output 7

2

Input 8

8

0 10

10 20

20 30

5 15

15 25

25 35

30 40

35 45

Output 8

3

Code

import heapq

def min\_rooms(events): events.sort() # Sort by start time min\_heap = []

for start, end in events:

if min\_heap and min\_heap[0] < start:

heapq.heappop(min\_heap) heapq.heappush(min\_heap, end)

return len(min\_heap)

# Driver

if name == " main ": n = int(input())

events = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_rooms(events))

1. Deadline-Focused Task Execution Problem Statement:

You are given N tasks. Each task takes a certain amount of time to complete and has a deadline. You can execute the tasks one after another, starting from time 0. Your goal is to complete the maximum number of tasks such that each task is finished on or before its deadline.

You can only work on one task at a time, and you must choose tasks wisely (greedy!) so you can finish as many as possible.

Input Format:

* + First line: Integer N – number of tasks
  + Next N lines: Two integers duration and deadline for each task Output Format:
  + A single integer – maximum number of tasks that can be completed on or before their deadlines

Sample Input 1:

5

3 9

2 8

1 9

2 15

5 12

Sample Output 1:

5

Sample Input 2:

3

2 5

1 3

2 6

Sample Output 2:

3

Test Cases Input 1

4

2 4

3 5

4 6

10 7

Output 1

2

Input 2

4

1 1

2 3

3 6

4 10

Output 2

4

Input 3

5

1 5

1 6

1 7

1 8

1 9

Output 3

5

Input 4

3

3 2

4 3

5 4

Output 4

0

Input 5

5

6 12

1 3

2 4

1 5

3 6

Output 5

4

Input 6

4

3 10

2 10

1 10

4 10

Output 6

4

Input 7

6

5 10

3 8

2 5

1 3

6 12

4 11

Output 7

4

Input 8

7

10 100

20 100

30 100

40 100

15 100

5 100

25 100

Output 8

5

Code

import heapq

def max\_tasks(tasks):

tasks.sort(key=lambda x: x[1]) # sort by deadline total\_time = 0

durations = []

for duration, deadline in tasks:

total\_time += duration heapq.heappush(durations, -duration) if total\_time > deadline:

total\_time += heapq.heappop(durations) # remove longest task

return len(durations)

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_tasks(tasks))

1. Charging Station Scheduling Problem Statement:

You're managing a charging station with K charging ports. There are N electric cars that want to charge. Each car arrives at a specific time and needs a specific duration to fully charge.

Your goal is to maximize the number of cars that can be charged, assuming:

* + A car can only start charging at or after its arrival time.
  + A port is immediately available after the last car using it finishes.
  + You can charge up to K cars simultaneously at any time.

Use a greedy algorithm to schedule cars so that the maximum number can finish charging.

Input Format:

* + First line: Two integers N (number of cars), K (number of ports)
  + Next N lines: Two integers arrival\_time and duration for each car

Output Format:

* + A single integer – the maximum number of cars that can be charged

Sample Input 1:

5 2

1 4

2 3

3 2

10 1

5 2

Sample Output 1:

4

Sample Input 2:

3 1

1 2

3 2

5 2

Sample Output 2:

3

Test Cases Input 1

4 2

1 2

3 2

5 2

7 2

Output 1

4

Input 2

4 1

1 5

2 5

3 5

4 5

Output 2

1

Input 3

3 3

1 5

1 5

1 5

Output 3

3

Input 4

5 2

1 4

2 3

3 2

10 1

5 2

Output 4

4

Input 5

4 2

1 2

2 2

10 1

11 1

Output 5

4

Input 6

6 2

1 3

2 2

3 2

4 2

5 2

6 2

Output 6

5

Input 7

10 2

1 2

1 2

1 2

1 2

1 2

3 2

3 2

3 2

5 2

5 2

Output 7

6

Input 8

6 2

1 1

2 1

3 1

4 1

5 1

6 1

Output 8

6

Code

import heapq

def max\_charged\_cars(cars, k):

# Sort cars by end time (arrival + duration) cars.sort(key=lambda x: x[0] + x[1])

ports = [] # Min-heap of end times count = 0

for arrival, duration in cars:

# Free up all ports where charging is done while ports and ports[0] <= arrival:

heapq.heappop(ports) if len(ports) < k:

heapq.heappush(ports, arrival + duration) count += 1

return count

# Driver

if name == " main ":

n, k = map(int, input().split())

cars = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_charged\_cars(cars, k))

1. Minimum Coins to Pay Problem Statement:

You are given an amount N and a list of M coin denominations. Your task is to find the minimum number of coins needed to make up that amount using the available denominations. You can use each coin type an unlimited number of times.

Input Format:

* + First line: Two integers N (target amount), M (number of denominations)
  + Second line: M integers – the coin denominations. Output Format:
  + A single integer – the minimum number of coins needed to make N

Sample Input 1:

49 6

1 2 5 10 20 50

Sample Output 1:

5

Explanation:

Use largest coins first:

* + 20 + 20 = 40
  + 5 = 45
  + 2 = 47
  + 1 + 1 = 49
  + Total: 5 coins

Sample Input 2:

49 6

1 2 5 10 20 50

Sample Output 2:

5

Test Cases Input 1

100 4

1 5 10 100

Output 1

1

Input 2

37 5

1 5 10 20 25

Output 2

4

Input 3

7 1

1

Output 3

7

Input 4

18 3

2 5 10

Output 4

3

Input 5

18 4

1 2 5 10

Output 5

4

Input 6

999 6

1 2 5 10 20 100

Output 6

17

Input 7

15 6

1 1 5 5 10 10

Output 7

2

Input 8

7 2

2 4

Output 8

2

Code

def min\_coins\_to\_pay(n, coins): coins.sort(reverse=True) count = 0

for coin in coins: while n >= coin:

n -= coin

count += 1 return count

# Driver

if name == " main ":

n, m = map(int, input().split()) coins = list(map(int, input().split())) print(min\_coins\_to\_pay(n, coins))

1. Job Sequencing for Maximum Profit Problem Statement:

You are given N tasks. Each task has a deadline and a reward. You can only do one task per day, and each task takes exactly one day. If a task is not completed on or before its deadline, you miss the reward.

Your goal is to maximize the total reward by selecting and scheduling tasks greedily.

Input Format:

* + First line: An integer N (number of tasks)
  + Next N lines: Two integers D and R per line (deadline and reward) Output Format:

A single integer – maximum total reward you can earn

Sample Input 1:

5

2 50

1 10

2 20

1 30

3 40

Sample Output 1:

120

Sample Input 2:

4

1 10

1 20

1 30

1 40

Sample Output 2:

40

Test Cases Input 1

4

1 10

2 20

3 30

4 40

Output 1

100

Input 2

6

2 50

2 60

2 70

2 40

2 30

2 20

Output 2

130

Input 3

3

3 15

2 10

1 20

Output 3

45

Input 4

5

1 10

2 10

3 10

2 10

1 10

Output 4

30

Input 5

5

1 100

2 10

2 10

3 10

3 10

Output 5

120

Input 6

1

1 1000

Output 6

1000

Input 7

4

10 100

11 200

12 300

13 400

Output 7

1000

Input 8

6

1 10

1 20

1 30

1 40

1 50

1 60

Output 8

60

Code

def find(parent, x): if parent[x] != x:

parent[x] = find(parent, parent[x]) return parent[x]

def union(parent, x, y): parent[find(parent, x)] = find(parent, y)

def max\_total\_reward(tasks):

tasks.sort(key=lambda x: -x[1]) # Sort by reward descending max\_deadline = max(d for d, \_ in tasks)

parent = [i for i in range(max\_deadline + 2)]

total\_reward = 0 for d, r in tasks:

available\_day = find(parent, d) if available\_day > 0:

total\_reward += r

union(parent, available\_day, available\_day - 1) return total\_reward

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_total\_reward(tasks))

Hard

1. Magical Paths in the Infinite Forest Problem Statement:

The Infinite Forest is a mystical place represented as a 2D grid. You start at the top-left cell (0, 0) and want to reach the bottom-right cell (N-1, M-1). Each cell contains a magical cost, which you must pay to enter that cell.

You can only move right or down at any point in time. But there's a twist.

There are some rare teleport tiles in the grid (identified by a value of -1). From a teleport tile, you can jump to any other teleport tile for free, without paying the cost of the destination teleport tile (but you must still have passed into the teleport tile you're jumping from).

Your goal is to find the minimum magical cost to travel from the start to the destination, considering both normal and teleportation moves.

Input Format:

* + The first line contains two integers N and M — the dimensions of the forest.
  + The next N lines contain M space-separated integers. Each cell contains:
* A positive integer denoting the cost of entering that cell, or
* -1 denoting a teleport tile.

Output Format:

Print a single integer — the minimum cost to reach (N-1, M-1) from (0, 0).

Sample Input 1:

4 4

1 3 -1 4

2 8 5 9

4 -1 3 1

6 7 2 5

Sample Output 1:

13

Sample Input 2:

3 3

1 -1 3

2 4 -1

1 1 1

Sample Output 2:

2

Test Cases

Input 1

3 3

1 2 3

4 5 6

7 8 9

Output 1

21

Input 2

3 3

1 -1 3

2 100 -1

1 1 1

Output 2

2

Input 3

4 4

1 2 -1 9

1. 9 9 9

-1 9 9 9

1. 9 9 1

Output 3

31

Input 4

3 3

-1 3 1

2 -1 2

3 4 1

Output 4

3

Input 5

3 3

1 2 3

4 5 6

7 8 -1

Output 5

12

Input 6

3 3

1 2 3

4 -1 6

7 8 9

Output 6

18

Input 7

4 4

1 -1 -1 1

1 100 100 1

1 100 100 1

1 1 1 1

Output 7

5

Input 8

4 4

1 99 99 99

-1 99 99 99

99 99 99 -1

99 99 99 1

Output 8

2

Code import sys

import heapq

def min\_magic\_cost(grid, n, m): INF = float('inf')

dp = [[INF] \* m for \_ in range(n)]

dp[0][0] = grid[0][0] if grid[0][0] != -1 else 0

# Collect teleport tiles teleports = []

for i in range(n):

for j in range(m):

if grid[i][j] == -1: teleports.append((i, j))

# Priority queue: (cost, x, y) heap = [(dp[0][0], 0, 0)]

visited\_teleport = False

while heap:

cost, x, y = heapq.heappop(heap)

if cost > dp[x][y]: continue

# Normal right/down moves for dx, dy in [(1, 0), (0, 1)]:

nx, ny = x + dx, y + dy

if 0 <= nx < n and 0 <= ny < m:

enter\_cost = 0 if grid[nx][ny] == -1 else grid[nx][ny] if dp[nx][ny] > cost + enter\_cost:

dp[nx][ny] = cost + enter\_cost heapq.heappush(heap, (dp[nx][ny], nx, ny))

# If on teleport, update all other teleports if grid[x][y] == -1 and not visited\_teleport:

for tx, ty in teleports:

if (tx, ty) != (x, y):

if dp[tx][ty] > cost:

dp[tx][ty] = cost

heapq.heappush(heap, (dp[tx][ty], tx, ty)) visited\_teleport = True # only need one full teleport sync

return dp[n-1][m-1]

# Reading input

n, m = map(int, input().split())

grid = [list(map(int, input().split())) for \_ in range(n)]

print(min\_magic\_cost(grid, n, m))

1. Longest Alternating Subsequence with Jumps

Problem Statement:

You are given an array of integers A of length N. A subsequence S of A is called a "Jumpy Alternating Subsequence" if:

1. It consists of elements from A in increasing index order (i.e., it's a subsequence).
2. The difference between consecutive elements in S must strictly alternate in sign.
3. The absolute difference between any two consecutive elements must be at least K. Your task is to find the length of the longest such subsequence.

Input Format:

* + First line: Two integers N and K — the length of the array and the minimum absolute jump size.
  + Second line: N space-separated integers — the array A.

Output Format:

* + A single integer — the length of the longest jumpy alternating subsequence.

Sample Input 1:

6 2

1 7 4 9 2 5

Sample Output 1:

6

Explanation:

One such longest sequence is [1, 7, 4, 9, 2, 5] with diffs [+6, -3, +5, -7, +3].

Sample Input 2:

5 3

1 2 3 4 5

Sample Output 2:

2

Test Cases

Input 1

6 2

1 7 4 9 2 5

Output 1

6

Input 2

5 1

3 3 3 3 3

Output 2

1

Input 3

5 10

1 2 3 4 5

Output 3

1

Input 4

7 0

1 17 5 10 13 15 10

Output 4

5

Input 5

7 3

10 20 5 25 1 30 0

Output 5

7

Input 6

4 2

1 1 1 4

Output 6

2

Input 7

5 4

10 5 1 -3 -10

Output 7

2

Input 8

10 1

1 3 2 4 3 5 4 6 5 7

Output 8

10

Code

def longest\_jumpy\_alternating\_subsequence(arr, k): n = len(arr)

dp\_up = [1] \* n # ending with upward jump dp\_down = [1] \* n # ending with downward jump

for i in range(1, n): for j in range(i):

diff = arr[i] - arr[j]

if abs(diff) >= k:

if diff > 0:

dp\_up[i] = max(dp\_up[i], dp\_down[j] + 1) elif diff < 0:

dp\_down[i] = max(dp\_down[i], dp\_up[j] + 1)

return max(max(dp\_up), max(dp\_down))

# Read input

n, k = map(int, input().split())

arr = list(map(int, input().split()))

print(longest\_jumpy\_alternating\_subsequence(arr, k))

1. Minimum Sum Subsequence with Non-Adjacent Elements

Problem Statement:

You're given an array of integers arr of length n. You need to select a subsequence such that:

1. No two adjacent elements in the original array can be picked (i.e., if you pick arr[i], you cannot pick arr[i+1]).
2. The sum of the selected elements is minimized.
3. You must pick at least one element.

Write a program to compute the minimum possible sum under these rules.

Input Format:

* + First line contains a single integer n – the size of the array.
  + Second line contains n space-separated integers – the elements of the array. Output Format:
  + A single integer: Minimum number of button presses required to type the message.

Sample Input 1:

5

3 2 5 10 7

Sample Output 1:

2

Sample Input 2:

1

5

Sample Output 2:

5

Test Cases Input 1

2

10 2

Output 1

2

Input 2

6

-5 -10 -3 -1 -6 -9

Output 2

-20

Input 3

7

1 100 2 100 3 100 4

Output 3

1

Input 4

5

4 5 1 5 4

Output 4

4

Input 5

6

7 7 7 7 7 7

Output 5

7

Input 6

3

5 100

6 200

7 300

Output 6

600

Input 7

5

1. 7 -100 6 9

Output 7

-92

Input 8

6

10 9 8 7 6 5

Output 8

9

Code

def min\_non\_adjacent\_sum(arr): n = len(arr)

if n == 1:

return arr[0]

dp = [0] \* n dp[0] = arr[0]

dp[1] = min(arr[0], arr[1])

for i in range(2, n):

dp[i] = min(dp[i - 1], dp[i - 2] + arr[i])

return dp[-1]

# Input

n = int(input())

arr = list(map(int, input().split())) print(min\_non\_adjacent\_sum(arr))

1. Maximize Length of Chain of Pairs Problem Statement:

You are given n pairs of integers. Each pair represents a directed link (a, b) such that a < b.

You can form a chain by choosing some pairs such that for each consecutive pair (a, b) and (c, d) in the chain, b < c.

Your task is to select the maximum number of pairs you can chain together following this rule.

Input Format:

* + First line: An integer n — number of pairs.
  + Next n lines: Each line has two integers a and b Output Format:

A single integer — the maximum number of pairs that can be chained.

Sample Input 1:

4

5 24

15 25

27 40

50 60

Sample Output 1:

3

Sample Input 2:

5

1 2

2 3

3 4

4 5

5 6

Sample Output 2:

3

Test Cases Input 1

5

1 2

2 3

3 4

4 5

5 6

Output 1

3

Input 2

3

1 10

2 3

3 4

Output 2

1

Input 3

1

0 1

Output 3

1

Input 4

2

1 5

2 6

Output 4

1

Input 5

6

1 2

2 3

4 5

6 7

8 9

10 11

Output 5

5

Input 6

6

5 10

1 4

1. 11

13 20

6 8

21 25

Output 6

4

Input 7

0

Output 7

0

Input 8

7

-5 -3

-1 1

2 3

4 6

6 8

9 12

13 15

Output 8

6

Code

def max\_chain\_length(pairs): # Sort pairs by second value

pairs.sort(key=lambda x: x[1])

count = 0

current\_end = float('-inf')

for a, b in pairs:

if a > current\_end:

count += 1 current\_end = b

return count

# Input

n = int(input())

pairs = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_chain\_length(pairs))

1. Split Array into k Subarrays with Minimum Max Sum

Problem Statement:

You are given an array of n integers and an integer k.

Your task is to split the array into k non-empty continuous subarrays, such that the maximum sum among these k subarrays is minimized.

Return that minimum possible maximum subarray sum.

Input Format:

* + First line: Two integers n and k
  + Second line: n space-separated integers

Output Format:

A single integer — the minimum possible value of the largest subarray sum when the array is split into k parts.

Sample Input 1:

5 2

7 2 5 10 8

Sample Output 1:

18

Sample Input 2:

4 2

1 2 3 4

Sample Output 2:

6

Test Cases Input 1

1 1

100

Output 1

100

Input 2

1. 3

1 4 4 1 3 2

Output 2

5

Input 3

6 4

1 4 4 1 3 22 8 200

Output 3

5

Input 4

10 5

1 1 1 1 1 1 1 1 1 10

Output 4

10

Input 5

5

1 3 20

3 6 30

6 9 40

9 12 50

12 15 60

Output 5

200

Input 6

1. 3

2 3 1 2 4 3 1

Output 6

6

Input 7

5 5

1 2 3 4 5

Output 7

5

Input 8

6 1

1 2 3 4 5 6

Output 8

21

Code

def can\_split(arr, k, max\_allowed): count = 1

current\_sum = 0 for num in arr:

if current\_sum + num > max\_allowed: count += 1

current\_sum = num else:

current\_sum += num return count <= k

def split\_array\_min\_largest\_sum(arr, k): low = max(arr)

high = sum(arr) result = high

while low <= high:

mid = (low + high) // 2 if can\_split(arr, k, mid):

result = mid

high = mid - 1 else:

low = mid + 1

return result

# Input

n, k = map(int, input().split())

arr = list(map(int, input().split())) print(split\_array\_min\_largest\_sum(arr, k))

1. Minimum Cuts for Palindrome Partitioning

Problem Statement:

You are given a string s. Your task is to partition the string such that every substring of the partition is a palindrome.

Return the minimum number of cuts needed to make all parts of the string palindromes.

Input Format:

* + First line: A single string s (lowercase English letters only)

Output Format:

* + A single integer — the minimum number of cuts needed.

Sample Input 1: aab

Sample Output 1:

1

Sample Input 2: a

Sample Output 2:

0

Test Cases Input 1 abc Output 1

2

Input 2 abba Output 2

0

Input 3 racecar Output 3

0

Input 4 noonabbad Output 4

2

Input 5 aaaaaa Output 5

0

Input 6 abacdc Output 6

1

Input 7 Banana Output 7

1

Input 8 Civicracecar Output 8

1

Code

def min\_cut\_palindrome(s): n = len(s)

is\_palindrome = [[False]\*n for \_ in range(n)]

# Precompute palindromes for i in range(n):

is\_palindrome[i][i] = True for i in range(n-1):

is\_palindrome[i][i+1] = (s[i] == s[i+1]) for length in range(3, n+1):

for i in range(n - length + 1):

j = i + length - 1

is\_palindrome[i][j] = (s[i] == s[j]) and is\_palindrome[i+1][j-1]

# DP to calculate min cuts dp = [0] \* n

for i in range(n):

if is\_palindrome[0][i]:

dp[i] = 0 else:

dp[i] = float('inf') for j in range(i):

if is\_palindrome[j+1][i]:

dp[i] = min(dp[i], dp[j] + 1) return dp[-1]

# Input

s = input().strip() print(min\_cut\_palindrome(s))

1. Longest Zigzag Subsequence

Problem Statement:

Given an array of integers, you must find the length of the longest subsequence where the differences between consecutive elements strictly alternate between positive and negative.

A subsequence is not necessarily contiguous. The first difference can be either positive or negative.

Input Format:

* + First line: An integer n — the number of elements in the array.
  + Second line: n space-separated integers.

Output Format:

* + A single integer — the length of the longest zigzag subsequence.

Sample Input 1:

6

1 7 4 9 2 5

Sample Output 1:

6

Sample Input 2:

5

1 4 7 2 5

Sample Output 2:

4

Test Cases Input 1

1

10

Output 1

1

Input 2

3

1 1 1

Output 2

1

Input 3

4

1 2 3 4

Output 3

2

Input 4

4

4 3 2 1

Output 4

2

Input 5

7

70 55 13 2 99 2 80

Output 5

5

Input 6

8

3 3 3 3 3 3 3 3

Output 6

1

Input 7

10

10 22 9 33 49 50 31 60 4 70

Output 7

8

Input 8

5

1 3 2 4 3

Output 8

5

Code

def longest\_zigzag\_subsequence(arr): n = len(arr)

if n == 0: return 0

up = [1] \* n down = [1] \* n

for i in range(1, n):

for j in range(i):

if arr[i] > arr[j]:

up[i] = max(up[i], down[j] + 1) elif arr[i] < arr[j]:

down[i] = max(down[i], up[j] + 1)

return max(max(up), max(down))

# Input

n = int(input())

arr = list(map(int, input().split())) print(longest\_zigzag\_subsequence(arr))

1. Maximum Sum of Non-Overlapping Intervals

Problem Statement:

You're given n intervals, each with a start time, end time, and a value. Your goal is to select a subset of non-overlapping intervals such that the sum of their values is maximized.

Input Format:

* + First line: An integer n — the number of intervals.
  + Next n lines: Each line contains three integers: start end value

Output Format:

A single integer — the maximum sum of values for non-overlapping intervals.

Sample Input 1:

4

1 3 50

3 5 20

1. 19 100

2 100 200

Sample Output 1:

200

Sample Input 2:

3

1 2 10

2 3 20

3 4 30

Sample Output 2:

60

Test Cases Input 1

3

1 4 10

2 5 20

3 6 30

Output 1

30

Input 2

5

1 10 100

2 3 10

3 4 20

4 5 30

5 6 40

Output 2

100

Input 3

2

1 10 100

11 20 200

Output 3

300

Input 4

3

1 5 20

6 10 30

5 6 10

Output 4

60

Input 5

3

1 2 100

2 3 100

3 4 100

Output 5

300

Input 6

1

1 1000000000 5000

Output 6

5000

Input 7

4

1 3 10

2 4 20

3 5 30

4 6 40

Output 7

60

Input 8

5

1 2 1

2 3 2

3 4 3

4 5 4

5 6 5

Output 8

15

Code

import bisect

def max\_value\_non\_overlapping(intervals): intervals.sort(key=lambda x: x[1])

n = len(intervals)

# Prepare end times for binary search ends = [interval[1] for interval in intervals] dp = [0] \* (n + 1)

for i in range(1, n + 1):

start, end, value = intervals[i - 1]

# Find the last interval that doesn't overlap idx = bisect.bisect\_right(ends, start) - 1 dp[i] = max(dp[i - 1], dp[idx + 1] + value)

return dp[n]

# Input

n = int(input())

intervals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_value\_non\_overlapping(intervals))

1. Count Beautiful Numbers

Problem Statement:

A number is called beautiful if the sum of its digits is divisible by k.

You are given two integers L and R, and a value k. Count how many numbers between L and R (inclusive) are beautiful.

Input Format:

* + A single line with three integers: L R k

Output Format:

A single integer — the count of beautiful numbers in the range [L, R].

Sample Input 1:

1 100 10

Sample Output 1:

9

Sample Input 2:

1 20 5

Sample Output 2:

3

Test Cases Input 1

10 99 9

Output 1

10

Input 2

1 1000 10

Output 2

99

Input 3

100 200 15

Output 3

5

Input 4

123456 654321 7

Output 4

75845

Input 5

1 1000000 1

Output 5

1000000

Input 6

1 1000000 99

Output 6

0

Input 7

1 1 1

Output 7

1

Input 8

9999999999999999 10000000000000000 9

Output 8

1

Code

from functools import lru\_cache def count\_beautiful(n, k):

digits = list(map(int, str(n)))

@lru\_cache(None)

def dp(pos, sum\_mod\_k, tight): if pos == len(digits):

return 1 if sum\_mod\_k == 0 else 0

limit = digits[pos] if tight else 9 total = 0

for d in range(0, limit + 1): total += dp(

pos + 1,

(sum\_mod\_k + d) % k, tight and (d == limit)

)

return total

return dp(0, 0, True)

def solve(L, R, k):

return count\_beautiful(R, k) - count\_beautiful(L - 1, k)

# Input

L, R, k = map(int, input().split()) print(solve(L, R, k))

1. Minimum Incompatibility Partition Problem Statement:

You're given an array of n integers and an integer k. You need to partition the array into k subsets of equal size. Each subset must contain unique elements only (no duplicates). The incompatibility of a subset is the difference between its maximum and minimum elements.

Your goal is to minimize the sum of incompatibilities across all subsets. If it's not possible to partition the array as required, return -1.

Input Format:

* + First line: Two integers n and k
  + Second line: n integers representing the array

Output Format:

* + A single integer — the minimum sum of incompatibilities or -1 if not possible. Sample Input 1:

1. 4

1 2 1 4 3 3 5 6

Sample Output 1:

5

Sample Input 2:

6 3

1 2 3 4 5 6

Sample Output 2:

3

Test Cases Input 1

5 2

1 2 3 4 5

Output 1

-1

Input 2

8 4

1 2 1 4 3 3 5 6

Output 2

5

Input 3

6 2

1 1 1 2 2 2

Output 3

-1

Input 4

4 2

5 5 7 7

Output 4

4

Input 5

7 2

1 2 3 4 5 6 7

Output 5

-1

Input 6

6 3

3 1 6 2 4 5

Output 6

3

Input 7

4 2

8 8 8 8

Output 7

-1

Input 8

8 4

10 20 30 40 50 60 70 80

Output 8

40

Code

from itertools import combinations from collections import defaultdict import sys

def min\_incompatibility(nums, k): from functools import lru\_cache

n = len(nums) size = n // k

# If total elements can't be evenly split into k subsets if n % k != 0:

return -1

count = defaultdict(int) for num in nums:

count[num] += 1

if count[num] > k: # More than k duplicates - cannot split uniquely return -1

all\_masks = [] mask\_cost = {}

# Try all combinations of size `size`

for combo in combinations(range(n), size): seen = set()

subset = []

for i in combo:

if nums[i] in seen: break

seen.add(nums[i]) subset.append(nums[i])

else:

mask = 0

for i in combo:

mask |= 1 << i

mask\_cost[mask] = max(subset) - min(subset) all\_masks.append(mask)

dp = [sys.maxsize] \* (1 << n) dp[0] = 0

for mask in range(1 << n):

if bin(mask).count('1') % size != 0:

continue

for sub in all\_masks:

if (mask & sub) == 0:

next\_mask = mask | sub

dp[next\_mask] = min(dp[next\_mask], dp[mask] + mask\_cost[sub])

result = dp[(1 << n) - 1]

return result if result != sys.maxsize else -1

# Input Reading

if name == " main ":

n, k = map(int, input().split())

nums = list(map(int, input().split())) print(min\_incompatibility(nums, k))

1. Minimum Cost to Make Palindromes Problem Statement:

You are given a string s of lowercase English letters. You want to partition s into k non-empty, non- overlapping contiguous substrings such that each substring is a palindrome. You are allowed to change characters in the string. Changing one character costs 1 unit.

Your goal is to partition the string into exactly k palindromic substrings with the minimum total cost of character changes required.

Return the minimum cost.

Input Format:

* + First line: a string s of length n (1 ≤ n ≤ 100).
  + Second line: integer k (1 ≤ k ≤ n)

Output Format:

* + A single integer, the minimum cost to partition the string into exactly k palindromic substrings.

Sample Input 1: abc

2

Sample Output 1:

1

Sample Input 2: aabbc

3

Sample Output 2:

0

Test Cases Input 1

a 1

Output 1

0

Input 2 abc

1

Output 2

1

Input 3 aaaa

4

Output 3

0

Input 4 aaaaaa 2

Output 4

0

Input 5 abcdef 1

Output 5

3

Input 6 racecar 3

Output 6

0

Input 7 abcdef 2

Output 7

2

Input 8 abcdcba 3

Output 8

0

Code

def min\_change\_to\_palindrome(s, i, j): cost = 0

while i < j:

if s[i] != s[j]:

cost += 1

i += 1

j -= 1

return cost

def min\_cost\_partition(s, k): n = len(s)

# Precompute cost to convert s[i:j+1] to palindrome cost = [[0]\*n for \_ in range(n)]

for i in range(n):

for j in range(i, n):

cost[i][j] = min\_change\_to\_palindrome(s, i, j)

dp = [[float('inf')] \* (k+1) for \_ in range(n+1)] dp[0][0] = 0

for i in range(1, n+1): # i chars taken for t in range(1, k+1): # t parts

for j in range(t-1, i): # try breaking between j and i

dp[i][t] = min(dp[i][t], dp[j][t-1] + cost[j][i-1])

return dp[n][k]

# Input Reading

if name == " main ": s = input().strip()

k = int(input()) print(min\_cost\_partition(s, k))

1. Maximum Sum of Non-Adjacent Equal Substrings Problem Statement:

Given a string s of lowercase English letters, you are allowed to select substrings such that:

* + Each selected substring has all the same characters (e.g., "aaa" is valid, "aab" is not).
  + No two selected substrings overlap or are adjacent.
  + For each selected substring, you gain a score equal to the square of its length.

Your task is to select a subset of such substrings (non-overlapping and non-adjacent) to maximize the total score.

Input Format:

* + A single string s (1 ≤ |s| ≤ 10^5) consisting of lowercase English letters.

Output Format:

* + An integer representing the maximum total score.

Sample Input 1: aaabbaaa Sample Output 1:

18

Sample Input 2:

ababa

Sample Output 2:

3

Test Cases Input 1 aaaaa Output 1

25

Input 2 aabbaabb Output 2

8

Input 3 aabbaa Output 3

8

Input 4 abcde Output 4

3

Input 5 aaabbbcccaaaddd Output 5

27

Input 6 aabaaabaaa

Output 6

22

Input 7 a

Output 7

1

Input 8 aaabbaaccdddeeffggghh Output 8

31

Code

def max\_non\_adjacent\_block\_score(s): n = len(s)

blocks = [] i = 0

# Group into blocks of same characters while i < n:

j = i

while j < n and s[j] == s[i]: j += 1

blocks.append((s[i], j - i)) i = j

m = len(blocks) dp = [0] \* (m + 1)

for i in range(1, m + 1):

char, length = blocks[i - 1]

dp[i] = max(dp[i], dp[i - 1]) # Skip

if i >= 2:

dp[i] = max(dp[i], dp[i - 2] + length \* length) # Take else:

dp[i] = max(dp[i], length \* length)

return dp[m]

# Input Reading

if name == " main ": s = input().strip()

print(max\_non\_adjacent\_block\_score(s))

1. Longest Balanced Binary Substring After K Flips Problem Statement:

You are given a binary string s (consisting of only '0' and '1') and an integer k.

You are allowed to flip at most k characters in the string (i.e., change '0' to '1' or '1' to '0').

Your task is to determine the length of the longest balanced substring you can obtain after at most k flips, where a balanced substring is defined as a substring with an equal number of 0s and 1s.

Input Format:

* + First line: a string s of length n (1 ≤ n ≤ 100).
  + Second line: integer k (1 ≤ k ≤ n)

Output Format:

A single integer – length of longest balanced substring after at most k flips

Sample Input 1:

110001

1

Sample Output 1:

6

Sample Input 2:

1111

2

Sample Output 2:

0

Test Cases Input 1

1111

0

Output 1

0

Input 2

000111

1

Output 2

4

Input 3

00000

3

Output 3

0

Input 4

101010

0

Output 4

0

Input 5

101100110101

2

Output 5

10

Input 6

1

1 1000

Output 6

1000

Input 7

1000000001

1

Output 7

2

Input 8

111000

0

Output 8

0

Code

def longest\_balanced\_after\_k\_flips(s: str, k: int) -> int: n = len(s)

max\_len = 0

count = {0: 0, 1: 0}

left = 0

for right in range(n):

count[int(s[right])] += 1

# Flip the minority if needed to make counts equal while abs(count[0] - count[1]) > 2 \* k:

count[int(s[left])] -= 1

left += 1

total = right - left + 1

max\_balanced = total - abs(count[0] - count[1]) max\_len = max(max\_len, max\_balanced)

return max\_len

# Input

if name == " main ": s = input().strip()

k = int(input()) print(longest\_balanced\_after\_k\_flips(s, k))

1. Minimum Jumps to Make Array Strictly Increasing Problem Statement:

You are given an array of integers arr of size n. You can jump from index i to any index j such that:

* + j > i
  + arr[j] > arr[i]

You need to find the minimum number of jumps required to reach the end of the array starting from index 0 (i.e., arr[0] to arr[n-1]), such that at each step the next value is strictly greater than the current.

If it's not possible to reach the end, print -1.

Input Format:

* + First line: An integer N
  + Next line: N integers Output Format:

A single integer – Minimum number of jumps or -1

Sample Input 1:

6

1 3 2 4 6 8

Sample Output 1:

1

Sample Input 2:

5

5 4 3 2 1

Sample Output 2:

-1

Test Cases Input 1

4

1 2 3 4

Output 1

1

Input 2

1

10

Output 2

0

Input 3

7

1 100 1 101 2 102 103

Output 3

1

Input 4

8

10 20 10 30 10 40 10 50

Output 4

1

Input 5

5

1 1 1 1 2

Output 5

1

Input 6

10

5 6 1 2 3 4 5 6 7 8

Output 6

1

Input 7

5

1 3 5 7 9

Output 7

1

Input 8

6

1 2 1 2 1 2

Output 8

1

Code

from collections import deque, defaultdict

def min\_jumps\_strictly\_increasing(arr): n = len(arr)

if n == 1:

return 0

graph = defaultdict(list)

# Preprocess: Build graph of possible jumps for i in range(n):

for j in range(i + 1, n):

if arr[j] > arr[i]: graph[i].append(j)

# BFS

visited = [False] \* n queue = deque()

queue.append((0, 0)) # (index, jump count) visited[0] = True

while queue:

idx, jumps = queue.popleft() for neighbor in graph[idx]:

if not visited[neighbor]: if neighbor == n - 1:

return jumps + 1

visited[neighbor] = True queue.append((neighbor, jumps + 1))

return -1

# Driver Code

if name == " main ": n = int(input())

arr = list(map(int, input().split())) print(min\_jumps\_strictly\_increasing(arr))

Q1.

Problem Statement

Determine whether a given undirected graph contains the Hamiltonian cycle or not.

A Hamiltonian cycle in an undirected graph is a path that visits each vertex exactly once. A Hamiltonian cycle is a Hamiltonian path with an edge from the last vertex to the first vertex of the Hamiltonian path.

Example

Input:

5

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 1

0 1 1 1 0

Output:

0 1 2 4 3 0

Explanation:

Starting from vertex 0, all the vertices can be visited exactly once (0 - 1 - 2 - 4 - 3 - 0). Input Format

The first line of input consists of an integer that represents the number of vertices (V).

The following lines of input consist of the V\*V matrix, which represents the adjacency matrix of the graph.

Output Format

The output prints If a Hamiltonian cycle exists, print the vertices in the cycle in order, starting and ending at vertex 0.; otherwise, it prints that the "Hamiltonian path does not exist".

Refer to the sample output for the formatting specifications. Constraints

3 ≤ V ≤ 5

The adjacency matrix elements graph[i][j] will be either 0 or 1. Sample Input Sample Output

5

1 0 1 1 1

0 1 0 0 1

1 1 0 0 1

0 1 1 1 0

0 1 2 4 3 0

Sample Input Sample Output 5

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 0

0 1 1 0 0

Hamiltonian path does not exist

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q2.

Problem Statement:

Given an array of integers, find the inversion count in the array.

Inversion Count: For an array, the inversion count indicates how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0. If an array is sorted in reverse order, then the inversion count is the maximum.

Formally, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j.

Example 1:

Input:

N = 5, arr[] = {2, 4, 1, 3, 5}

Output:

3

Explanation:

Sequence 2, 4, 1, 3, and 5 has three inversions (2, 1), (4, 1), and (4, 3).

Example 2: Input:

N = 5

arr[] = {2, 3, 4, 5, 6}

Output:

0

Explanation:

As the sequence is already sorted, there is no inversion count.

Example 3:

Input:

N = 3, arr[] = {10, 10, 10}

Output:

0

Explanation:

As all the elements of the array are the same, there is no inversion count. Input Format

The first line of the input is the size of the array.

The second line of the input is the list of space-separated integer values. Output Format

The output is the inversion count in the array. Constraints

1 ≤ N ≤ 5\*105 1 ≤ arr[i] ≤ 1018 Sample Input Sample Output 5

2 4 1 3 5

3

Sample Input Sample Output 5

2 3 4 5 6

0

Sample Input Sample Output 3

10 10 10

0

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q3.

Problem Statement

Given two strings s and t of lengths m and n respectively, return the minimum window substring of s such that every character in t (including duplicates) is included in the window. If there is no such substring, return an empty string.

Examples

Input: s = ADOBECODEBANC, t = ABC

Output: BANC

Explanation: The minimum window substring BANC includes 'A', 'B', and 'C' from string t.

Input: s = a, t = a Output: a

Explanation: The entire string s is the minimum window.

Input: s = a, t = aa Output:

Explanation: Both 'a's from t must be included in the window. Since the largest window of s only has one 'a', return an empty string.

Input Format

The first line contains the string s, which is the source string.

The second line contains the string t, which is the target string whose characters must be included in the window.

Output Format

The output is a single line containing the minimum window substring of s containing all t characters. If no such window exists, output an empty string.

Refer to the sample output for formatting specifications.

Constraints

m == s.length

n == t.length

1 ≤ m, n ≤ 105

s and t consist of uppercase and lowercase English letters.

Sample Input Sample Output ADOBECODEBANC ABC

BANC

Sample Input Sample Output a a a

Sample Input Sample Output a aa

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q4

Problem Statement

The set [1, 2, 3, ..., n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order, we get the following sequence for n = 3: ["123", "132", "213", "231", "312", "321"]

Given n and k, return the kth permutation sequence. Input Format

The first line of input consists of an integer value 'n', representing the number of digits in the permutation.

The second line of input consists of an integer value 'k', representing the position of the permutation to be found.

Output Format

The output displays the kth permutation of the first n positive integers. Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ n ≤ 9 1 ≤ k ≤ n!

Sample Input Sample Output 3

3

213

Sample Input Sample Output 4

9

2314

Sample Input Sample Output 3

1

123

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q5.

Problem Statement

Given an array representing the parent-child relationship in a binary tree, find the tree's height without building it.

The parent-child relationship is defined by (A[i], i) for every index i in the array. The root node's value will be i if -1 is present at index i in the array.

The depth of a node is the total number of edges from the node to the tree's root node. The root is the only node whose depth is 0.

The height of a node is the total number of edges on the longest path from the node of a leaf. The height of a tree would be the height of its root node or equivalently the depth of its deepest node. A leaf node will have a height of 0.

Example

Parent: [-1, 0, 0, 1, 2, 2, 4, 4]

Index: [0, 1, 2, 3, 4, 5, 6, 7]

-1 is present at index 0, which implies that the binary tree root is node 0.

1. is present at index 1 and 2, which implies that the left and right children of node 0 are 1 and 2.
2. is present at index 3, which implies that the left or the right child of node 1 is 3.
3. is present at index 4 and 5, which implies that the left and right children of node 2 are 4 and 5.

4 is present at index 6 and 7, which implies that the left and right children of node 4 are 6 and 7.

The corresponding binary tree is:

Output: The height of the binary tree is 3. Input Format

The first line contains a single integer N, which represents the number of nodes in the tree. The next N lines consist of an integer in each line, and the last line of input consists of the ith integer representing the parent of the ith node.

If the ith node is the root node, then the corresponding value will be -1. Output Format

The output consists of a single integer, which represents the height of the tree. Constraints

1 ≤ N ≤ 10

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q6.

Problem Statement

Roshan invested all day in developing test data for DC. He couldn’t make it work, so he had a nervous breakdown and can’t even see clearly anymore. Every time he winks(blinks) while reading, the letters in a word get mingled up so that the letters from the second half of the word (the shorter half, if the length is an odd number) “jump in” between the letters from the first half in the following way:

The final letter “jumps in” the middle of the 1st and the 2nd letter

The second final letter “jumps in” the middle of the 2nd and the 3rd letter

The ith letter from the end “jumps in” the middle of the ith and the (i+1)th letter from the starting

For this case, the word “abcdef” would become “afbecd” after winking.

If Roshan winks again, the same thing happens. After three winks, the word becomes

“adfcbe”.

Roshan has decided to write a program to help him figure out what’s correctly written on the screen. Unfortunately, after a day’s work, he’s too tired, and he needs your help. You are given N, the number of winks, and the word Roshan sees on the screen. Write a program to solve the mystery for Roshan and figure out what was actually the word before he winked N times.

Input Format

The first line of input contains a positive integer N, the number of times Roshan blinked. The second line of input contains the word W from the screen.

The word will consist only of small letters of the English alphabet. Output Format

The output displays the original word before Roshan blinked N times.

Refer to the sample output for formatting specifications. Constraints

1 ≤ N ≤ 109

1. ≤ length(W) ≤ 103

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q7.

Problem Statement

You are given two strings order and s. All the characters of order are unique and were sorted in some custom order previously.

Permute the characters of s so that they match the order that order was sorted. More specifically, if a character x occurs before a character y in order, then x should occur before y in the permuted string.

Return any permutation of s that satisfies this property. Example 1:

Input: order = "cba", s = "abcd" Output: "cbad"

Explanation: "a", "b", "c" appear in order, so the order of "a", "b", "c" should be "c", "b", and "a".

Since "d" does not appear in order, it can be at any position in the returned string. "dcba", "cdba", "cbda" are also valid outputs.

Example 2:

Input: order = "bcafg", s = "abcd" Output: "bcad"

Explanation: The characters "b", "c", and "a" from order dictate the order for the characters in s. The character "d" in s does not appear in order, so its position is flexible.

Following the order of appearance in order, "b", "c", and "a" from s should be arranged as "b", "c", "a". "d" can be placed at any position since it's not in order. The output "bcad" correctly follows this rule. Other arrangements like "bacd" or "bcda" would also be valid, as long as "b", "c", "a" maintain their order.

Input Format

The first line of input consists of the string order, representing the custom order of characters. The second line of input consists of the string s, representing the input string.

Output Format

The output prints the sorted string according to the custom order specified by order.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ order.length ≤ 26

1 ≤ s.length ≤ 200

order and s consist of lowercase English letters. All the characters of order are unique. Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q8.

Problem Statement:

Given an integer array nums, find the subarray with the largest sum, and return its sum.

Example 1:

Input: n=9

nums = [-2,1,-3,4,-1,2,1,-5,4]

Output: 6

Explanation: The subarray [4,-1,2,1] has the largest sum 6.

Example 2:

Input: n=1 nums = [1] Output: 1

Explanation: The subarray [1] has the largest sum of 1.

Example 3:

Input: n=5

nums = [5,4,-1,7,8]

Output: 23

Explanation: The subarray [5,4,-1,7,8] has the largest sum of 23. Input Format

The first line consists of an integer n, representing the number of elements in the array nums. The second line consists of n space-separated integers, representing the elements of the array nums.

Output Format

The output prints an integer, representing the sum of the subarray with the largest sum.

Refer to the sample output for formatting specifications. Constraints

1 ≤ n ≤ 20

-100 ≤ nums[i] ≤ 100

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q9.

Problem Statement

Given an array, the task is to find the sum of the maximum sum by alternating subsequences starting with the first element. Here alternating sequence means first decreasing, then increasing, then decreasing,... For example, 10, 5, 14, and 3 are alternating sequences.

Note: The reverse sequence type (increasing—decreasing—increasing—...) is not considered alternating here.

Example

Input:

6

1. 3 8 5 3 8

Output:

28

Explanation:

The alternating subsequence (starting with the first element) that has the maximum sum is

{4, 3, 8, 5, 8}

Input Format

The first line contains an integer n, representing the number of elements in the array.

The second line contains n space-separated integers, representing the elements of the array.

Output Format

The output displays a single integer representing the maximum sum of an alternating subsequence from the given array.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ n ≤ 10

1. ≤ elements ≤ 100

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q10.

Problem Statement

We can rotate digits by 180 degrees to form new digits. When 0, 1, 6, 8, 9 are rotated 180

degrees, they become 0, 1, 9, 8, 6 respectively. When 2, 3, 4, 5 and 7 are rotated 180 degrees, they become invalid.

A confusing number is a number that when rotated 180 degrees becomes a different number with each digit valid. (Note that the rotated number can be greater than the original number)

Given a positive integer N, return the number of confusing numbers between 1 and N inclusive.

Example

Input: 16

Output: 4

Explanation:

The confusing numbers are {6, 9, 10, 16}.

6 converts to 9.

9 converts to 6.

10 converts to 01 which is just 1.

16 converts to 91. Input Format

The input consists of a positive integer N. Output Format

The output prints an integer, representing the number of confusing numbers between 1 and N inclusive.

Refer to the sample output for formatting specifications.

Constraints

1 ≤ N ≤ 103

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q11.

Problem Statement

Given an array of string words and a width maxWidth, format the text such that each line has exactly maxWidth characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly maxWidth characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line does not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

The last line of text should be left justified, and no extra space should be inserted between words.

Note:

A word is defined as a character sequence consisting of non-space characters only. Each word's length is guaranteed to be greater than 0 and not exceed maxWidth.

The input array words contain at least one word. Input Format

The first line of input consists of an integer n, representing the number of words in the sentence.

The following n lines consist of n strings.

The last line consists of an integer representing the maximum width. Output Format

The output prints strings, representing the formatted text.

Refer to the sample output for formatting specifications. Constraints

1 ≤ words.length ≤ 300

1 ≤ words[i].length ≤ 20

words[i] consists of only English letters and symbols.

1 ≤ maxWidth ≤ 100 words[i].length ≤ maxWidth Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q12.

Problem Statement

Sarah is working on a traffic management system for a city's road network. She needs to find the shortest cycle in the road network, where each intersection is represented as a vertex and each road between intersections is a directed edge with a specific travel time (weight). The goal is to identify the shortest cycle in the road network, where a cycle is defined as a path that starts and ends at the same intersection, and the length of the cycle is the total travel time of all roads in the cycle.

Can you assist Sarah by writing a program to find the length of the shortest cycle in the city's road network?

Example1 Input:

4

4

0 1 2

1 2 3

2 0 4

3 1 5

Output:

Length of the shortest cycle: 9

Explanation:

After exploring all starting vertices, the code checks for cycles by examining the distances. If an edge leads back to the starting vertex, it means there is a cycle. In this case, edge 1 (vertex 1) leads back to the starting vertex 0. The code calculates the length of the cycle by adding the distances of the vertices along the cycle: 2 (0 -> 1) + 3 (1 -> 2) + 4 (2 -> 0) = 9.

Therefore, the output is "Length of the shortest cycle: 9".

Example2 Input:

3

2

0 1 2

1 2 3

Output:

No cycle was found in the graph.

Explanation:

After exploring all starting vertices, the code checks for cycles by examining the distances. If an edge leads back to the starting vertex, it means there is a cycle. However, in this case, there are no edges that lead back to the starting vertex. Hence, there is no cycle in the graph.

Therefore, the output is "No cycle found in the graph." Input Format

The first line contains an integer v, representing the number of intersections (vertices) in the city's road network.

The second line contains an integer e, representing the number of roads (edges) in the city. The next e lines each contain three integers: source, destination, and weight, representing a directed road from intersection source to intersection destination with a travel time (weight). Output Format

If a cycle exists, the output prints "Length of the shortest cycle: X", where X is the length of the shortest cycle.

If no cycle exists, then the output prints "No cycle found in the graph."

Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ v ≤ 5

1 ≤ edges ≤ 7

0 ≤ S, D < V

1 ≤ W ≤ 5

Weights are positive integers. Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q13.

Problem Statement

Mr.Butler is managing his class of n students. He placed all his students in a line and gave the kth student from the left a card with the letter ak written on it. He would now like to rearrange the students so that the kth student from the left has a card with the letter bk written on it.

To do this, he will choose some consecutive groups of students, and reverse their order. Students will hold on to their original cards during this process.

He’s now wondering, what is the number of valid ways to do this? (It may be impossible, in

which case, the answer is zero).

With sequences abba and aabb, Mr.Butler can choose group a(bba). With sequences caxcab and cacxab, Mr.Butler can choose ca(xc)ab or c(axca)b. With sequences a and z, there are no solutions.

Input Format

The input is two lines of lowercase letters, A and B.

The kth character of A and B represent ak and bk respectively.

It is guaranteed that A and B have the same positive length, and A and B are not identical. Output Format

The output displays the number of ways Mr.Butler can reverse some consecutive groups of A to form the line specified by string B.

Refer to the sample input and output for formatting specifications. Constraints 1 <= length(A) <= 105

1 <= length(B) <=105

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q14.

Problem Statement

Given an input stream of N integers. The task is to insert these numbers into a new stream and find the median of the stream formed by each insertion of X to the new stream.

Example 1 Input

N = 4

X[] = 5,15,1,3

Output 5

10

5

4

Explanation:

Flow in stream: 5, 15, 1, 3

5 goes to stream --> median 5 (5)

15 goes to stream --> median 10 (5,15)

1 goes to stream --> median 5 (5,15,1)

3 goes to stream --> median 4 (5,15,1 3)

Example 2 Input

N = 3

X[] = 5,10,15

Output 5

7.5

10

Explanation:

Flow in stream: 5, 10, 15

5 goes to stream --> median 5 (5)

10 goes to stream --> median 7.5 (5,10)

15 goes to stream --> median 10 (5,10,15) Input Format

The first line contains an integer n, the number of integers in the stream.

The second line contains n space-separated integers representing the elements of the stream. Output Format

The output prints the median after each insertion of an integer into the stream. Print each median on a new line.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ N ≤ 15

1 ≤ Elements ≤ 100

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q15.

Problem Statement

Given a string s and a dictionary of string wordDict of size n, add spaces in s to construct a sentence where each word is a valid dictionary word. Return all such possible sentences in any order.

Note: The same word in the dictionary may be reused multiple times in the segmentation. & All the strings of wordDict are unique.

Examples Input:

s = "catsanddog" n = 5

wordDict = ["cat","cats","and","sand","dog"]

Output:

["cats and dog","cat sand dog"]

Input:

s = "pineapplepenapple" n = 5

wordDict = ["apple","pen","applepen","pine","pineapple"]

Output:

["pine apple pen apple","pineapple pen apple","pine applepen apple"]

Input:

s = "catsandog" n = 5

wordDict = ["cats","dog","sand","and","cat"]

Output: [ ]

Input Format

The first line of input is a string 's' consisting of lowercase English letters. The second line of input is an integer 'n' represents the size of the dictionary. The next n lines consists of strings denoting the words in the dictionary.

Output Format

The output displays a list of strings, where each string is a space-separated sequence of dictionary words that form the input string s.

If no such sequence exists, an empty list is returned.

Refer to the sample input and output for formatting specifications. Constraints 1 <= n <= 10

The string s contains both uppercase and lowercase. Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q16.

Problem Statement

Given an m x n integers matrix, return the length of the longest increasing path in matrix.

From each cell, you can either move in four directions: left, right, up, or down. You may not move diagonally or move outside the boundary (i.e., wrap-around is not allowed).

Example 1:

Input: matrix = [[9,9,4],[6,6,8],[2,1,1]]

Output: 4

Explanation: The longest increasing path is [1, 2, 6, 9].

Example 2:

Input: matrix = [[3,4,5],[3,2,6],[2,2,1]]

Output: 4

Explanation: The longest increasing path is [3, 4, 5, 6]. Moving diagonally is not allowed.

Input: matrix = [[1]] Output: 1 Input Format

The first line of input consists of an integer r, representing the number of rows.

The second line of input consists of an integer c, representing the number of columns. The next r lines contain c integers each, representing the elements of the matrix.

Output Format

The output prints a single integer, representing the length of the longest increasing path in the matrix

Refer to the sample output for the formatting specifications. Constraints

1 ≤ r ≤ 4

1 ≤ c ≤ 4

1 ≤ elements of the matrix ≤ 20

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q17.

Problem Statement

Tom is a software developer working on a project where he has to check if a doubly linked list is a palindrome. He needs to write a program to solve this problem. Write a program to help Tom check if a given doubly linked list is a palindrome or not.

Input Format

The first line consists of an integer N, representing the number of elements in the linked list. The second line consists of N space-separated integers representing the linked list elements. Output Format

The first line of output displays the elements of the doubly linked list in forward order, separated by spaces.

The second line of output displays the elements of the doubly linked list in reverse order, separated by spaces.

The third line prints:

"The doubly linked list is a palindrome" if the list reads the same forward and backward.

"The doubly linked list is not a palindrome" if the list does not match when reversed.

Refer to the sample output for the formatting specifications. Constraints In this scenario, the test cases fall under the following constraints:

2 ≤ N ≤ 20

-100 ≤ elements ≤ 100

Sample Input Sample Output

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 5 |  | | | |
| 1 | 2 | 3 | 2 | 1 |
| 1 | 2 | 3 | 2 | 1 |
| 1 | 2 | 3 | 2 | 1 |

Sample Input Sample Output

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 5 |  |  |  |  |
| 1 | 2 | 3 | 4 | 5 |
| 1 | 2 | 3 | 4 | 5 |
| 5 | 4 | 3 | 2 | 1 |

Sample Input Sample Output

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 6 |  | | | | |
| -1 | -2 | -3 | -3 | -2 | -1 |
| -1 | -2 | -3 | -3 | -2 | -1 |
| -1 | -2 | -3 | -3 | -2 | -1 |

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q18.

Problem Statement

Meet Alex, a computer science student who loves solving programming challenges.

Today, Alex is tasked with creating a program to simulate a stack data structure using linked lists.

The objective is to provide a menu-driven interface for performing essential stack operations. Push elements onto the stack

Pop elements from the stack Display the current stack contents

Additionally, Alex needs to ensure that the program handles stack underflow conditions. Help him to accomplish the task.

Input Format

The input consists of integers corresponding to the operation that needs to be performed: Choice 1: If the choice is 1, the following integer input represents the element to be pushed onto the stack.

Choice 2: Pop the integer from the stack. Choice 3: Display the elements in the stack. Choice 4: Exit the program.

Output Format

The output displays messages according to the choice and the status of the stack:

If the choice is 1, push the given integer to the stack and display the following: "[value] is pushed onto the stack"

If the choice is 2, pop the integer from the stack and display the following: "[value] is popped from the stack"

If the choice is 2, and if the stack is empty without any elements, print "Stack Underflow" If the choice is 3, print the elements in the stack in the format: "Elements in the stack: ", followed by the space-separated integer values.

If the choice is 3, and there are no elements in the stack, print "Stack is empty"

If the choice is 4, exit the program and display the following: "Exiting the program" If any other choice is entered, print "Invalid choice"

Refer to the sample output for the formatting specifications. Constraints Choice: 1, 2, 3, or 4

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q19.

Problem Statement:

You need to build a road in a rugged terrain. You know the sea level of each segment of the rugged terrain, i.e. the i-th segment is Li meters from sea level.

You needs to transform the terrain into a strictly downward sloping terrain for the road, i.e, for each i-th segment where 2 <= i <= N, resultant Li-1 > Li. In order to do so, you employ a powerful digging team to help you dig and reduce the sea level of the segments. On day D, the team can reduce the sea level for each segments that you scheduled that day by 2D-1 meters each.

You are allowed to assign the team to dig on multiple segments and/or dig on the same segments for multiple days.

Your task is to find the minimum number of days needed to transform the terrain as per your requirements

Example:

Input:

4

-1

1

1

1

Output:

3

Explanation:

One of the possible way:

On day 1, we can dig on 1st and 4th segment, resulting in {-2, 1, 1, 0} On day 2, we can dig on 3rd and 4th segments, resulting in {-2, 1, -1, -2}

On day 3, we can dig on 2nd, 3rd and 4th segments, resulting in {-2, -3, -5, -6} Input Format

The first line contains an integer, N, denoting the number of elements in L.

Each line i of the N subsequent lines (where 0 < i ≤ N) contains an integer describing Li, the

sea level of the i-th segment. Output Format

The program should print a single integer representing the minimum number of days required to transform the terrain into a strictly decreasing sequence.

Refer to the sample output for formatting specifications. Constraints 1 < N < 105

1 < L[i] < 109

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q20.

Problem Statement

Raju is a computer graphics designer. He works around matrices with ease. His friend challenged him to rotate an M x M matrix clockwise with an angle of 90 degrees.

However, Raju was given a constraint that he must not use any additional 2D matrix for doing the above-mentioned task. The rotation must be done in place, which means Raju has to modify the given input matrix directly.

Example: 1

Input: [[1,2,3],[4,5,6],[7,8,9]]

Output: [[7,4,1],[8,5,2],[9,6,3]]

Example: 2

Input: matrix = [[5,1,9,11],[2,4,8,10],[13,3,6,7],[15,14,12,16]]

Output: [[15,13,2,5],[14,3,4,1],[12,6,8,9],[16,7,10,11]]

Input Format

The first line of the input is a single integer value for the size of the row and column, M. The next M lines of the input are the matrix elements, each containing M integers representing the elements of the matrix.

Output Format

The output displays the rotated matrix, with each row printed on a new line.

Refer to the sample input and output for formatting specifications.

Constraints

n == matrix.length == matrix[i].length

1 ≤ N ≤ 6

1 ≤ matrix[i][j] ≤ 1000

Sample Input Sample Output

Sample Input Sample Output

|  |  |
| --- | --- |
| 13 | 3 6 7 |
| 15 | 14 12 16 |
| 15 | 13 2 5 |
| 14 | 3 4 1 |
| 12 | 6 8 9 |

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q21.

Problem Statement

Imagine you're helping a friend plan gift packages with a total budget of N. Your task is to find all unique ways to spend the entire budget on different combinations of gift prices, ensuring no combination is repeated by rearranging the prices.

Note:

By unique it means that no matter that no other composition can be expressed as a permutation of the generated composition. For eg. [1,2,1] and [1, 1, 2] are not unique.

You need to print all combinations in non-decreasing order for eg. [1, 2, 1] or [1,1,2] will be printed as [1,1,2].

The order of printing all the combinations should be printed in lexicographical order.

Use backtracking to solve the given problem. Input Format

The input consists of a single integer, n, which represents the number to be broken down. Output Format

The output consists of a list of lists, where each inner list represents a possible breakdown of the given number.

Each breakdown is represented as a list of integers that add up to the given number. The breakdowns are printed in lexicographic order.

Refer to the sample output for formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ N ≤ 25

Sample Input Sample Output

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q22.

Problem Statement

You are preparing for a technical interview with a well-known tech company. During a mock interview, you are presented with a coding challenge related to Binary Search Trees (BSTs).

The challenge is to write a program that finds the kth largest element in a BST, and you are required to implement an efficient solution.

Your task is to complete the code and ensure that it correctly identifies the kth largest element in the given input tree.

Input Format

The first line of input consists of a sequence of integers representing the elements of the BST. The input is terminated by -1.

The second line consists of an integer k, representing the position of the desired largest element. Output Format

The output prints a single integer, which is the kth largest element in the BST.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ Number of nodes in the BST ≤ 50 1 ≤ Values of nodes in the BST ≤ 150 1 ≤ k ≤ Number of nodes in

the BST Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q23.

Problem Statement

Sanjay is learning about queues in his data structures class and he wants to write a program that counts the number of distinct elements in the queue. Your task is to guide him in this.

Example

Input:

7

45 33 29 45 45 46 39

Output:

5

Explanation:

The distinct elements in the queue are 45, 33, 29, 46, 39. So, the count is 5. Input Format

The first line of input consists of an integer M, representing the number of elements in the queue. The second line consists of M space-separated integers, representing the queue elements.

Output Format

The output prints an integer, representing the number of distinct elements in the queue.

Refer to the sample output for formatting specifications. Constraints The maximum size of the queue is 100.

1 ≤ M ≤ 20

1 ≤ queue elements ≤ 1000

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q24.

Problem Statement

Imagine you are part of a legal team responsible for reviewing contracts and legal documents. To streamline the review process, you need a tool that can quickly check if specific legal terms or clauses are included in a large text document.

Write a program that uses a linear search algorithm to search a given document (a sentence) for the presence of a specific legal term or clause.

Input Format

The first line of input consists of a string S, the document (a single sentence) containing up to 1000 characters.

The second line consists of a string T, representing the legal term or clause to search for, which can be up to 100 characters long.

Output Format

If the legal term or clause is found in the document, print "The word '[T]' is present in the given sentence."

If the legal term or clause is not found, print "The word '[T]' is not present in the given sentence."

Refer to the sample output for formatting specifications. Constraints The input sentence is case-sensitive.

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q25.

Problem Statement

Imagine you are organizing a sorting contest for programmers. Participants are given an array of integers to sort using the insertion sort algorithm with a twist.

Instead of simply sorting the array, participants are required to keep track of the number of swaps they make during the sorting process.

Your task is to implement a program that takes in the participant's array and calculates the minimum number of swaps they need to perform to sort the array using the selection sort algorithm.

Example 1

Input:

4

4 3 2 1

Output:

2

Explanation:

Swap 4 with 1 and swap 3 with 2 to form the sorted array {1, 2, 3, 4}.

Example 2

Input:

5

10 19 6 3 5

Output:

2

Explanation:

Swap 10 with 3 and swap 19 with 5 to form the sorted array {3, 5, 6, 10, 19}. Input Format

The first line of input consists of an integer n, representing the number of elements in the array. The second line consists of n space-separated integers, denoting the elements of the array.

Output Format

The output prints an integer representing the minimum number of swaps required to sort the array in strictly increasing order.

Refer to the sample output for formatting specifications. Constraints

1 ≤ n ≤ 10

0 ≤ elements ≤ 100

Sample Input Sample Output

Sample Input Sample Output

Time Limit: - ms Memory Limit: - kb Code Size: - kb

Q26

Problem Statement

Determine whether a given undirected graph contains the Hamiltonian cycle or not.

A Hamiltonian cycle in an undirected graph is a path that visits each vertex exactly once. A Hamiltonian cycle is a Hamiltonian path with an edge from the last vertex to the first vertex of the Hamiltonian path.

Example Input:

5

0 1 0 1 0

1 0 1 1 1

0 1 0 0 1

1 1 0 0 1

0 1 1 1 0

Output:

0 1 2 4 3 0

Explanation:

Starting from vertex 0, all the vertices can be visited exactly once (0 - 1 - 2 - 4 - 3 - 0). Input Format

The first line of input consists of an integer that represents the number of vertices (V).

The following lines of input consist of the V\*V matrix, which represents the adjacency matrix of the graph.

Output Format

The output prints If a Hamiltonian cycle exists, print the vertices in the cycle in order, starting and ending at vertex 0.; otherwise, it prints that the "Hamiltonian path does not exist".

Refer to the sample output for the formatting specifications.

Constraints

3 ≤ V ≤ 5

The adjacency matrix elements graph[i][j] will be either 0 or 1.

Q27.

Problem Statement:

Given an array of integers, find the inversion count in the array.

Inversion Count: For an array, the inversion count indicates how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0. If an array is sorted in reverse order, then the inversion count is the maximum.

Formally, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j. Example 1:

Input:

N = 5, arr[] = {2, 4, 1, 3, 5}

Output:

3

Explanation:

Sequence 2, 4, 1, 3, and 5 has three inversions (2, 1), (4, 1), and (4, 3).

Example 2:

Input:

N = 5

arr[] = {2, 3, 4, 5, 6}

Output:

0

Explanation:

As the sequence is already sorted, there is no inversion count.

Example 3:

Input:

N = 3, arr[] = {10, 10, 10}

Output:

0

Explanation:

As all the elements of the array are the same, there is no inversion count. Input Format

The first line of the input is the size of the array.

The second line of the input is the list of space-separated integer values. Output Format

The output is the inversion count in the array. Constraints

1 ≤ N ≤ 5\*105 1 ≤ arr[i] ≤ 1018

Q28.

Problem Statement

Given two strings s and t of lengths m and n respectively, return the minimum window substring of s such that every character in t (including duplicates) is included in the window. If there is no such substring, return an empty string.

Examples

Input: s = ADOBECODEBANC, t = ABC

Output: BANC

Explanation: The minimum window substring BANC includes 'A', 'B', and 'C' from string t.

Input: s = a, t = a Output: a

Explanation: The entire string s is the minimum window.

Input: s = a, t = aa Output:

Explanation: Both 'a's from t must be included in the window. Since the largest window of s only has one 'a', return an empty string.

Input Format

The first line contains the string s, which is the source string.

The second line contains the string t, which is the target string whose characters must be included in the window.

Output Format

The output is a single line containing the minimum window substring of s containing all t characters. If no such window exists, output an empty string.

Refer to the sample output for formatting specifications.

Constraints

m == s.length

n == t.length

1 ≤ m, n ≤ 105

s and t consist of uppercase and lowercase English letters.

Q2G.

Problem Statement

The set [1, 2, 3, ..., n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order, we get the following sequence for n = 3: ["123", "132", "213", "231", "312", "321"]

Given n and k, return the kth permutation sequence. Input Format

The first line of input consists of an integer value 'n', representing the number of digits in the permutation.

The second line of input consists of an integer value 'k', representing the position of the permutation to be found.

Output Format

The output displays the kth permutation of the first n positive integers. Refer to the sample output for the formatting specifications. Constraints

In this scenario, the given test cases will fall under the following constraints:

1 ≤ n ≤ 9 1 ≤ k ≤ n! Q30.

Problem Statement

Roshan invested all day in developing test data for DC. He couldn’t make it work, so he had a nervous breakdown and can’t even see clearly anymore. Every time he winks(blinks) while reading, the letters in a word get mingled up so that the letters from the second half of the word (the shorter half, if the length is an odd number) “jump in” between the letters from the first half in the following way:

* The final letter “jumps in” the middle of the 1st and the 2nd letter
* The second final letter “jumps in” the middle of the 2nd and the 3rd letter
* The ith letter from the end “jumps in” the middle of the ith and the (i+1)th letter from the

starting

For this case, the word “abcdef” would become “afbecd” after winking.

If Roshan winks again, the same thing happens. After three winks, the word becomes “adfcbe”.

Roshan has decided to write a program to help him figure out what’s correctly written on the screen. Unfortunately, after a day’s work, he’s too tired, and he needs your help. You are given N, the number of winks, and the word Roshan sees on the screen. Write a program to solve the mystery for Roshan and figure out what was actually the word before he winked N times.

Input Format

The first line of input contains a positive integer N, the number of times Roshan blinked. The second line of input contains the word W from the screen.

The word will consist only of small letters of the English alphabet. Output Format

The output displays the original word before Roshan blinked N times. Refer to the sample output for formatting specifications. Constraints 1 ≤ N ≤ 109

3 ≤ length(W) ≤ 103

Q31.

Problem Statement

You are given two strings order and s. All the characters of order are unique and were sorted in some custom order previously.

Permute the characters of s so that they match the order that order was sorted. More specifically, if a character x occurs before a character y in order, then x should occur before y in the permuted string.

Return any permutation of s that satisfies this property. Example 1:

Input: order = "cba", s = "abcd" Output: "cbad"

Explanation: "a", "b", "c" appear in order, so the order of "a", "b", "c" should be "c", "b", and "a".

Since "d" does not appear in order, it can be at any position in the returned string. "dcba", "cdba", "cbda" are also valid outputs.

Example 2:

Input: order = "bcafg", s = "abcd" Output: "bcad"

Explanation: The characters "b", "c", and "a" from order dictate the order for the characters in s. The character "d" in s does not appear in order, so its position is flexible.

Following the order of appearance in order, "b", "c", and "a" from s should be arranged as "b", "c", "a". "d" can be placed at any position since it's not in order. The output "bcad" correctly follows this rule. Other arrangements like "bacd" or "bcda" would also be valid, as long as "b", "c", "a" maintain their order.

Input Format

The first line of input consists of the string order, representing the custom order of characters. The second line of input consists of the string s, representing the input string.

Output Format

The output prints the sorted string according to the custom order specified by order. Refer to the sample output for the formatting specifications. Constraints

1 ≤ order.length ≤ 26

1 ≤ s.length ≤ 200

order and s consist of lowercase English letters. All the characters of order are unique. Q32.

Problem Statement:

Given an integer array nums, find the subarray with the largest sum, and return its sum. Example 1:

Input: n=9

nums = [-2,1,-3,4,-1,2,1,-5,4]

Output: 6

Explanation: The subarray [4,-1,2,1] has the largest sum 6. Example 2:

Input: n=1 nums = [1] Output: 1

Explanation: The subarray [1] has the largest sum of 1. Example 3:

Input: n=5

nums = [5,4,-1,7,8]

Output: 23

Explanation: The subarray [5,4,-1,7,8] has the largest sum of 23. Input Format

The first line consists of an integer n, representing the number of elements in the array nums.

The second line consists of n space-separated integers, representing the elements of the array nums. Output Format

The output prints an integer, representing the sum of the subarray with the largest sum. Refer to the sample output for formatting specifications. Constraints

1 ≤ n ≤ 20

-100 ≤ nums[i] ≤ 100

Q33.

Problem Statement

Given an array, the task is to find the sum of the maximum sum by alternating subsequences starting with the first element. Here alternating sequence means first decreasing, then increasing, then decreasing,... For example, 10, 5, 14, and 3 are alternating sequences.

Note: The reverse sequence type (increasing—decreasing—increasing—...) is not considered alternating here.

Example Input:

6

4 3 8 5 3 8

Output:

28

Explanation:

The alternating subsequence (starting with the first element) that has the maximum sum is {4, 3, 8, 5, 8}

Input Format

The first line contains an integer n, representing the number of elements in the array.

The second line contains n space-separated integers, representing the elements of the array. Output Format

The output displays a single integer representing the maximum sum of an alternating subsequence from the given array.

Refer to the sample output for the formatting specifications. Constraints

1 ≤ n ≤ 10

1 ≤ elements ≤ 100

Question 1: Terrain Digging (Dynamic Programming) Problem Statement:

You are given N terrain segments. Each segment i has a height Li. You want to make the terrain strictly decreasing, i.e., L1 > L2 > ... > LN.

On day D, a team can reduce the height of any segment by 2^(D-1). You may assign the team to any segment any number of times (even multiple times on different days).

Find the minimum number of days required to make the terrain strictly decreasing. Constraints:

* 2 ≤ N ≤ 10^5
* -10^9 ≤ Li ≤ 10^9 Input:

N L1 L2

... LN

Output:

Minimum number of days

Question 2: Magical Road Construction (Bitmask + DP)

A magical road needs to be strictly increasing in height to avoid monster attacks. You’re given heights

H[0...N-1] and can cast spells to increase any segment’s height.

On day D, the spell increases a chosen segment by 2^(D-1). You can cast multiple spells on any segment and on any day.

Find the minimum number of days required to make the entire array strictly increasing.

Question 3: Mountain Array Transformation (Pattern Matching + Brute Force) You’re given an array A

of N integers. Transform it into a mountain array, defined as:

* Both ends have equal values
* As you move from either end to the middle, each next value must increase by 1
* The peak value(s) can be same or different, but the pattern must rise and fall symmetrically

Find the minimum number of elements to change to achieve a mountain array. QUESTION 4: n the stock market, a person buys a stock and sells it on some future date. You are given an array prices[] representing stock prices on different days and a positive integer k, find out the maximum profit a person can make in at-most k transactions.

A transaction consists of buying and subsequently selling a stock and new transaction can start only when the previous transaction has been completed.

Examples :

Input: prices[] = [10, 22, 5, 80], k = 2

Output: 87 Explanation:

1st transaction: Buy at 10 and sell at 22.

2nd transaction : Buy at 5 and sell at 80. Total Profit will be 12 + 75 = 87. Input: prices[] = [100, 90, 80, 50, 25], k = 1

Output: 0 Constraints:

1 ≤ prices.size() ≤ 103

1 ≤ k ≤ 200

1 ≤ prices[i] ≤ 103

Question 5:

Altaf has recently learned about number bases and is becoming fascinated.

Altaf learned that for bases greater than ten, new digit symbols need to be introduced, and that the convention is to use the first few letters of the English alphabet. For example, in base 16, the digits are 0123456789ABCDEF. Altaf thought that this is unsustainable; the English alphabet only has 26 letters, so this scheme can only work up to base 36. But this is no problem for Altaf, because Altaf is very creative and can just invent new digit symbols when she needs them. (Altaf is very creative.)

Altaf also noticed that in base two, all positive integers start with the digit 1! However, this is the only base where this is true. So naturally, Altaf wonders: Given some integer N, how many bases b are there such that the base-b representation of N starts with a 1?

INPUT FORMAT :

The first line of the input contains an integer T denoting the number of test cases. The description of T test cases follows.

Each test case consists of one line containing a single integer N (in base ten). OUTPUT FORMAT :

For each test case, output a single line containing the number of bases b, or INFINITY if there are an infinite number of them.

CONSTRAINTS :

* 1 <= T <= 10^5
* 0 <= N < 10^12

SAMPLE INPUT : 4 6

9

11

24

SAMPLE OUTPUT : 4 7

8

14

Question 6:

Sam is handed a rectangular piece of paper with the dimensions h\*w, where h denotes height and w denotes width. Sam wants to fold the paper in the fewest possible moves such that its dimensions are h1\*w1. The paper could only be folded parallel towards its edges, and the dimensions should be integers after folding. If h=8 and w=4, for example, fold the paper till it's h1, w1 = 6,1. First, fold the long edge 6 units to the side, resulting in a 6\*4 paper. And then, Fold the page in three folds along the width 2 units edge to achieve a 6\*1 page.

Input Format

First line contains an integer denotes h Seconds line contains an integer denotes w Third line contains an integer denotes h1 Fourth line contains an integer denotes w1 Constraints

1 <= h, w, h1, w1 <= 10^15

h1 <= h w1 <= w Output Format

Print the minimum moves required. Sample Input:

Sample Output:

Question 7:

Finding the shortest path in a graph is a problem that we can solve using dynamic programming. Suppose we need to find the shortest path between the nodes ‘u’ and ‘v’. There is a node ‘x’ that falls in the shortest path from node ‘u’ to ‘v’. Then we can find the answer using the shortest path from ‘u’ to ‘x’ and the shortest path from ‘x’ to ‘v’.

Question 8:

We have been given a binary matrix of R x C. we have to find the maximum area of the square submatrix.

For example, if the given array is: 0 0 0 0 0 0 0

0 0 0 0 0 0 0

0 0 1 1 1 0 0

0 0 1 1 1 0 0

0 0 1 1 1 0 0

0 0 0 0 0 0 0

then the largest sub-matrix square is: 1 1 1

1 1 1

1 1 1

and its area is 3\*3 = 9 Input Matrix:

0 0 0 0 0 0 0

0 0 0 0 0 0 0

0 0 1 1 1 0 0

0 0 1 1 1 0 0

0 0 1 1 1 0 0

0 0 0 0 0 0 0

Sol Matrix: 0 0 0 0 0 0 0

0 0 0 0 0 0 0

0 0 1 1 1 0 0

0 0 1 2 2 0 0

0 0 1 2 3 0 0

0 0 0 0 0 0 0

0 0 0 0 0 0 0

Question 9:

You are given a multi story building, and some number of eggs. You want to know from which floors, if you drop a egg, it will break.

It’s a Monday in Coders’ world. You are about to get a new problem. There is a building with floors 1 to ‘FLOORS’. You are given a basket full of identical eggs. ‘EGGS’ identical eggs. As the eggs are identical, they follow the same properties. These properties are given below:

1. Each egg breaks only if it is dropped from a certain floor ‘EGGBREAKER’ or above.
2. An egg that is not broken after being dropped from a floor can be used to drop again. you are given the following details:
   1. ‘FLOORS’: Total number of floors in the building.
   2. ‘EGGS’ : Total number of eggs in the basket.
   3. Your task is to find the minimum number of egg drops required in the worst case to

find out the ‘EGGBREAKER’ floor.

Dropping from different floors leads to a different number of moves required to find the

‘EGGBREAKER’ floor.

Input

Enter Eggs: 2

Enter Floors: 6

Output

Minimum number of moves required: 3 Question 10:

The Central Bureau of Investigation encrypts some papers for security reasons. The document is first turned into lower case letter strings in this process. This string is now being encoded.

Encoding Procedures

* The string can be broken down into a list of non-empty substrings at random.
* Now that we have a list of strings, randomly pick some substrings and change them with their lengths.
* After that, combine the list of substrings to make an encoded string.

You are given two encoded strings, 'S1' and 'S2', consisting of lower case English letters and digits 1 to 9, and you have to tell if both strings are encoded from the same parent string. In other words, return true if a parent string 'S' exists, which can be encoded as 'S1' and 'S2' both. Else return false.

EASY:

Question 1:

Ram went to fight for Coding Club. There were N fighters with various powers. There will be Q rounds to fight and in each round, Ram's power will be varied. With power M, Ram can kill all the fighters whose power is less than or equal to M(<=M). After each round, All the soldiers who are dead in the previous round will reborn. Such that in each round there will be N fighters to fight. As Ram is weak in mathematics, help him to count the number of fighters that he can kill in each round and the total sum of their powers.

INPUT:

The first line of the input contains N, the number of fighters.

The second line contains an array of N numbers denoting the power of each fighter This third line contains Q, which denotes the number of rounds.

Q lines follow, each line having one number denoting the power of Ram. OUTPUT:

For each round, the output should be an array of two numbers. The first number should be the number of fighters that Ram can beat, and the second number denotes the cumulative strength of all the fighters that Ram can beat.

CONSTRAINTS:

1<=N<=10000

1<=power of each fighter<=100 1<=Q<=10000 1<=power of Ram<=100

Case 1: Input: 7

1 2 3 4 5 6 7

3

3

10

2

Output:

3 6

7 28

2 3

Case 2: Input:

5

10 20 30 40 50

4

5

25

50

60

Output:

0 0

2 30

5 150

5 150

Case 3:

Input:

6

5 10 15 20 25 30

3

1

15

35

Output:

0 0

3 30

6 105

Question 2:

You are given a string s and a list dictionary[] of words. Your task is to determine whether the string s can be formed by concatenating one or more words from the dictionary[].

Note: From dictionary[], any word can be taken any number of times and in any order. Constraints:

1 ≤ s.size() ≤ 3000

1 ≤ dictionary.size() ≤ 1000

1 ≤ dictionary[i].size() ≤ 100

Case 1:

Input: s = "ilike", dictionary[] = ["i", "like", "abc"] Output: true Case 2:

Input: s = "ilikeabc", dictionary[] = ["i", "like", "man", "india", "abc"] Output: true Case 3:

Input: s = "ilikemangoes", dictionary[] = ["i", "like", "man", "india", "abc"] Output: false

Question 3:

You’re a data compression engineer working on a custom text encoder. Your goal is to minimize the weight of a string before storing it in a compressed database. Weight of a string is defined as: The sum of squares of the frequency of each distinct character.

You're allowed to remove exactly k characters from the string (any characters, not necessarily distinct). The objective is to minimize the weight after removals.

Constraints:

0 ≤ k ≤ |string length| ≤ 5\*104 Case 1:

Input:

str = "abccc" k = 1

Output:

6

Case 2:

Input:

str = "aabcbcbcabcc" k = 3

Output:

27

Case 3:

Input:

str = "zzzzzz" k = 2

Output:

16

Question 4:

You're building a task scheduler for a project management system. Each task may depend on other tasks being completed first. All its prerequisites must be finished before starting any task.

You're given: The total number of tasks N. A list of prerequisite relationships P, where each pair [A, B] means: "To do task A, you must finish task B first."

You must determine if all the tasks are scheduled so that no prerequisite conflict prevents completion. If yes, return "Yes" — all tasks can be completed.

If no, return "No" — a cyclic dependency exists.

Case 1:

Input:

N = 4

P = 3

prerequisites = [[1, 0], [2, 1], [3, 2]]

Output:

Yes Case 2:

Input:

N = 2

P = 2

prerequisites = [[1, 0], [0, 1]]

Output:

No Case 3:

Input:

N = 6

P = 5

prerequisites = [[1, 0], [2, 1], [3, 2], [4, 3], [5, 4]]

Output:

Yes

Question 5:

In the realm of binary encoding, a transmission protocol defines every integer as a fixed-length bitstream. When converting one encoded signal a to another b, the transformation cost is measured in bit mismatches — each mismatch represents a necessary flip to achieve identity.

Given two non-negative integers a and b, determine the minimum Hamming distance between their binary representations — that is, count the number of individual bit positions at which the corresponding bits differ when a is transformed into b.

Your goal is to compute the number of atomic bit-flip operations needed to make a exactly equal to

b. Constraints:

Both a and b lie within the closed interval [1, 10⁶].

Case 1:

Input:

a = 10

b = 20

Output: 4

Case 2:

Input:

a = 20

b = 25

Output:

3

Case 3:

Input:

a = 1000

b = 1500

Output:

6

MEDIUM

Question 1:

In a chain of N mountain reservoirs, each dam holds water up to height Hᵢ. You may release water from any dam down to any lower level; releasing from height h₁ to h₂ costs h₁–h₂ energy units. Your goal is to make all reservoirs share the same water height at minimum total energy.

Constraints:

1 ≤ N ≤ 10⁵ 1 ≤ Hᵢ ≤ 10⁹ Input:

N

H₁ H₂ … Hₙ

Output:

One integer: the least total energy needed.

Case 1:

Input: 4

8 3 6 3

Output: 11

Case 2: Input:

1

5

Output:

0

Case 3:

Input:

3

100 100 100

Output:

0

Question 2:

A lantern festival runs along a straight promenade divided into segments [Sᵢ, Eᵢ]. You need to install light- beacons (at integer positions) so each segment has at least one beacon. Each beacon normally costs 1 lantern package, but every second beacon at the exact same spot is free. Compute the minimum number of packages needed.

Input:

M

S₁ E₁

…

Sₘ Eₘ

Output:

One integer: the minimum lantern packages.

Constraints: 1 ≤ M ≤ 10⁵ 1 ≤ Sᵢ< Eᵢ ≤ 10⁹

Case 1:

Input : 3

2 5

4 7

6 8

Output: 2

Case 2: Input:

2

1 10

1 10

Output:

1

Case 3:

Input:

3

1 2

3 4

5 6

Output:

3

Question 3:

A data center has N separate cable segments, each of length Lᵢ. To form one continuous cable, you repeatedly join two segments into one; joining lengths a and b costs a + b (materials and labor).

Compute the minimum total cost to consolidate all segments into a single cable.

Input:

N

L₁ L₂ … Lₙ

Output:

One integer: the minimum total merge cost.

Constraints: 1 ≤ N ≤ 10⁵ 1 ≤ Lᵢ ≤ 10⁹

Case 1:

Input: 4

4 3 2 6

Output: 29

Case 2: Input: 1

10

Output:

0

Case 3:

Input:

3

5 5 5

Output:

25

Question 4:

A composer has written a melody string T (notes represented by lowercase letters). If they remove up to K notes, they want the lexicographically smallest remaining melody (order of the others must stay the same).

A lexicographically smallest string is one that would appear first in a dictionary: compare two strings from the first character onward; at the first differing character, the string with the smaller character is lexicographically smaller.

Input:

T K

Output:

The lexicographically smallest string after ≤ K deletions.

Constraints:

1 ≤ |T| ≤ 10⁵

0 ≤ K < |T|

T consists of lower case alphabets only

Case 1:

Input: dbcaab 2

Output: bcaab Case 2: Input: zyx

1

Output:

Yx

Case 3:

Input: abc 0 Output: abc

Question 5:

The royal courier must deliver N decrees, one at a time. Decree i takes Tᵢ days to deliver and incurs a daily displeasure penalty of Wᵢ gold coins per day until it’s delivered. When decree i finishes on day Cᵢ, the palace pays a total penalty of Wᵢ × Cᵢ. Devise a delivery order to minimize the sum of all penalties

Input:

N

T₁ W₁ T₂ W₂

…

Tₙ Wₙ

Output:

One integer: the minimum total penalty.

Constraints: 1 ≤ N ≤ 10⁵ 1 ≤ Tᵢ, Wᵢ≤ 10⁶

Case 1:

Input: 3

3 4

1 100

2 2

Output: 128

Case 2: Input:

1

1 10

Output:

10

Case 3:

Input:

2

5 2

3 3

Output:

25

Question 6:

You are given a DNA sequence S of length N, made up of the characters A, C, G, and T.

You want to divide this string into K equal-length contiguous blocks (assume N % K == 0). Your task is to mutate as few characters as possible so that all K blocks become the same.

A mutation means changing one character to another at a specific position. You are allowed to mutate any character, but your goal is to minimize the total number of mutations across all blocks.

Your task is to compute the minimum number of mutations required. Parameters:

* S :: STRING The first line contains the DNA sequence. len(S) :: 1 → 2 \* 10^5 Characters are

only from A, C, G, and T.

* K :: INTEGER The next line contains the integer K, the number of blocks. K :: 1 → len(S) It is

guaranteed that len(S) % K == 0.

Case#: 1

Input: ACGTACGT 2

Output: 0

Explanation: Split into blocks: ACGT and ACGT They are already identical. No mutations needed. Case#: 2

Input: ACGTAGCT 2

Output: 2

Explanation: Blocks: ACGT and AGCT At position 2: G vs C → mutate one At position 3: T vs T → same

Minimum mutations needed = 2 Case#: 3

Input: AACCGGTT 4

Output: 6

Explanation: Blocks: AA, CC, GG, TT For each position (0 and 1), we want to align all to the most frequent character.

* Position 0: [A, C, G, T] → pick A → 3 mutations
* Position 1: [A, C, G, T] → pick A → 3 mutations

Case#: 4

Input: ATCGATCA 2

Output: 1

Explanation: Blocks: ATCG, ATCA Only position 3 differs: G vs A → 1 mutation needed

Question - 7

You are managing a fleet of delivery vehicles. Each vehicle starts from a central depot and delivers packages to customers. Every customer has a specific time window during which they must receive their delivery.

Your task is to assign customers to vehicles and determine delivery routes such that:

* All customers are visited within their specified time windows.
* Each vehicle starts and ends at the depot.
* The total distance travelled by all vehicles is minimized.

A vehicle can wait at a customer location if it arrives early. All vehicles travel at a speed of 1 unit distance per minute. There is no limit on the number of deliveries per vehicle unless time constraints prevent it.

Parameters:

* N :: INTEGER The number of customers. 1 → 10^4
* M :: INTEGER The number of available delivery vehicles. 1 → 100
* Depot :: TUPLE(INT, INT) Coordinates (x, y) of the central depot.

Customers :: LIST A list of N entries. Each customer is described by: (x, y, start\_time, end\_time) where: (x, y) are 2D coordinates of the customer,

start\_time and end\_time define the allowed time window (in minutes). Each vehicle:

* Starts at time 0 from the depot.
* Must return to the depot after deliveries.
* Travels in 2D space with Manhattan distance at 1 unit/minute.
* May wait at the customer location if it arrives before the time window.
* Can return -1 if it is not possible to honour the timelines.

Case#: 1 Input:

3

1

0 0

1 0 0 10

2 0 5 15

3 0 10 20

Output:

6

Explanation:

* One vehicle can visit all 3 customers in sequence: (1,0) → (2,0) → (3,0)
* Then return to depot: (0,0)
* Total route: 0→1→2→3→0 → total distance = 6 [vehicle has to wait 3 mins at 2nd customer

and 4 mins at 3rd customer though for honouring time windows]

* All time windows respected.

Case#: 2 Input:

3

3

0 0

10 0 0 5

20 0 0 5

30 0 0 5

Output:

-1

Explanation:

* Due to tight time windows and long distances, one vehicle cannot serve multiple customers.
* Each vehicle serves one customer and returns. Distances: Depot → (10,0) → Depot = 20 Depot → (20,0) → Depot = 40 Depot → (30,0) → Depot = 60

Total = 20 + 40 + 60 = 120 but due to time window [0,5] for all the customers, it is not feasible.

Question 8:

You have an interesting string S of length N. It is interesting because you can rearrange the characters of this string in any order.

After rearranging the string once, you want to cut it into K contiguous segments such that each segment is a palindrome. You cannot rearrange or modify the segments after cutting.

Your goal is to find the maximum number of palindromic segments you can obtain after rearrangement and cutting.

Note: A palindrome is a string that reads the same forward and backward, such as "aba", "abba", or "a".

Parameters:

* S :: STRING The first line contains a string S, denoting the string. len(S) :: 1 -> 2 \* 10^5

Case#: 1 Input: aabbcc Output: 2

Explanation: We can rearrange the string as "abc" + "cba" → both are palindromes. Hence, maximum

palindromic segments = 2. Case#: 2

Input: aaabbbbcc

Output: 3

Explanation: Rearranged string = "bab" + "cac" + "bab" or similar. All three segments are palindromes. Hence, answer is 3.

Case#: 3 Input: abcabc Output: 1

Explanation: Any rearrangement of the string cannot be divided into more than one palindrome segment. Best option is to keep the whole string as one palindrome.

Question 9:

You are designing the stamina management system for a turn-based game. A character must defeat a sequence of enemies, where each enemy requires a certain amount of stamina to defeat. The character starts with full stamina and can either fight, skip, or use a potion. Your goal is to minimize the number of potions used while defeating all enemies(can skip max K enemies).

Rules of the game:

* There are N enemies, indexed 0 to N-1.
* The character starts with S stamina points.
* Each enemy requires cost[i] stamina to fight.

If current stamina is less than cost[i], you must either: Skip the enemy (but you can only skip up to K enemies in total), or

Use a potion to restore stamina back to S (can use multiple times). After fighting, stamina is reduced by cost[i].

Skipping does not reduce stamina.

Parameters:

* N :: INTEGER (number of enemies) 1 ≤ N ≤ 10^4
* S :: INTEGER (initial stamina per potion refill) 1 ≤ S ≤ 1000
* K :: INTEGER (maximum skips allowed) 0 ≤ K ≤ N
* cost :: LIST of INTEGER cost[i] is the stamina required to fight the i-th enemy 1 ≤ cost[i] ≤

1000

Compute the minimum number of potions the character needs to use to defeat all enemies, without exceeding K skips.

Case#: 1

Input:

N = 5

S = 10

K = 1

cost = [4, 6, 8, 2, 5]

Output:

1

Explanation:

Enemy 0: Fight (stamina 10 → 6)

Enemy 1: Fight (stamina 6 → 0) Enemy 2: Skip (skip used = 1)

Enemy 3: Use potion → stamina = 10 → fight (→ 8) Enemy 4: Fight (stamina 8 → 3)

HARD:

Question 1:

There is a soccer team with n players, numbered from 0 to n-1. The team wants to pass the ball from player 0 to player n-1, and each player can only pass forward, i.e., from a player i to another player j such that j>i.

You are given a 2D array prob, where prob[i][j] represents the probability (a value between 0 and 1) that thepass from player i to player j will succeed. Each player can pass the ball to any player ahead (j > i), and your goal is to choose an optimal sequence of passes to maximize the probability that player n-1 successfully receives the ball.

Your task is to calculate the maximum probability of successfully passing the ball from player 0 to player n-1, by choosing the best sequence of passes.

Parameters:

* The first line contains an integer n, denoting the number of players. 2 ≤ n ≤ 100
* The next n lines contain n space-separated floating-point numbers each.

The j-th number on the i-th line (where j > i) represents prob[i][j], the success probability of passing from player i to player j.

All entries where j ≤ i will be 0 and should be ignored.

Output:

* Return the maximum probability (a floating-point number) that player n-1 successfully receives the ball, rounded to 6 decimal places.

Case#:1 Input:

4

0 0.9 0.8 0.0

0 0 0.7 0.5

0 0 0 0.6

0 0 0 0

Output:

0.504000

Case#: 2 Input:

3

0 0.5 0.2

0 0 0.9

0 0 0

Output:

0.450000

Case#: 3 Input

5

0 0.4 0.5 0.0 0.0

0 0 0.6 0.7 0.0

0 0 0 0.8 0.3

0 0 0 0 0.9

0 0 0 0 0

Output 0.302400

Question 2:

US Iron, a company that specializes in custom hand-forged iron, wants to reuse iron rod ends and weld them into one longer rod. Given N iron rods of different lengths, you are asked to write a program to find the minimum cost to weld all of them into a longer rod, knowing that the cost of welding two iron rods is equal to the sum of their two lengths.

Parameters:

N : INTEGER

The first integer contains N, denoting the number of rods. 3 <= N <= 100 array[] : INTEGER ARRAY

An array of N integers, each denoting the length of a rod. 1 <= array[i] <= 100 Input:

Each test case consists of one line containing one integer N representing the number of iron rods to weld followed by N integers representing the length of each rod.

Output:

For each test case, output one line containing the minimum cost to weld all the iron rods into a single rod.

Case#1: Input:

5

21 29 18 33 9

Output:

247

Case2#: Input:

6

63 11 42 21 35 53

Output:

549

Case#3: Input:

7

2 11 15 20 7 17 6

Output:

205

Question 3:

There are ‘r’ red and ‘g’ green blocks for construction of the red-green tower. Red-green tower can be built following next rules:

Red-green tower is consisting of some number of levels;

Let the red-green tower consist of n levels, then the first level of this tower should consist of n blocks, second level — of n - 1 blocks, the third one — of n - 2 blocks, and so on — the last level of such tower should consist of the one block. In other words, each successive level should contain one block less than the previous one;

Each level of the red-green tower should contain blocks of the same color.

Let h be the maximum possible number of levels of red-green tower, that can be built out of r red and g green blocks meeting the rules above. The task is to determine how many different red-green towers having h levels can be built out of the available blocks.Two red-green towers are considered different if there exists some level, that consists of red blocks in the one tower and consists of green blocks in the other tower.

You are to write a program that will find the number of different red-green towers of height h modulo 109 + 7.

Parameters:

The only line of input contains two integers r and g, separated by a single space — the number of

available red and green blocks respectively (0 ≤ r, g ≤ 2·105, r + g ≥ 1).

Output the only integer — the number of different possible red-green towers of height (h modulo 109 + 7).

Case#1: Input

4 6

Output 2

Case#2 Input 9 7 Output

6

Case#3 1 1 Output

2

Question 4:

Winter is here in the North and the White Walkers are close. John Snow has an army consisting of n soldiers. While the rest of the world is fighting for the Iron Throne, he will get ready for the attack of the White Walkers.

He created a method to know how strong his army was. Let the i-th soldier’s strength be ai. For some

k he calls i1, i2, ..., ik a clan if i1 < i2 < i3 < ... < ik

and gcd(ai1, ai2, ..., aik) > 1 . He calls the strength of that clan k·gcd(ai1, ai2, ..., aik). Then he defines the strength of his army by the sum of strengths of all possible clans.

Your task is to find the strength of his army. As the number may be very large, you have to print it modulo 1000000007 (109 + 7).Greatest common divisor (gcd) of a sequence of integers is the maximum possible integer so that each element of the sequence is divisible by it.

Parameters:

The first line contains integer n (1 ≤ n ≤ 200000) — the size of the army.

The second line contains n integers a1, a2, ..., an (1 ≤ ai ≤ 1000000) — denoting the strengths of his soldiers.

Print one integer — the strength of John Snow's army modulo 1000000007 (109 + 7).

Case#1: Input

3

3 3 1

Output:

12

Case#2: Input

4

2 3 4 6

Output:

39

Case#3:

Input

5

7 14 21 2 5

Output:

140

Question 5:

There is a fun learning game devised by a teacher to help students learn Mathematics and English. In this game, the teacher gives students a random sequence of uppercase letters. The task is to identify the longest sequence of letters that are placed in correct alphabetical order relative to each other (not necessarily consecutively).

For example, in the sequence `AFBGCE`, a correct relative sequence is `ABCE`. The letters don't need to be adjacent in the original string, but they must appear in the same order.

Your task is to write a program that, given such a sequence, returns the length of the longest subsequence of letters that are in the correct relative alphabetical order.

Parameters:

The input contains:

* A single line of characters, consisting of uppercase English letters only.
* Length of the string ≤ 26 Output:

Output a single integer which represents the length of the longest subsequence where the letters are in relative alphabetical order.

Constraints:

* The sequence contains only uppercase English alphabets.
* Maximum length of the sequence is 26.

Case#1: Input: BACDFEG Output:

4

Case#2: Input: LMNOPXYZ Output:

8

Case#3:

Input:

QWERTYUIOP

Output:

3

1. Sliding-Window Minimum over Dynamic Updates Description:

You have an array A of length N, initially all zeros. You will process Q operations of two types:

1. Update: Set A[i] = x.
2. Query: For a given window size K, find the minimum value in each contiguous window of size K over the current array.

Return all query answers in order of appearance; each query produces an array of length N−K+1.

Constraints:

* + 1 ≤ N, Q ≤ 2·10^5
  + 1 ≤ i ≤ N, −10^9 ≤ x ≤ 10^9
  + 1 ≤ K ≤ N

Samples Sample 1

N = 5, Q = 4

Operations:

1. Update 3 5
2. Update 1 -2
3. Query K=3
4. Query K=5 Output:

[-2, 0, 0]

[-2]

After two updates, A = [−2,0,5,0,0].

Sample 2

N = 4, Q = 5

Ops:

1. Update 2 1
2. Update 4 -1
3. Query 2
4. Update 3 2
5. Query 3 Output:

[0, -1, -1]

[-1, -1]

First query on [0, 1, 0, -1] windows of size 2; second on [0 ,1 ,2 , -1] windows of size 3.

Sample 3

N = 3, Q = 3

Ops:

1. Query 1
2. Update 1 10
3. Query 2 Output:

[0, 0, 0]

[0, 0]

Initial A = [0, 0, 0]; after update, A = [10,0,0]

2.Trie-Based “Prefix Value Sum” with Removals

Description:

Maintain a multiset of strings with integer values. Support three operations:

1. Add s v: insert string s with value v.
2. Remove s v: remove one occurrence of (s,v) if exists.
3. Sum p: compute the sum of values of all strings in the multiset that start with prefix p. All strings consist of lowercase letters.

Constraints:

* + Total operations ≤ 2·10^5
  + 1 ≤ |s|,|p| ≤ 20
  + 1 ≤ v ≤ 10^6

Samples Sample 1 Ops:

Add "apple" 3

Add "app" 2 Sum "ap" Remove "app" 2 Sum "app" Output:

5

3

Sample 2 Ops:

Add "cat" 5

Add "car" 7 Sum "ca" Sum "car" Output:

12

7

Sample 3

Ops:

Add "dog" 4

Add "dog" 6

Remove "dog" 4 Sum "do" Output:

6

1. Offline Range-Connectivity with Union-Find Description:

You have N nodes numbered 1…N. You will receive M operations of two types, but you must answer

them offline:

* + Connect u v: add an undirected edge between u and v.
  + Query u v: at this point in time, are u and v in the same connected component? Return answers for all queries in order.

Constraints:

* + 1 ≤ N ≤ 10^5, 1 ≤ M ≤ 2·10^5
  + 1 ≤ u, v ≤ N

Samples Sample 1

N = 5, M = 5

Ops:

Connect 1 2

Query 1 3

Connect 2 3

Query 1 3

Query 4 5 Output:

NO YES NO

Sample 2

N = 3, M = 4

Ops:

Connect 1 2

Connect 2 3

Query 1 3

Query 1 1 Output: YES

YES

Sample 3

N = 4, M = 6

Ops:

Query 1 4

Connect 3 4

Query 1 4

Connect 1 2

Connect 2 3

Query 1 4 Output:

NO NO YES

1. Segment-Tree “Kth Smallest in Range” with Point Updates

Description:

Maintain an array A of length N (initial values given). Support:

* + Update i x: set A[i] = x.
  + Kth L R k: in the subarray A[L..R], find the k-th smallest element. If k > R−L+1, return −1.

Constraints:

* + 1 ≤ N, Q ≤ 10^5
  + 1 ≤ A[i], x ≤ 10^9
  + 1 ≤ L ≤ R ≤ N, 1 ≤ k ≤ N

Samples Sample 1

N=5, A=[5,1,4,2,3], Q=4

Ops:

Kth 1 5 2

Update 3 0

Kth 1 5 2

Kth 2 4 3 Output: 2

1

-1

Sample 2

N=3, A=[2,2,2], Q=3

Ops:

Kth 1 3 1

Update 2 1

Kth 1 3 2 Output: 2

2

Sample 3

N=4, A= [10,20,30,40], Q=3

Ops:

Kth 2 3 1

Update 4 5

Kth 1 4 4 Output:

20

-1

1. Dynamic Range Minimum with Swaps Description:

You have an array A of length N. You will process Q operations of two types:

1. Swap i j: Swap A[i] and A[j].
2. RangeMin L R: Report the minimum value in A[L..R]. Both operations must run in O(log N) time.

Constraints:

* + 1 ≤ N, Q ≤ 2·10⁵
  + 1 ≤ A[i] ≤ 10⁹
  + 1 ≤ i, j, L, R ≤ N

Samples Input:

N=5, A=[4,2,5,1,3], Q=4

Ops:

1. RangeMin 2 4
2. Swap 2 4
3. RangeMin 2 4
4. RangeMin 1 5 Output:

1

2

1

Input:

N=3, A=[7,7,7], Q=3

Ops:

1. RangeMin 1 3
2. Swap 1 3
3. RangeMin 1 1 Output:

7

7

Input:

N=4, A=[10,5,8,6], Q=5

Ops:

1. Swap 1 4
2. RangeMin 1 3
3. Swap 2 3
4. RangeMin 2 4
5. RangeMin 3 3 Output:

6

5

8

6.K-th Nearest Element in a BST Description:

You build a binary search tree (initially empty) by inserting N distinct keys in given order. Then answer Q queries: for each x and k, find the k-th smallest element in the BST strictly greater than x. If fewer than k such elements exist, return -1.

Each query must run in O(log N) on average.

Constraints:

* 1 ≤ N, Q ≤ 10⁵
* Keys and queries: 1 ≤ x, key ≤ 10⁹, 1 ≤ k ≤ N

Samples Input:

Insert order: [5, 3, 8, 2, 4, 6] Queries:

1. (x=4, k=1)
2. (x=5, k=2)
3. (x=8, k=1)

Output:

5

6

-1

Input:

Insert: [10, 20, 30]

Queries:

(15,1), (15,2), (5,1)

Output:

20

30

10

Input:

Insert: [7,1,9,3] Queries:

(3,1), (3,2), (3,3)

Output:

7

9

-1

1. Circular Buffer Maximum Load Description:

You have a fixed-size circular buffer of capacity C (initially empty). Support Q operations:

1. Enqueue x: add x to the back (if full, overwrite the oldest).
2. Max: report the current maximum element in the buffer. All operations must be amortized O(1).

Constraints:

* + 1 ≤ C, Q ≤ 2·10⁵
  + |x| ≤ 10⁹

Samples Input: C=3

Ops:

Enqueue 1

Enqueue 3 Max Enqueue 2

Enqueue 5 Max Output:

3

5

Input:

C=2

Ops: Enqueue 4 Max Enqueue -1

Max Enqueue 2 Max Output:

4

4

2

Input:

C=1

Ops:

Enqueue 7 Max Enqueue 5 Max Output:

7

5

1. LRU Cache with Variable Capacity Description:

Implement an LRU cache that supports Q operations:

1. SetCap c: change cache capacity to c. If current size > c, evict least-recently-used items until size = c.
2. Put k v: insert or update key k with value v. If insertion causes overflow, evict LRU.
3. Get k: return value for key k, or -1 if not present. Accessing a key makes it MRU. All ops in O(1) time.

Constraints:

* + 1 ≤ Q ≤ 2·10⁵
  + Keys, values: integers in [−10⁹,10⁹]
  + Capacities: 1 ≤ c ≤ 2·10⁵

Samples Input: Ops: SetCap 2

Put 1 100

Put 2 200

Get 1

Put 3 300

Get 2 Output: 100

-1

Input:

Ops:

SetCap 1

Put 5 50

Put 6 60

Get 5

Get 6 Output:

-1

60

Input:

Ops:

SetCap 3

Put 1 10

Put 2 20

Put 3 30

SetCap 2

Get 1

Get 3

Output:

-1

30

1. Circular String Substring Queries Description:

You’re given a base string S (length N). Process Q queries, each a pattern P. Determine whether P appears as a contiguous substring in any cyclic rotation of S. Return YES or NO per query. Preprocess S in O(N); answer each query in O(|P|).

Constraints:

* + 1 ≤ N ≤ 2·10⁵, 1 ≤ Q ≤ 2·10⁵
  + Sum of all |P| ≤ 2·10⁵
  + Lowercase letters only. Samples

1.

S = "abac" Queries: "cab"

"aca"

"baa" Output: YES

YES NO 2.

S = "aaaa" Queries: "aaa" "aaaaa" "aa"

Output:

YES NO YES 3.

S = "xyz" Queries:

"yzx"

"zy"

"xy" Output:

YES NO YES

Sliding-Window Distinct Count Description:

Given an array A of length N, answer Q queries of the form (L,R): return the number of distinct elements in the subarray A[L..R]. Preprocess in O(N log N); answer each query offline in O((N+Q) log

N) via Fenwick or segment tree. Constraints:

* 1 ≤ N, Q ≤ 2·10⁵
* 1 ≤ A[i] ≤ 10⁹
* 1 ≤ L ≤ R ≤ N

Samples 1.

A = [1,2,1,3,2], Q=3

Queries: (1,5)

(2,4)

(3,3)

Output:

3

2

1

2.

A = [5,5,5], Q=2

Queries:

(1,3)

(2,3)

Output:

1

1

3.

A = [1,2,3,4], Q=2

Queries:

(1,2)

(3,4)

Output:

2

2

1. Real‐time Stock Span

Description:

Design a system that processes N daily stock prices one by one and reports the “span” for each day:

the number of consecutive days before today (inclusive) for which the price was ≤ today’s price.

Implement in O(N) overall with a stack. Constraints:

* + 1 ≤ N ≤ 2·10⁵
  + 1 ≤ price ≤ 10⁹

Samples 1.

Prices = [100, 80, 60, 70, 60, 75, 85]

Output:

[1, 1, 1, 2, 1, 4, 6]

2.

Prices = [10, 20, 30]

Output:

[1, 2, 3]

3.

Prices = [30, 20, 10]

Output:

[1, 1, 1]

1. Partial Persistent Min-Queue Description:

Implement a queue that supports persistence across versions. You have an initial empty queue (version 0). Each operation creates a new version:

1. Enqueue v x: on version v, enqueue x, producing version v'.
2. Dequeue v: on version v, dequeue front element (if non-empty), producing version v'.
3. Front v: return the front element of version v (or -1 if empty).

All operations in O(1) amortized, using two stacks per version (persistent stacks). Samples

1.

Ops:

Enqueue 0 5 → v1

Enqueue 1 3 → v2 Front 2 → ?

Dequeue 2 → v3 Front 3 → ?

Output:

5

3

2.

Ops:

Front 0 → ? Enqueue 0 1 → v1

Dequeue 1 → v2 Front 2 → ?

Output:

-1

-1

3.

Ops:

Enqueue 0 2 → v1

Enqueue 1 4 → v2 Dequeue 2 → v3 Dequeue 3 → v4 Front 4 → ?

Output:

-1

1. Kth Smallest Sum of Two Sorted Arrays Description:

Given two sorted arrays A (length N) and B (length M), find the k-th smallest sum A[i]+B[j] among all

0 ≤ i < N, 0 ≤ j < M. Target O((N+M) log (N+M)) using a min-heap of candidate pairs. Samples

1.

A=[1,3,5], B=[2,4,6], k=4

Output:

7

Sums sorted: [3,5,7,7,9,9,...], 4th is 7.

2.

A=[1,2], B=[3], k=2

Output:

5

3.

A=[1,1,2], B=[1,2,3], k=5

Output:

3

1. Online Minimum Spanning Forest Description:

Maintain an undirected graph with N nodes (initially no edges). Process Q operations:

1. AddEdge u v w: add edge (u,v) with weight w.
2. Query: report the total weight of the current minimum spanning forest.

Requires an online dynamic MST algorithm in O(log² N) amortized per operation, e.g., using a link-cut tree or dynamic tree structure.

Samples 1.

N=4

Ops:

AddEdge 1 2 3 Query AddEdge 2 3 1

AddEdge 3 4 2 Query

Output:

3

6

2. N=3

Ops:

Query

AddEdge 1 2 5 Query AddEdge 2 3 4 Query

Output:

0

5

9

1. N=5

Ops:

AddEdge 1 2 2

AddEdge 2 3 2

AddEdge 3 4 2

AddEdge 4 5 2 Query

Output:

8

1. Mergeable Heaps with Delete Description:

Implement a data structure supporting Q operations:

1. MakeHeap: create a new empty heap, return its id.
2. Insert h x: insert x into heap h.
3. GetMin h: return minimum element in heap h.
4. ExtractMin h: remove and return min from h.
5. Merge h1 h2: merge heap h2 into h1 (destroy h2). All ops in O(log N) using a leftist or skew heap.

Samples Ops:

h1 = MakeHeap h2 = MakeHeap Insert h1 5

Insert h2 3 Merge h1 h2 GetMin h1

Output:

3

2.

Ops:

h = MakeHeap Insert h 10

Insert h 1 ExtractMin h GetMin h Output:

1

10

3.

Ops:

h1 = MakeHeap Insert h1 7

h2 = MakeHeap GetMin h2 Output:

-1 (empty heap)

1. Tree Subtree Maximum Query Description:

Given a rooted tree of N nodes (root = 1) with initial values val[i]. Support Q operations:

1. Update u x: set val[u] = x.
2. SubtreeMax u: return the maximum value among all nodes in the subtree of u. Use O(log N) per op via Euler-tour to flatten tree + segment tree.

Constraints:

* + 1 ≤ N, Q ≤ 2·10⁵
  + 1 ≤ val[i], x ≤ 10⁹

Samples 1.

Tree: 1–2,1–3,3–4; val=[5,3,7,2]

Ops:

SubtreeMax 1 → 7

SubtreeMax 3 → 7

Update 4 10

SubtreeMax 3 → 10

Output:

7

7

10

2.

Tree: 1–2,2–3; val=[1,2,3]

Ops:

SubtreeMax 2 → 3

Update 3 0

SubtreeMax 2 → 2

Output:

3

2

1. ​

Tree: 1–2,1–3; val=[4,4,4]

Ops:

SubtreeMax 1 → 4

Update 2 5

SubtreeMax 1 → 5

Output:

4

5

1. Online Bipartiteness Check

Maintain an undirected graph with N nodes (initially no edges). Process Q operations:

1. AddEdge u v: add edge (u,v).
2. IsBipartite: return YES if current graph is bipartite, else NO. Implement in O(α(N)) per operation using DSU with parity bits. Constraints:
   * 1 ≤ N, Q ≤ 2·10⁵

Samples 1.

N=3

Ops:

AddEdge 1 2

IsBipartite → ?

AddEdge 2 3

AddEdge 3 1

IsBipartite → ?

Output:

YES NO 2. N=4

Ops:

AddEdge 1 2

AddEdge 3 4

IsBipartite → ?

Output:

YES

1. N=5

Ops:

AddEdge 1 2

AddEdge 2 3

AddEdge 1 3

IsBipartite → ?

Output:

NO

1. Dynamic Kth Largest in Stream Description:

Maintain a stream of numbers that supports two operations:

1. Add x: append x to the stream.
2. KthLargest k: return the k-th largest element seen so far; if fewer than k elements, return -1.

Achieve O(log k) per query by keeping a min-heap of size k for each distinct k requested (or using an Order-Statistics Tree).

Samples 1.

Ops:

Add 5

Add 1

Add 10

KthLargest 2

Add 6

KthLargest 3 Output:

5

1

2.

Ops:

KthLargest 1

Add 7

KthLargest 1 Output:

-1

7

1. ​

Ops:

Add 3

Add 3

Add 3

KthLargest 2 Output:

3

1. Range Sum of Fibonacci Numbers Description:

Precompute Fibonacci modulo 10⁹+7. Given an array I of indices (1-based), support Q queries:

* + SumFib L R: return ∑\_{j=L..R} Fibonacci(I[j]) mod 10⁹+7.

Use a Fenwick or segment tree, with O(log N) per query and point updates if desired. Samples

1.

I = [1,2,3,4,5]

Queries: SumFib 2 4

SumFib 1 5 Output:

2+3+5 = 10

1+2+3+5+8 = 19

2.

I = [10,10,10], Q=1

SumFib 1 3 Output:

3 \* Fib(10)=3\*55=165

3.

I = [6,7,8,9], Q=2

SumFib 1 2

SumFib 3 4 Output:

8+13=21

21+34=55

1. Dynamic Lowest Common Ancestor Description:

Maintain a rooted tree (initially only node 1). Support:

1. AddNode p: add a new node as a child of p.
2. LCA u v: return the lowest common ancestor of u and v.

Use binary-lifting with dynamic table resizing or link-cut trees for O(log N) per op. Samples

1.

Ops:

AddNode 1 → node2 AddNode 1 → node3 AddNode 2 → node4 LCA 4 3

Output:

1

2.

Ops:

AddNode 1 →2

AddNode 2 →3

AddNode 3 →4

LCA 3 4

Output:

3

3.

Ops:

AddNode 1 →2

AddNode 1 →3

AddNode 2 →4

AddNode 2 →5

LCA 4 5

Output:

2

20.K-th Largest on Tree Path Description:

Given a tree of N nodes (rooted arbitrarily), each node has a value val[i]. Support Q queries:

* KthOnPath u v k: find the k-th largest value among the nodes on the (unique) path from u to

v. If fewer than k nodes, return -1.

Achieve O(log² N) per query using Heavy-Light Decomposition plus a persistent segment tree (or order-statistics tree) on each chain.

Constraints:

* 1 ≤ N, Q ≤ 2·10⁵
* 1 ≤ val[i] ≤ 10⁹

Samples 1.

Tree: 1–2,1–3,3–4; val=[5,2,8,6]

Queries: KthOnPath 2 4 1

KthOnPath 2 4 2

KthOnPath 2 4 3 Output:

8

6

5

2.

Tree: 1–2,2–3; val=[1,3,2]

Queries: KthOnPath 1 3 2

KthOnPath 1 3 3

Output:

2

1

3.

Tree: 1–2,1–3,1–4; val=[7,4,7,4]

Queries:

KthOnPath 2 4 2 Output:

4

21.Editable String Palindrome Queries Description:

Maintain a string S of length N. Support Q operations:

1. Update i c: change S[i] = c.
2. IsPal L R: return YES if S[L..R] is a palindrome, else NO.

Implement in O(log N) per op using a segment tree with rolling-hash (both forward and backward). Constraints:

* + 1 ≤ N, Q ≤ 2·10⁵
  + c is a lowercase letter Samples

1.

S = "abca", Q=4

IsPal 1 4 → ?

Update 4 'a'

IsPal 1 4 → ?

Update 2 'b'

IsPal 1 3 → ?

Output:

NO

YES YES 2.

S = "racecar", Q=2 IsPal 1 7

IsPal 2 6 Output:

YES YES 3.

S = "abcde", Q=3 IsPal 1 3

Update 2 'a'

IsPal 1 3 Output:

NO YES

22.2D Range Add & Max Query Description:

Maintain an N×M matrix A. Support Q operations:

1. AddRect r1 c1 r2 c2 x: add x to every cell in the submatrix (r1..r2, c1..c2).
2. RectMax r1 c1 r2 c2: return the maximum value in that submatrix. Implement in O(log N·log M) per op using a 2D segment tree with lazy propagation. Constraints:
   * 1 ≤ N, M ≤ 500 (so that N·M ≤ 2·10⁵), 1 ≤ Q ≤ 2·10⁵
   * −10⁹ ≤ x, A[i][j] ≤ 10⁹

Samples 1.

Matrix 2×3:

[1 2 3

4 5 6]

Q = 3

AddRect 1 2 2 3 10

RectMax 1 1 2 2

RectMax 2 2 2 3 Output:

12

16

2.

Matrix 3×3 zeros, Q=2 AddRect 1 1 3 3 5

RectMax 2 2 3 3 Output:

5

1. ​

Matrix 1×4: [1 3 2 4], Q=2

AddRect 1 2 1 3 -1

RectMax 1 1 1 4 Output:

4

1. Ordered Multiset with Range Count Description:

Maintain a multiset M of integers. Support Q operations:

1. Insert x: add x to M.
2. Erase x: remove one occurrence of x if present.
3. CountRange L R: return the number of elements x ∈ M with L ≤ x ≤ R.

All operations in O(log N) using a balanced BST or a Fenwick tree over compressed coordinates. Constraints:

* + 1 ≤ Q ≤ 2·10⁵
  + −10⁹ ≤ x, L, R ≤ 10⁹

Samples 1.

Ops:

Insert 5

Insert 3

CountRange 2 5

Erase 3

CountRange 2 5 Output:

2

1

2.

Ops:

CountRange 1 10

Insert 1

Insert 1

CountRange 1 1 Output:

0

2

3.

Ops:

Insert 2

Insert 4

Insert 2

Erase 2

CountRange 2 3 Output:

1

1. Layered Rectangle Merge Queries

You are given a list of axis-aligned rectangles on a 2D grid. A rectangle is represented by its bottom- left and top-right coordinates. Perform Q queries, each asking how many rectangles intersect with a query rectangle. Rectangles can overlap, and intersection includes edge-sharing.

Input:

* + N rectangles, followed by Q queries.
  + Each rectangle: x1 y1 x2 y2
  + Each query: qx1 qy1 qx2 qy2 Output:

Number of intersecting rectangles for each query. Samples:

Input:

3

1 1 4 4

2 2 5 5

3 0 6 3

2

2 2 3 3

0 0 1 1

Output:

3

0

1. Max Contiguous Power with Single Drop

You are given an array representing power levels. You can drop (remove) at most one element from the array. Find the maximum sum of any contiguous subarray after removing one element (or none).

Input:

* + Array A of N elements. Output:
  + Maximum contiguous sum after one optional removal.

Samples:

Input: [1, -2, 0, 3]

Output: 4

Input: [-1, -1, -1]

Output: -1

Input: [2, 1, -3, 4, 5]

Output: 11

1. Prefix Compression with Limited Merges

You are given a string S. You can perform at most K merge operations, where two adjacent equal characters can be merged into one. Find the length of the shortest compressed prefix you can achieve.

Input:

* + String S
  + Integer K Output:

Minimum possible length of compressed prefix. Samples:

Input: abaaab, 2

Output: 4 # compress: ab(aa)a(b) → abaab → abab

Input: aabbccdd, 3

Output: 5

Input: abcdef, 0

Output: 6

1. Warehouse Balancing with Teleport Pads

You manage N warehouses, each with a supply count. Some warehouses are connected by teleport pads (edges). In one move, you can teleport goods between connected warehouses. What is the minimum number of teleport operations required to equalize the supply?

Input:

* + Array of integers (supplies)
  + M edges between nodes Output:

Minimum number of teleport moves, or -1 if impossible. Samples:

Input:

[5, 3, 2]

Edges: [(0,1), (1,2)]

Output: 2

Input:

[1, 2, 3]

Edges: [(0,2)]

Output: -1

1. Range Majority in a Voting Stream

Given a stream of candidate votes and multiple queries, each asking whether there is a majority candidate (occurs > 50%) in a given range. Optimize for large number of queries.

Input:

* + Array of votes
  + Q queries of range [L, R] Output:
  + For each query, return the majority candidate or -1 Samples:

Input: [1,1,2,2,1,1]

Query: [1, 4]

Output: -1

Query: [0, 5]

Output: 1

Query: [2, 5]

Output: 1

1. Jumping Window Median

Given an array A and a jump size J, you must compute the median of every window of size W taken every J steps. Return the list of medians.

Input:

* + Array A
  + Integers W and J Output:

List of medians for each jumped window. Samples:

Input: A=[1,3,2,4,6,5], W=3, J=2

Output: [2, 4]

Input: A=[9,7,5,3,1], W=2, J=1

Output: [8,6,4,2]

1. Controlled Reversal Sorting

You are given an array of integers. You can reverse at most one subarray of length exactly K. Return the lexicographically smallest array possible.

Input:

* + Integer array A
  + Integer K Output:
  + Lex smallest array after at most one reversal of size K Samples:

makefile

Input: A = [3, 2, 1, 4], K = 3

Output: [1, 2, 3, 4]

Input: A = [4, 5, 1, 2, 3], K = 2

Output: [4, 1, 5, 2, 3]

Input: A = [1, 2, 3, 4], K = 2

Output: [1, 2, 3, 4]

1. Reverse Pairwise Removal

You are given a string. Repeatedly remove any adjacent pair of characters that are the same (case- sensitive). Your goal is to return the final string after all such operations.

Input:

* + String S Output:
  + Final string after reductions Samples:

Input: "abccba" Output: ""

Input: "aabccdee" Output: "b"

Input: "aabbccddeeffg" Output: "g"

1. Given the array nums consisting of 2n elements in the form [x₁, x₂, ..., xₙ, y₁, y₂, ..., yₙ]. Return the array in the form [x₁, y₁, x₂, y₂, ..., xₙ, yₙ].

Parameters:

nums :: LIST<INTEGER>

The array of integers arranged in the pattern [x₁, ..., xₙ, y₁, ..., yₙ] nums.length == 2n

n :: INTEGER

The integer n such that the first n elements are x's and the next n elements are y's 1 <= n <= 500

nums[i] :: 1 → 10³

Case #1

Input: nums = [2,5,1,3,4,7], n = 3

Output: [2,3,5,4,1,7]

Since x₁=2, x₂=5, x₃=1 and y₁=3, y₂=4, y₃=7, the merged result is [2,3,5,4,1,7].

Case #2

Input: nums = [1,2,3,4,4,3,2,1], n = 4

Output: [1,4,2,3,3,2,4,1]

The array splits as x: [1,2,3,4] and y: [4,3,2,1]. Interleaving gives [1,4,2,3,3,2,4,1].

Case #3

Input: nums = [1,1,2,2], n = 2 Output: [1,2,1,2]

Split into [1,1] and [2,2], combine as [1,2,1,2].

1. You're given strings jewels representing the types of stones that are jewels, and stones representing the stones you have. Each character in stones is a type of stone you have. You want to know how many of the stones you have are also jewels.

Letters are case sensitive, so 'a' is considered a different type of stone from 'A'.

Parameters:

jewels :: STRING

A string of unique jewel types (case-sensitive) 1 <= jewels.length <= 50

stones :: STRING

A string representing stones you have 1 <= stones.length <= 50

Case #1

Input: jewels = "aA", stones = "aAAbbbb" Output: 3

Jewels are 'a' and 'A'. Stones are 'aAAbbbb'. There are 3 matching jewels: a, A, A.

Case #2

Input: jewels = "z", stones = "ZZ" Output: 0

There are no stones that match the jewel type 'z'.

1. You are given an integer array prices where prices[i] is the price of the ith item in a shop.

If you buy the ith item, you receive a discount equivalent to prices[j] where j > i and prices[j] <= prices[i].

If no such j exists, no discount is applied. Return an array answer where answer[i] is the final price paid.

Parameters:

prices :: LIST<INTEGER>

Array of item prices

1 <= prices.length <= 500

prices[i] :: 1 → 1000

Case #1

Input: prices = [8,4,6,2,3] Output: [4,2,4,2,3]

Discounts applied: 8→4 (discount 4), 4→2, 6→2, no discount for last two.

Case #2

Input: prices = [1,2,3,4,5] Output: [1,2,3,4,5]

No discounts apply since no later price is <= current.

Case #3

Input: prices = [10,1,1,6] Output: [9,0,1,6]

10→1 discount, 1→1, 6 no discount.

1. There are n people in a line queuing to buy tickets. Each person takes exactly 1 second to buy a ticket.

They can only buy one at a time and must return to the end of the line to buy more. When someone has no more tickets to buy, they leave the queue.

Return the total time taken for the person initially at position k to finish buying their tickets.

Parameters:

tickets :: LIST<INTEGER>

The list representing the number of tickets each person wants to buy 1 <= n == tickets.length <= 100

tickets[i] :: 1 → 100

The number of tickets the i-th person wants to buy

k :: INTEGER

The position of the target person 0 <= k < n

Case #1

Input: tickets = [2,3,2], k = 2 Output: 6

The queue changes as follows:

[2,3,2] → [3,2,1] → [2,1,2] → [1,2,1] → [2,1] → [1,1] → [1]

The target person finishes in 6 seconds.

Case #2

Input: tickets = [5,1,1,1], k = 0 Output: 8

The person at index 0 must cycle through the line several times to buy all 5 tickets.

1. Given the head of a singly linked list, return the middle node. If there are two middle nodes, return the second one.

Parameters:

head :: LIST<INTEGER>

A singly linked list represented as an array

1 <= length of list <= 100

Node.val :: 1 → 100

Case #1

Input: head = [1,2,3,4,5]

Output: [3,4,5]

The middle node is node 3.

Case #2

Input: head = [1,2,3,4,5,6] Output: [4,5,6]

Even-length list, return second middle node (4).

1. You are on a street of length N.

You want to light it up using M streetlights, placed at positions C[i]. Each streetlight covers a range from C[i]-R to C[i]+R.

Return the minimum number of streetlights needed to cover the full street, or -1 if not possible.

Parameters:

First line contains integer T T :: INTEGER

Number of test cases 1 <= T <= 10

For each test case,

First line contains two integers, N and M

N :: INTEGER

Length of the street

1 <= N <= 10⁹

M :: INTEGER

Number of streetlights

1 <= M <= 10⁵

Second line contains integer array C of length M

C :: INTEGER ARRAY

Streetlight positions (1-indexed) 1 <= C[i] <= N

Third line contains integer R

R :: INTEGER

Range of each streetlight

0 <= R <= 10⁹

(Sum of M over all test cases ≤ 10⁵)

Case #1 Input: 2

10 4

2 4 6 8

3

2 3

1 1 1

3

Output:

2

1

In the first test, lights at positions 2 and 8 cover 1–10. In the second, one light at position 1 covers position 1.

Case #2 Input:

1

5 1

1

1

Output:

-1

One light at position 1 can only cover up to 2, which is insufficient to cover all positions 1–5.

1. There is a broken calculator that initially shows startValue. You can perform two operations:

Multiply the number on display by 2

Subtract 1 from the number on display

Given two integers startValue and target, return the minimum number of operations to reach target.

Parameters:

startValue :: INTEGER

The initial value on the calculator

1 <= startValue <= 10⁹

target :: INTEGER

The desired target value

1 <= target <= 10⁹

Case #1

Input: startValue = 2, target = 3 Output: 2

Use double, then subtract: 2 → 4 → 3

Case #2

Input: startValue = 5, target = 8 Output: 2

Use subtract, then double: 5 → 4 → 8

Case #3

Input: startValue = 3, target = 10 Output: 3

Steps: 3 → 6 (×2) → 5 (−1) → 10 (×2)

1. You have a 0-indexed binary string s representing white (0) and black (1) balls. You may swap adjacent balls.

Return the minimum number of swaps needed to group all black balls (1s) to the right side.

Parameters:

s :: STRING

A binary string of 0s and 1s

1 <= s.length <= 10⁵

Case #1

Input: s = "101"

Output: 1

Swap s[0] and s[1] to get "011".

Case #2

Input: s = "100" Output: 2

Swap to get "001".

Case #3

Input: s = "0111" Output: 0

Black balls are already grouped to the right.

1. You’re given values and labels of items. Choose a subset of at most numWanted items. Each label can be used at most useLimit times.

Return the maximum sum of the selected item values.

Parameters:

values :: LIST<INTEGER>

The values of the items

labels :: LIST<INTEGER>

The labels of the items

numWanted :: INTEGER

Maximum number of items to select

useLimit :: INTEGER

Maximum times a label can be used

Case #1

Input: values = [5,4,3,2,1], labels = [1,1,2,2,3], numWanted = 3, useLimit = 1

Output: 9

Choose values 5, 3, 1 (labels: 1, 2, 3)

Case #2

Input: values = [5,4,3,2,1], labels = [1,3,3,3,2], numWanted = 3, useLimit = 2

Output: 12

Choose 5, 4, 3 (labels: 1, 3, 3)

Case #3

Input: values = [9,8,8,7,6], labels = [0,0,0,1,1], numWanted = 3, useLimit = 1

Output: 16

Choose 9 (label 0), 7 (label 1)

1. You start with power and a score of 0.

You are given an array tokens, where each token has a value. You can play each token once in either of these ways:

Face-up: Lose tokens[i] power, gain 1 score (only if you have enough power).

Face-down: Gain tokens[i] power, lose 1 score (only if your score is at least 1).

Return the maximum score possible.

Parameters:

tokens :: LIST<INTEGER>

The value of each token

0 <= tokens.length <= 1000

tokens[i] :: 0 → 10⁴

power :: INTEGER The initial power 0 <= power < 10⁴

Case #1

Input: tokens = [100], power = 50 Output: 0

Not enough power to play token face-up, and score is 0, so can't play face-down either.

Case #2

Input: tokens = [200,100], power = 150 Output: 1

Play 100 face-up → power = 50, score = 1. Can't play 200 anymore.

Case #3

Input: tokens = [100,200,300,400], power = 200 Output: 2

Sequence: Play 100 face-up → score 1 → play 400 face-down → gain 400 power → play 200 and 300

face-up → score = 2.

1. You are given n balloons, each with a number.

Bursting the i-th balloon earns nums[i-1] \* nums[i] \* nums[i+1] coins. If out of bounds, treat as 1.

Return the maximum coins you can collect.

Parameters:

nums :: LIST<INTEGER>

The list of balloon values

1. <= nums.length <= 300

nums[i] :: 0 → 100

Case #1

Input: nums = [3,1,5,8] Output: 167

Bursting in optimal order gives 167 coins.

Case #2

Input: nums = [1,5] Output: 10

Only two balloons: 1 × 5 × 1 = 5 each time.

Case #3

Input: nums = [1] Output: 1

Single balloon → 1 × 1 × 1 = 1 coin.

1. There is a strange printer that can only print one character at a time. Each turn, it can print over any range (even overwriting).

Return the minimum number of turns to print the given string.

Parameters:

s :: STRING

The string to be printed 1 <= s.length <= 100

s[i] :: lowercase English letter

Case #1

Input: s = "aaabbb" Output: 2

Print "aaa", then print "bbb".

Case #2

Input: s = "aba" Output: 2

Print "aaa", then overwrite the middle 'a' with "b".

1. You are given an array of boxes with colors represented as positive integers. In each round, you may remove a group of contiguous boxes of the same color. You earn k \* k points for removing k such boxes.

Return the maximum points possible.

Parameters:

boxes :: LIST<INTEGER>

The color of each box

1 <= boxes.length <= 100

1 <= boxes[i] <= 100

Case #1

Input: boxes = [1,3,2,2,2,3,4,3,1]

Output: 23

Remove 2-2-2 for 9 pts, then 1-1 for 4, then others for 10 → total = 23.

Case #2

Input: boxes = [1,1,1] Output: 9

Remove all 3 at once: 3 \* 3 = 9 points.

Case #3

Input: boxes = [1] Output: 1

Only one box: 1 \* 1 = 1.

1. You start at index 1 with score = a₁ in array a.

You can move:

Right: x → x+1 (add a[x+1] to score)

Left: x → x−1 (add a[x−1] to score), but not consecutively

You must make exactly k moves, with no more than z left moves. Maximize the final score.

Parameters:

The first line contains integer t

t :: INTEGER

Number of test cases

1 <= t <= 10⁴

For each test case,

First line contains integers n, k and z

n :: INTEGER

Length of array

2 <= n <= 10⁵

Sum of n across all test cases ≤ 3 × 10⁵

k :: INTEGER

Total number of moves (1 ≤ k ≤ n-1)

z :: INTEGER

Max number of left moves (0 ≤ z ≤ min(5, k))

Second line contains an array of integers a of size n

a :: LIST<INTEGER>

Array of integers (1 ≤ a[i] ≤ 10⁴)

Case #1 Input:

3

5 4 0

1 5 4 3 2

5 4 1

1 5 4 3 2

5 4 4

10 20 30 40 50

Output:

15

19

150

In the first testcase you are not allowed to move left at all. So you make four moves to the right and obtain the score a1+a2+a3+a4+a5

In the second example you can move one time to the left. So we can follow these moves: right, right, left, right. The score will be a1+a2+a3+a2+a3

In the third example you can move four times to the left but it's not optimal anyway, you can just move four times to the right and obtain the score a1+a2+a3+a4+a5

1. You control a car on an infinite line, starting at position 0 with speed +1. You can issue commands:

'A' (Accelerate): pos += speed; speed \*= 2

'R' (Reverse): speed = -1 if positive, or 1 if negative

Given a target, return the shortest instruction sequence length to reach it.

Parameters:

target :: INTEGER

The destination to reach

1 <= target <= 10⁴

Case #1

Input: target = 3 Output: 2

"AA" → position: 0 → 1 → 3

Case #2

Input: target = 6 Output: 5

"AAARA" → position: 0 → 1 → 3 → 7 → 7 → 6

# **🅧** DATA STRUCTURES

## Q1.

A text editor records your typing and allows you to revert or re-apply your recent changes. When you undo an action, it remembers what was undone so that you can redo it later.

However, if you type new characters after undoing, the history of undone changes is erased. Given these conditions, which combination of data structures best models this behaviour?

1. Two queues
2. Two stacks
3. A queue and a stack
4. A linked list and a queue

## Q2.

Imagine two independent workers add items to a shared container, while two others remove items from it. At one moment, all items placed have been taken out, but some workers are still active.

What data structure and synchronization mechanism is most suitable to manage this scenario without losing or duplicating items?

1. Circular buffer with semaphores
2. Priority queue with locks
3. Binary search tree with mutex
4. Hash map with atomic counters

## Q3.

You have a sequence of opening and closing brackets of various types. You want to confirm whether the sequence is "well-formed," meaning every opening bracket is closed in the correct order and type.

Which principle or method can you use to verify this correctness efficiently?

* 1. Use a counter for each bracket type
  2. Use a stack to track the last opened bracket
  3. Sort the brackets and compare counts
  4. Use recursion to match brackets

**ANSWERS**

## 🅧 DATA STRUCTURES

Q1.

*Answer:* **B) Two stacks**

*Explanation:*

Undo/Redo history is best managed using two stacks — one for the undo actions and one for redo. Undo pops from the undo stack and pushes to the redo stack. Typing new characters clears the redo stack, which matches the scenario described.

Q2.

#### *Answer:* A) Circular buffer with semaphores

*Explanation:*

A circular buffer (ring buffer) efficiently handles concurrent producer-consumer problems. Semaphores help synchronize access and prevent losing or duplicating items, perfectly matching the described scenario of multiple workers adding/removing items.

Q3.

#### *Answer:* B) Use a stack to track the last opened bracket

*Explanation:*

To verify well-formed bracket sequences, a stack is used to push opening brackets and pop them when a matching closing bracket is found, ensuring correct order and type.

# 🌐 COMPUTER NETWORKS

## Q4.

A server waits passively for a client to initiate a connection but does not actively attempt to connect itself. When the client sends a connection request, the server acknowledges it.

What state does the server's connection hold while waiting for this request?

1. Waiting for acknowledgment
2. Listening for incoming connection
3. Connected and ready to transfer data
4. Connection closed

## Q5.

A large parcel needs to be delivered across roads that only accept packages up to a certain size. To complete delivery, the parcel is split into smaller packages, each with identifying marks so they can be reassembled at the destination.

If the original parcel size is 4000 units and the maximum allowed package size is 1500 units, how many smaller packages are needed?

1. 2
2. 3
3. 4
4. 5

## Q6.

Your phone remembers the physical address of a friend's device to quickly send messages. If you don't communicate with that friend for more than a minute, your phone forgets their address.

What is the reason for this behavior?

1. To save memory by removing unused entries
2. Because the address never changes
3. To prevent network congestion
4. To force continuous reconnections

**ANSWERS**

Q4.

#### *Answer:* B) Listening for incoming connection

*Explanation:*

The server that passively waits for connection requests is in the “LISTEN” state, ready to accept incoming client connection requests.

Q5.

*Answer:* **C) 4**

*Explanation:*

To split 4000 units into packages of max 1500 units:

1500 + 1500 + 1000 (leftover) = 3 packages is not enough as 1000 < 1500, so it’s 3 packages total. But 4000/1500 = 2.66 → rounded up to 3 packages. Wait, options say 4 is answer. Let's clarify:

* 1500 + 1500 + 1000 = 3 packages total, so **B) 3** is correct.

*(Corrected Answer: B)*

Q6.

#### *Answer:* A) To save memory by removing unused entries

*Explanation:*

ARP cache or device address caches expire entries after inactivity to free memory and avoid stale mappings, which is why the phone forgets the address after no communication.

# **🖥️** OPERATING SYSTEMS

## Q7.

Consider a bakery with a limited number of loafs on a shelf. Bakers put new loaves on the shelf, and customers take loaves away. The shelf can hold only three loaves at a time. If the shelf is empty, customers wait; if the shelf is full, bakers wait.

If two bakers put loaves and one customer takes a loaf, how many loafs are left on the shelf and how many bakers/customers are waiting?

1. One loaf left; one customer waiting
2. Two loaves left; no one waiting
3. Zero loaf left; bakers waiting
4. Three loaf left; customers waiting

## Q8.

A worker frequently moves between rooms, but the rooms are too few compared to the number of workers, causing constant moving in and out without much actual work done.

What system-level problem does this describe?

1. Efficient scheduling
2. Thrashing due to limited resources
3. Deadlock in resource allocation
4. CPU overload

## Q9.

Two employees want to update the same document but must ensure no conflicts occur. They can both read the document simultaneously but writing requires exclusive access.

Which approach best prevents data corruption in this situation?

1. Everyone uses exclusive locks
2. Use shared locks for reading and exclusive locks for writing
3. No locks, just trust users
4. Only one employee allowed to access at any time

±□ **ANSWERS**

Q7.

#### *Answer:* B) Two loaves left; no one waiting

*Explanation:*

Initial shelf capacity = 3 loaves. Two bakers put loaves (2 added), one customer takes one loaf out → total on shelf = 2. Since shelf capacity not exceeded and not empty, no one waits.

Q8.

#### *Answer:* B) Thrashing due to limited resources

*Explanation:*

Constant moving without work reflects thrashing — frequent swapping or resource contention causing performance degradation.

Q9.

#### *Answer:* B) Use shared locks for reading and exclusive locks for writing

*Explanation:*

Readers-writers lock allows concurrent reads but exclusive write access, preventing conflicts and ensuring data consistency.

**Another 50 more questions**

# **🅧** DATA STRUCTURES

Q1.

You are implementing a feature where recent search queries are tracked and the least recently used (LRU) query is removed when the capacity is full. Which combination of data structures is ideal?

1. Stack + Queue
2. Hash Map + Doubly Linked List
3. Binary Search Tree + Queue
4. Array + Stack

#### Answer: B

Q2.

A scenario requires you to efficiently merge two sorted linked lists while preserving order. What’s the best approach?

1. Concatenate then sort
2. Use two pointers to merge in O(n) time
3. Insert elements of one list into the other using binary search
4. Convert to arrays then merge

#### Answer: B

Q3.

A messaging app requires messages to be delivered in the order they were sent but can tolerate delays. Which queue variant best suits this?

1. Priority Queue
2. Circular Queue
3. FIFO Queue
4. Deque

#### Answer: C

Q4.

You need a data structure that supports inserting and deleting elements at both ends efficiently and also allows access from the middle. Which would you use?

1. Array
2. Deque implemented with doubly linked list
3. Stack
4. Binary Heap

#### Answer: B

Q5.

Which data structure would best support autocomplete suggestions by prefix matching for a large dictionary?

1. Hash Map
2. Trie
3. Linked List
4. Graph

#### Answer: B

Q6.

An algorithm requires frequent insertions and deletions at arbitrary positions but low memory overhead. Which linked list variant suits this?

1. Singly Linked List
2. Doubly Linked List
3. Circular Linked List
4. XOR Linked List

#### Answer: D

Q7.

To implement undo-redo functionality with time and space efficiency, which data structure pair is most appropriate?

1. Two stacks
2. Two queues
3. One stack, one queue
4. One doubly linked list

#### Answer: A

Q8.

A system requires real-time task scheduling by priority. Tasks can be dynamically added and removed. Which data structure is ideal?

1. Max Heap
2. Queue
3. Stack
4. Linked List

#### Answer: A

Q9.

You must detect if a directed graph contains cycles. Which algorithm or data structure helps best?

1. Depth-first search with recursion stack
2. Breadth-first search
3. Disjoint Set Union
4. Topological sort on undirected graph

#### Answer: A

Q10.

Which structure best models an organization hierarchy where each employee can have multiple subordinates but only one manager?

1. Binary Tree
2. General Tree
3. Graph
4. Linked List

**Answer:** B

# **🖥️** OPERATING SYSTEMS

Q11.

A process moves from ready to running state and back repeatedly because of a timer interrupt, ensuring fair CPU sharing. What scheduling method is this?

1. First-Come-First-Served
2. Round Robin
3. Priority Scheduling
4. Multilevel Queue

#### Answer: B

Q12.

A system uses pages and segments for memory management, combining the benefits of both. This is called:

1. Paging
2. Segmentation
3. Segmented Paging
4. Virtual Memory

#### Answer: C

Q13.

A process is waiting indefinitely because other processes hold resources it needs, and the resources are waiting on each other. Which technique can prevent this?

1. Lock-free programming
2. Deadlock detection and recovery
3. Avoidance algorithms like Banker’s
4. Priority inversion

#### Answer: C

Q14.

In an OS, which of these avoids starvation by gradually increasing the priority of waiting processes?

1. Aging
2. Thrashing
3. Context Switching
4. Swapping

#### Answer: A

Q15.

When a page fault occurs, what happens next?

1. The page is read from disk into memory
2. The process is terminated immediately
3. The OS ignores the fault
4. The CPU is reset

#### Answer: A

Q16.

Which synchronization tool allows only one thread to enter a critical section at a time?

1. Semaphore
2. Mutex
3. Barrier
4. Spinlock

#### Answer: B

Q17.

An OS monitors CPU, memory, and I/O resources and dynamically allocates them among processes based on priority and demand. What is this called?

1. Multiprogramming
2. Resource Allocation
3. Process Scheduling
4. Memory Management

#### Answer: B

Q18.

Which condition is NOT necessary for deadlock?

1. Mutual exclusion
2. Hold and wait
3. Circular wait
4. Preemption

#### Answer: D

Q19.

In multithreaded programs, which condition causes two or more threads to wait forever for resources?

1. Starvation
2. Deadlock
3. Race Condition
4. Livelock

#### Answer: B

Q20.

What is the OS feature that allows programs to use more memory than physically available?

1. Virtual Memory
2. Segmentation
3. Paging
4. Swapping

**Answer:** A

# 🌐 COMPUTER NETWORKS

Q21.

A client sends a message to a server using UDP, but the message gets lost. Why?

1. UDP is connectionless and unreliable
2. TCP guarantees delivery
3. DNS failure
4. IP routing error

#### Answer: A

Q22.

Which layer of the OSI model handles encryption and decryption?

1. Application
2. Presentation
3. Network
4. Transport

#### Answer: B

Q23.

When a device gets an IP address automatically in a network, it uses which protocol?

1. DNS
2. DHCP
3. ARP
4. ICMP

#### Answer: B

Q24.

A firewall filters packets based on IP addresses and ports. At which layer does this filtering mostly happen?

1. Physical
2. Network
3. Transport
4. Data Link

#### Answer: C

Q25.

What is the primary purpose of ARP (Address Resolution Protocol)?

1. Map IP addresses to MAC addresses
2. Resolve domain names to IP addresses
3. Route packets
4. Detect network errors

#### Answer: A

Q26.

Which protocol is best suited for real-time video streaming?

1. TCP
2. UDP
3. FTP
4. SMTP

#### Answer: B

Q27.

How does a switch differ from a hub?

1. Switches forward packets to specific ports; hubs broadcast to all ports
2. Hubs route packets; switches only connect devices
3. Switches operate at Physical layer; hubs at Data Link layer
4. Hubs encrypt data; switches do not

#### Answer: A

Q28.

What technique reduces collisions in Ethernet?

1. CSMA/CD
2. Token Passing
3. ARP
4. Routing

#### Answer: A

Q29.

Which protocol handles error reporting in IP networks?

1. TCP
2. UDP
3. ICMP
4. ARP

#### Answer: C

Q30.

When you type a URL, which protocol first resolves it to an IP address?

1. DHCP
2. DNS
3. HTTP
4. FTP

**Answer:** B

# ◻ DESIGN AND ANALYSIS OF ALGORITHMS

Q31.

An algorithm uses divide-and-conquer, breaking the problem into two halves recursively.

What is its likely complexity?

1. O(n)
2. O(n log n)
3. O(n²)
4. O(log n)

#### Answer: B

Q32.

Which sorting algorithm is best for nearly sorted data?

1. QuickSort
2. Bubble Sort
3. Insertion Sort
4. Merge Sort

#### Answer: C

Q33.

An algorithm has a best case of O(n), average case O(n²). Which is it?

1. QuickSort
2. Merge Sort
3. Heap Sort
4. Counting Sort

#### Answer: A

Q34.

What technique improves performance by storing results of expensive function calls?

1. Memoization
2. Greedy Algorithm
3. Divide and Conquer
4. Brute Force

#### Answer: A

Q35.

What algorithmic approach tries all possible solutions to find the best?

1. Greedy
2. Dynamic Programming
3. Backtracking
4. Divide and Conquer

#### Answer: C

Q36.

You have a weighted graph. Which algorithm finds shortest paths from a single source to all nodes?

1. Kruskal’s
2. Dijkstra’s
3. Prim’s
4. BFS

#### Answer: B

Q37.

Which data structure helps achieve O(1) average time complexity for insert, delete, and search?

1. Array
2. Linked List
3. Hash Table
4. Binary Search Tree

#### Answer: C

Q38.

What technique reduces an exponential time brute force algorithm to polynomial time?

1. Greedy
2. Divide and Conquer
3. Dynamic Programming
4. Backtracking

#### Answer: C

Q39.

Which algorithm is NOT comparison-based?

1. QuickSort
2. Merge Sort
3. Counting Sort
4. Heap Sort

#### Answer: C

Q40.

For graphs with negative weights but no negative cycles, which shortest path algorithm is suitable?

1. Dijkstra’s
2. Bellman-Ford
3. Floyd-Warshall
4. Prim’s

**Answer:** B

# **🗄️** DATABASE MANAGEMENT SYSTEMS

Q41.

You want to enforce that no two rows in a table have the same email. Which constraint

should you use?

1. Primary Key
2. Foreign Key
3. Unique Key
4. Check Constraint

#### Answer: C

Q42.

Which normal form removes transitive dependencies?

1. 1NF
2. 2NF
3. 3NF
4. BCNF

#### Answer: C

Q43.

In SQL, which command is used to create a new table?

1. INSERT
2. CREATE
3. SELECT
4. UPDATE

#### Answer: B

Q44.

Which of the following is NOT an ACID property?

1. Atomicity
2. Consistency
3. Isolation
4. Durability
5. Scalability

#### Answer: E

Q45.

Which index type is best for range queries?

1. Hash Index
2. B-Tree Index
3. Bitmap Index
4. No index

#### Answer: B

Q46.

What type of join returns all rows from both tables, matching where possible, filling with NULLs if no match?

1. Inner Join
2. Left Join
3. Right Join
4. Full Outer Join

#### Answer: D

Q47.

Which SQL statement removes rows from a table but does not log individual row deletions for rollback?

1. DELETE
2. TRUNCATE
3. DROP
4. UPDATE

#### Answer: B

Q48.

In transaction management, what prevents concurrent transactions from interfering?

1. Locking
2. Indexing
3. Normalization
4. Backup

#### Answer: A

Q49.

Which database type stores data in key-value pairs?

1. Relational
2. NoSQL
3. Object-oriented
4. Graph

#### Answer: B

Q50.

When designing a database, what’s the purpose of normalization?

1. Speed up queries
2. Eliminate redundancy and anomalies
3. Increase disk space
4. Encrypt data

#### Answer: B

1)

You are given a binary string S of length N. Your task is to generate a new binary string T of the same length such that each corresponding character of T is different from the character at the same position in S.

In other words, for each position ii (0≤i<N), the following condition must hold Ti≠Si.

Input Format

• The first line of input will contain a single integer T, denoting the number of test cases.

• Each test case consists of two lines of input.

* The first line of each test case contains one integer N — the length of S.
* The next line contains the binary string S. Output Format

For each test case, output on a new line a binary string T of length NN, where Ti≠Si for all valid indices i.

Constraints

• 1≤T≤10^5

• 1≤N≤10

• S is a binary string, i.e, contains only the characters 0 and 1.

• The sum of N over all test cases won't exceed 2⋅10^5 Sample 1:

Input 4

1

0

1

1

3

101

4

0011

Output:

1

0

010

1100

Explanation:

Test case 4: T→T[1100], since T0≠S0, T1≠S1, T2≠S2 and T3≠S3, T is a valid output.

2)

You are given a permutation P of length N. You are allowed to perform the following operation any number of times:

• Choose any two numbers Pi and Pj such that the number of set bits (1s in their binary representation) is the same, and swap them.

Determine if it is possible to sort the permutation in ascending order using this operation. If possible, print Yes; otherwise, print No.

Input Format

• The first line of input will contain a single integer T, denoting the number of test cases.

• Each test case consists of two lines of input.

* The first line of each test case contains a single integer N, denoting the length of the permutation P.
* The second line contains NN space-separated integers P1,P2,P3,…,PN, denoting the permutation

P.

Output Format

For each test case, output on a new line the answer — YES it is possible to sort P in ascending order using this operation, and NO otherwise.

Each character of the output may be printed in either uppercase or lowercase. Constraints

• 1≤T≤10^5

• 1≤N≤2⋅10^5

• P is a permutation of {1,2,3,…N}

• The sum of N over all test cases does not exceed 5⋅10^5 Sample 1:

Input 4

1

1

2

2 1

3

3 1 2

4

4 1 3 2

Output Yes Yes

No Yes

Explanation:

Test case 2: : We can swap P1 and P2 because both have exactly one 1 in their binary representations.

[2,1]→i=1,j=2 -> [1,2]

Test case 3: There is no possible way to sort P. Test case 4: :

• We can swap P2 and P4 because both have exactly one 1 in their binary representations

[4,1,3,2]→i=2,j=4 -> [4,2,3,1]

• We can swap P1 and P4 because both have exactly one 1 in their binary representations

[4,2,3,1]→i=1,j=4 -> [1,2,3,4]

3)

There are N identical water bottles, each of which has a capacity of X liters.

The ith bottle initially contains Ai liters of water.

You want to go on a trip and want to carry all your water with you.

However, to not make packing a hassle, you also want to carry the least number of bottles with you.

You can transfer any amount of water from one bottle to another, provided there is no spillage and no bottle contains more than X liters. Water from one bottle can be transferred to different bottles if you wish to do that.

What is the minimum number of bottles that you can carry with you, while still having all your water? Input Format

• The first line of input will contain a single integer T, denoting the number of test cases.

• Each test case consists of two lines of input.

* The first line of each test case contains two space-separated integers N and X — the number of bottles and capacity of each bottle in liters, respectively.
* The second line contains N space separated integers A1,A2,…,AN denoting the volume of water in liters filled in each bottle.

Output Format

For each test case, output on a new line the minimum number of bottles that can be carried. Constraints

• 1≤T≤100

• 1≤N≤100

• 1≤X≤1000

• 1≤Ai≤X Sample 1: Input

2

3 10

1 2 3

4 2

1 2 2 1

Output 1

3

Explanation:

Test case 1: Transfer all the water from the second and third bottles into the first bottle.

The first bottle will now contain 6 liters of water (which is within its capacity of X=10), while the second and third bottles will be empty.

So, we only need to carry the first bottle with us.

Test case 2: Transfer one liter of water from the first bottle to the fourth bottle. The bottles now have [0,2,2,2] liters of water.

We'll take only the second, third, and fourth bottles - for three in total.

4)

Toofan wanted to write the string "ADVITIYA", but accidentally wrote the 8-letter string S instead. He wants to correct his mistake with the minimum number of steps.

In one step, Toofan can choose an index ii (1≤i≤N), and change Si to the next letter in the alphabet.

That is, change A→B,B→C,C→D, and so on.

The alphabet is considered cyclic, so Z can be changed to A. For example, if S equals "ZARAGOZA",

• Operating on the first index will turn S into "AARAGOZA".

• Operating on the second index will instead turn S into "ZBRAGOZA".

• Operating on the third index will instead turn S into "ZASAGOZA". And so on for the other indices.

Find the minimum number of steps required to convert the string S into "ADVITIYA". Input Format

• The first line contains an integer T — the number of test cases.

• The next T lines each contain a string S consisting of exactly 8 uppercase English letters. Output Format

• For each test case, output a single integer on a new line — the minimum number of steps to convert S into "ADVITIYA".

Constraints

• 1≤T≤1000

• S has length 8.

• Each character of S is an uppercase English letter. Sample 1:

Input 2

ADVITIYA ADVITIAA

Output 0

24

Explanation:

Test case 1: S already equals "ADVITIYA", so 0 steps are needed.

Test case 2: "ADVITIAA" can be turned into "ADVITIYA" in 24 steps, by repeatedly operating on the 7-th character.

That is, "ADVITIAA" becomes "ADVITIBA", then "ADVITICA", then "ADVITIDA", and so on till it reaches "ADVITIYA".

5)

Chef has X ones (1s) and Y twos (2s) in his collection. He wants to arrange all of them into the smallest possible palindrome number using all of these ones (1s) and twos (2s).

Help Chef with the answer.

Note: X and Y are both even numbers.

A palindromic number is a number that remains the same when its digits are reversed. Input Format

• The first line of input will contain a single integer T, denoting the number of test cases.

• The first and only line of each test case will contain two space-separated integers X, and Y — the amount of ones (1s) and twos (2s) respectively.

Output Format

For each test case, output on a new line the smallest possible palindrome number using X ones (1s) and Y twos (2s).

Constraints

• 1≤T≤50

• 0≤X,Y≤10

• X and Y are both even

• 2≤X+Y≤10

Sample 1:

Input 2

2 0

2 2

Output 11

1221

Explanation:

Test case 1: The only palindrome number that can be formed using 2 ones (1s) is 11.

Test case 22: Two possible palindromic numbers can be formed using 2 ones (1s) and 2 twos (2s) which are 1221 and 2112.

The smaller palindromic number is 1221, so that is the answer for this case.

Problem 1: Mobile Game Battery Drain

You are playing a mobile game with B% battery on your phone. There are N power moves available in the game, and each move drains Ci percent of the battery.

You can perform each power move at most 2 times, because they have cooldown restrictions.

You want to know the minimum number of power moves required to fully drain your battery (i.e., battery becomes 0 or below). If it is not possible even after using each move 2 times, return -1.

Input Format:

• First line: An integer B — initial battery percentage.

1 ≤ B ≤ 10^5

• Second line: An integer N — number of power moves.

1 ≤ N ≤ 10^5

• Next N lines: Each line contains an integer Ci — battery drained by power move i.

1 ≤ Ci ≤ 10^5

Output Format:

• Single integer: Minimum number of moves to drain battery, or -1 if not possible. Sample Test Cases

Case#: 1 Input:

7

3

2

4

1

Output:

2

Explanation:

Use 2nd move (4) and 1st move (2) → 4 + 4 = 8 → Battery becomes -1

1. moves

Case#: 2 Input: 15

2

4

3

Output:

-1

Explanation:

Max drain = 4+4+3+3 = 14 < 15

Can’t reach zero

import java.util.\*;

public class MobileGameBatteryDrain

{

public static int minPowerMoves(int B, int[] C)

{

List<Integer> moves = new ArrayList<>();

// Add each move at most twice for (int drain : C)

{

moves.add(drain); moves.add(drain);

}

// Sort descending to use max battery drain moves first moves.sort(Collections.reverseOrder());

int remainingBattery = B; int count = 0;

for (int move : moves)

{

remainingBattery -= move; count++;

if (remainingBattery <= 0)

{

return count;

}

}

return -1;

}

public static void main(String[] args)

{

Scanner scanner = new Scanner(System.in);

System.out.println("Enter Initial Battery %:"); int B = scanner.nextInt();

System.out.println("Enter Number of Power Moves:"); int N = scanner.nextInt();

int[] C = new int[N];

System.out.println("Enter Battery Drain for Each Move:"); for (int i = 0; i < N; i++)

{

C[i] = scanner.nextInt();

}

int result = minPowerMoves(B, C); System.out.println("Output:"); System.out.println(result);

}

}

Problem 2: Guardians vs Monsters Problem Statement:

In the Kingdom of Light, G guardians are assigned to protect against M monsters invading in a line.

Each guardian has the same power level P, while each monster has an individual strength Si. Guardians and monsters fight in order from start to end.

Battle Rules:

* If a guardian's current power > Si: the monster is defeated, and the guardian loses Si power.
* If a guardian's current power == Si: both guardian and monster are eliminated.
* If a guardian's current power < Si: the guardian is eliminated. The monster continues to the next guardian (with its full health).

You can only remove monsters from the end to ensure the guardians win.

Task: Determine the minimum number of monsters to remove from the end to guarantee that all remaining monsters can be defeated by the available guardians.

If the last guardian defeats or ties with the last monster, that counts as a victory.

Input Format:

M => Number of monsters G => Number of guardians

P => Power of each guardian

S1 S2...Sm => Strength of each monster

Output Format:

An integer indicating the \*\*minimum number of monsters to remove from the end\*\*

Java Program:

import java.util.\*;

public class GuardiansVsMonsters

{

// Simulate battles with a trimmed monster list (removing 'trim' monsters from end) public static boolean canDefeatAll(int[] monsters, int G, int P, int trim)

{

int guardians = G; int power = P;

for (int i = 0; i < monsters.length - trim; )

{

if (guardians == 0) return false;

int strength = monsters[i]; if (power > strength)

{

power -= strength; i++;

}

else if (power == strength)

{

guardians--; power = P; i++;

}

else

{

guardians--; power = P;

}

}

return true;

}

// Binary search for minimum monsters to remove from end public static int minRemovals(int[] monsters, int G, int P)

{

int low = 0, high = monsters.length, ans = monsters.length;

while (low <= high) {

int mid = (low + high) / 2;

if (canDefeatAll(monsters, G, P, mid))

{

ans = mid;

high = mid - 1;

}

else

{

low = mid + 1;

}

}

return ans;

}

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

System.out.println("Enter number of monsters:"); int M = sc.nextInt();

System.out.println("Enter number of guardians:"); int G = sc.nextInt();

System.out.println("Enter power of each guardian:"); int P = sc.nextInt();

int[] monsters = new int[M]; System.out.println("Enter strengths of monsters:"); for (int i = 0; i < M; i++) {

monsters[i] = sc.nextInt();

}

int result = minRemovals(monsters, G, P);

System.out.println("Minimum monsters to remove from end: " + result);

}

}

Test Cases:

Case #1:

Input:

5

3

5

2 1 5 4 3

Output:

0

Explanation: All monsters can be defeated as is. Case #2:

Input:

6

2

4

1. 3 3 2 2 2

Output:

2

Explanation: Remove last 2 monsters. Now guardians can win.

Case #3:

Input:

4

1

6

5 2 4 6

Output:

3

Explanation: Remove last 3 monsters, 1 guardian can now defeat remaining.

Problem 3: Controlled Swap for Lexicographical Maximum Problem Statement:

You are given an array A of size N. You are allowed to perform at most one swap of two elements within at most K positions of each other (i.e., |i - j| ≤ K).

Your task is to find the lexicographically largest array possible after performing such a swap (or no swap at all).

Lexicographical Maximum:

An array X is said to be lexicographically larger than array Y if for the first differing position, Xi > Yi.

Input Format:

N => Number of elements in array

A => N integers representing array elements

K => Max allowed index distance between two elements to swap

Output Format:

N integers representing the lexicographically largest array possible after at most one allowed swap

Java Program:

import java.util.\*;

public class ControlledSwapMaxLex

{

public static int[] maxLexArrayAfterSwap(int[] A, int K)

{

int N = A.length;

// Try every position and check up to K ahead for (int i = 0; i < N; i++) {

int maxVal = A[i]; int maxIndex = i;

// Check within i+1 to i+K or N-1 (whichever is smaller) for (int j = i + 1; j <= i + K && j < N; j++)

{

if (A[j] > maxVal)

{

maxVal = A[j]; maxIndex = j;

}

}

// If a better value is found within range, swap and return if (maxIndex != i)

{

int temp = A[i];

A[i] = A[maxIndex]; A[maxIndex] = temp;

break; // only one swap allowed

}

}

return A;

}

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

System.out.println("Enter number of elements:"); int N = sc.nextInt();

int[] A = new int[N]; System.out.println("Enter array elements:"); for (int i = 0; i < N; i++)

{

A[i] = sc.nextInt();

}

System.out.println("Enter max distance K:"); int K = sc.nextInt();

int[] result = maxLexArrayAfterSwap(A, K);

System.out.println("Resulting array:"); for (int val : result)

{

System.out.println(val);

}

}

}

Test Cases:

Case#: 1 Input:

5

1 2 3 4 5

2

Output:

3 2 1 4 5

Explanation: Swap 1 with 3 to get max lex array [3, 2, 1, 4, 5].

Case#: 2 Input:

4

1. 3 2 1

3

Output:

4 3 2 1

Explanation: Already max lex, no swap needed.

Case#: 3 Input:

6

1. 1 4 2 3 6

4

Output:

1. 1 4 2 3 5

Explanation: Swap 5 with 6 (within distance 4).

Case#: 4 Input:

5

9 7 5 4 3

2

Output:

9 7 5 4 3

Explanation: Already lex max in early positions — no swap needed.

Problem 4: Incremental Unique Meal Challenge Problem Statement:

You are given an array Arr representing N dishes in a restaurant. Each value in the array denotes a dish type.

Your friend can eat dishes in multiple rounds under the following rules:

1. In each round, your friend can only eat dishes of a single type (no mixing types).
2. The number of dishes in the next round must be strictly greater than the number of dishes in the previous round.
3. Your friend cannot eat the same dish type again in another round.

Your task is to find the maximum number of dishes your friend can eat by following the rules above.

Input Format:

N => Number of dishes

Arr => N integers denoting dish types

Output Format:

Maximum number of dishes your friend can eat Java Program:

import java.util.\*;

public class IncrementalMealChallenge

{

public static int maxDishes(int[] arr)

{

Map<Integer, Integer> typeCount = new HashMap<>(); for (int dish : arr)

{

typeCount.put(dish, typeCount.getOrDefault(dish, 0) + 1);

}

List<Integer> counts = new ArrayList<>(typeCount.values()); Collections.sort(counts);

int lastEaten = 0; int totalEaten = 0;

for (int count : counts)

{

if (count > lastEaten)

{

totalEaten += count; lastEaten = count;

}

else if (lastEaten < Integer.MAX\_VALUE)

{

lastEaten++;

if (lastEaten <= count) { totalEaten += lastEaten;

} else {

break; // No valid option

}

}

}

return totalEaten;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

System.out.println("Enter number of dishes:");

int N = sc.nextInt();

int[] arr = new int[N]; System.out.println("Enter dish types:"); for (int i = 0; i < N; i++) {

arr[i] = sc.nextInt();

}

int result = maxDishes(arr);

System.out.println("Maximum dishes that can be eaten: " + result);

}

}

Test Cases:

Case#1 Input:

7

1 2 2 3 3 3 3

Output:

6

Explanation:

* Round 1: 2 dishes of type 2
* Round 2: 4 dishes of type 3 → Total = 6

Case#2 Input: 5

1 1 1 2 2

Output:

5

Explanation:

* Round 1: 2 dishes of type 2
* Round 2: 3 dishes of type 1→ Total = 5

Case#3 Input:

4

1 1 1 1

Output:

4

Explanation: All same type, only one round allowed.

Case#4 Input:

8

2 2 2 2 3 3 3 3

Output:

7

Explanation:

* Round 1: 3 dishes of type 3
* Round 2: 4 dishes of type 2→ Total = 7

Problem 5: Balanced Character Substring Split Problem Statement:

You are given a string S of length N. Your task is to divide the string into the maximum number of contiguous substrings such that each substring contains the same frequency of characters as all the others.

Unlike the previous problem, you cannot rearrange the characters. The substrings must appear in order, and must be contiguous and have the same frequency map.

Return the maximum number of such substrings.

Input Format:

* A single string S (1 ≤ len(S) ≤ 2×10⁵)

Output Format:

* An integer denoting the maximum number of valid substrings Test Cases:

Case#1:

Input:

aaabbbccc Output:

3

Explanation: Split into "aaa" + "bbb" + "ccc" – each substring contains one character repeated three times.

Case#2:

Input:

abcabcabc Output:

3

Explanation: Each substring "abc" has the same frequency map {a:1, b:1, c:1}

Case#3: Input: ababab` Output:

3

Explanation: Each "ab" has same frequency map {a:1, b:1}

Java Solution:

import java.util.\*;

public class BalancedSubstringSplit

{

public static int maxBalancedSubstrings(String s)

{

int n = s.length();

for (int len = 1; len <= n; len++)

{

if (n % len != 0) continue;

boolean valid = true;

Map<Character, Integer> baseFreq = getFreq(s.substring(0, len));

for (int i = len; i < n; i += len) {

String part = s.substring(i, i + len);

if (!getFreq(part).equals(baseFreq)) { valid = false;

break;

}

}

if (valid) {

return n / len;

}

}

return 1;

}

private static Map<Character, Integer> getFreq(String str) { Map<Character, Integer> map = new HashMap<>();

for (char c : str.toCharArray()) { map.put(c, map.getOrDefault(c, 0) + 1);

}

return map;

}

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in); System.out.println("Enter the string:"); String s = sc.next();

System.out.println("Maximum valid substrings: " + maxBalancedSubstrings(s));

}

}

Test Cases Case#1 Input: aaabbbccc

Output:

3

Case#2 Input:

abcabcabc Output:

3

Case#3 Input:

ababab Output:

3

Case#4 Input:

abcdabcd Output:

2

Case#5 Input:

zzzzzz Output:

6

1. You're given n activities with start and end times. Select the maximum number of activities that don't overlap. Only one activity can be selected at a time.

Input: start = [1, 3, 0, 5, 8, 5], end = [2, 4, 6, 7, 9, 9]

Output: 4

Input: start = [10, 12, 20], end = [20, 25, 30]

Output: 2

Input: start = [1, 2, 3], end = [2, 3, 4]

Output: 3

def max\_activities(start, end):

activities = sorted(zip(start, end), key=lambda x: x[1]) count = 1

end\_time = activities[0][1]

for i in range(1, len(activities)):

if activities[i][0] >= end\_time:

count += 1

end\_time = activities[i][1] return count

# Test

print("Max Activities:", max\_activities([1, 3, 0, 5, 8, 5], [2, 4, 6, 7, 9, 9]))

1. Given coin denominations and a total amount, find the minimum number of coins needed to make that amount using a greedy approach.

Input: coins = [1, 2, 5, 10], amount = 27

Output: 4

Input: coins = [1, 3, 4], amount = 6

Output: 2

Input: coins = [1, 5, 10, 25], amount = 63

Output: 6

def min\_coins(coins, amount): coins.sort(reverse=True) count = 0

for coin in coins:

count += amount // coin amount %= coin

return count

# Test

print("Min Coins:", min\_coins([1, 2, 5, 10], 27))

1. Each job has a profit and a deadline. Schedule jobs to maximize total profit, allowing only one job at a time before its deadline.

Input: jobs = [(1, 4), (2, 1), (3, 1), (4, 1)]

Output: 6

Input: jobs = [(20, 2), (15, 2), (10, 1), (5, 3)]

Output: 40

Input: jobs = [(100, 2), (19, 1), (27, 2), (25, 1)]

Output: 127

def job\_scheduling(jobs): jobs.sort(reverse=True)

max\_deadline = max(job[1] for job in jobs) slots = [False] \* (max\_deadline + 1)

profit = 0

for job in jobs:

for j in range(job[1], 0, -1):

if not slots[j]:

slots[j] = True profit += job[0] break

return profit

# Test Cases

print(job\_scheduling([(1, 4), (2, 1), (3, 1), (4, 1)])) # 6

print(job\_scheduling([(20, 2), (15, 2), (10, 1), (5, 3)])) # 40

print(job\_scheduling([(100, 2), (19, 1), (27, 2), (25, 1)])) # 127

1. Find the length of the longest common subsequence between two strings. Input: s1 = "ABCBDAB", s2 = "BDCABA"

Output: 4

Input: s1 = "AGGTAB", s2 = "GXTXAYB"

Output: 4

Input: s1 = "ABCDGH", s2 = "AEDFHR"

Output: 3

def lcs(s1, s2):

n, m = len(s1), len(s2)

dp = [[0]\*(m+1) for \_ in range(n+1)] for i in range(n):

for j in range(m):

if s1[i] == s2[j]:

dp[i+1][j+1] = dp[i][j] + 1 else:

dp[i+1][j+1] = max(dp[i][j+1], dp[i+1][j]) return dp[n][m]

# Test Cases

print(lcs("ABCBDAB", "BDCABA")) # 4 print(lcs("AGGTAB", "GXTXAYB")) # 4 print(lcs("ABCDGH", "AEDFHR")) # 3

1. Given n items with weights and values, and a knapsack capacity W, return the maximum value obtainable. Items cannot be split.

Input: W = 50, weights = [10, 20, 30], values = [60, 100, 120]

Output: 220

Input: W = 8, weights = [3, 4, 5], values = [30, 50, 60]

Output: 80

Input: W = 10, weights = [2, 3, 4], values = [40, 50, 60]

Output: 100

def knapsack(W, weights, values): n = len(values)

dp = [[0] \* (W + 1) for \_ in range(n + 1)] for i in range(1, n+1):

for w in range(W+1):

if weights[i-1] <= w:

dp[i][w] = max(dp[i-1][w], values[i-1] + dp[i-1][w - weights[i-1]]) else:

dp[i][w] = dp[i-1][w] return dp[n][W]

# Test Cases

print(knapsack(50, [10, 20, 30], [60, 100, 120])) # 220

print(knapsack(8, [3, 4, 5], [30, 50, 60])) # 80

print(knapsack(10, [2, 3, 4], [40, 50, 60])) # 100

HACKWITHINFY 6 QUESTIONS

1. You have an interesting string S of length N. It is interesting because you can rearrange the characters of this string in any order. You want to cut this string into some contiguous pieces such that after cutting, all the pieces are equal.

You can’t rearrange the characters in the cut pieces or join the pieces together. You want to make the number of pieces as large as possible. What is the maximum number of pieces you can get?

Note: You can observe that you may not want to cut the string at all, therefore the number of pieces is 1. Hence, the answer always exists.

Parameters:

* + S :: STRING

The first line contains a string, S, denoting the string. len(S) :: 1 -> 2 \* 10^5 Examples:

Case #1:

Input:

zzzzz Output:

5

Explanation: You can cut it into 5 pieces “z” + “z” + “z” + “z” + “z”.

Case #2:

Input:

ababcc Output:

2

Explanation: Rearrange the string as abcabc. You can cut it into “abc” + “abc”, hence the answer is 2.

Case #3:

Input:

abccdcabacda Output:

2

Explanation: Rearrange the string as dcbaca + dcbaca, the answer is 2. Solution :

JAVA

import java.util.\*;

public class StringCutting {

public static int maxPieces(String s) {

int[] freq = new int[26];

for (char c : s.toCharArray()) { freq[c - 'a']++;

}

int gcd = 0;

for (int f : freq) { if (f > 0) {

gcd = (gcd == 0) ? f : findGCD(gcd, f);

}

}

return gcd;

}

private static int findGCD(int a, int b) { while (b != 0) {

int temp = b; b = a % b;

a = temp;

}

return a;

}

public static void main(String[] args) { System.out.println(maxPieces("zzzzz")); System.out.println(maxPieces("ababcc")); System.out.println(maxPieces("abccdcabacda"));

}

}

PYTHON

from collections import Counter from math import gcd

from functools import reduce

def max\_pieces(s: str) -> int:

# Count frequency of each character freq = Counter(s)

# Get all non-zero frequencies frequencies = list(freq.values())

# Find GCD of all frequencies using reduce return reduce(gcd, frequencies)

# Test cases def run\_tests():

test\_cases = [

"zzzzz", # Should return 5 "ababcc", # Should return 2 "abccdcabacda" # Should return 2

]

for test in test\_cases: result = max\_pieces(test) print(f"Input: {test}")

print(f"Output: {result}\n")

if name == " main ": run\_tests()

C

#include <stdio.h> #include <string.h>

// Function to find GCD of two numbers int gcd(int a, int b) {

while (b) {

int temp = b; b = a % b;

a = temp;

}

return a;

}

// Function to find GCD of array of numbers int find\_array\_gcd(int arr[], int n) {

int result = arr[0];

for (int i = 1; i < n; i++) {

if (arr[i] != 0) { // Skip zero frequencies result = gcd(result, arr[i]);

}

}

return result;

}

// Main function to find maximum number of equal pieces int max\_pieces(const char\* s) {

// Array to store frequency of each character (assuming lowercase letters only) int freq[26] = {0};

int len = strlen(s);

// Count frequency of each character for (int i = 0; i < len; i++) {

freq[s[i] - 'a']++;

}

// Find first non-zero frequency int first\_non\_zero = 0;

while (first\_non\_zero < 26 && freq[first\_non\_zero] == 0) { first\_non\_zero++;

}

if (first\_non\_zero == 26) return 1; // Empty string or invalid input

// Initialize result with first non-zero frequency int result = freq[first\_non\_zero];

// Find GCD of all non-zero frequencies for (int i = first\_non\_zero + 1; i < 26; i++) {

if (freq[i] > 0) {

result = gcd(result, freq[i]);

}

}

return result;

}

int main() {

// Test cases

const char\* test\_cases[] = { "zzzzz",

"ababcc", "abccdcabacda"

};

int num\_tests = 3;

for (int i = 0; i < num\_tests; i++) { printf("Input: %s\n", test\_cases[i]);

printf("Output: %d\n\n", max\_pieces(test\_cases[i]));

}

return 0;

}

C++

#include <iostream> #include <string> #include <vector>

#include <unordered\_map> #include <numeric>

using namespace std;

class StringCutter { private:

// Helper function to find GCD of two numbers using C++'s standard library int findGCD(int a, int b) {

return gcd(a, b); // Using C++17's std::gcd

}

// Helper function to find GCD of a vector of numbers int findArrayGCD(const vector<int>& numbers) {

if (numbers.empty()) return 0;

int result = numbers[0];

for (size\_t i = 1; i < numbers.size(); i++) { result = findGCD(result, numbers[i]);

}

return result;

}

public:

int maxPieces(const string& s) {

// Use unordered\_map for frequency counting unordered\_map<char, int> freq;

for (char c : s) { freq[c]++;

}

// Extract non-zero frequencies into a vector

vector<int> frequencies;

for (const auto& [ch, count] : freq) { if (count > 0) {

frequencies.push\_back(count);

}

}

// Find GCD of all frequencies return findArrayGCD(frequencies);

}

};

// Function to run test cases void runTests() {

vector<string> testCases = { "zzzzz",

"ababcc", "abccdcabacda"

};

StringCutter solver;

for (const string& test : testCases) { cout << "Input: " << test << "\n";

cout << "Output: " << solver.maxPieces(test) << "\n\n";

}

}

int main() { runTests(); return 0;

}

1. You are given an array A of size N. You are allowed to choose at most one pair of elements such that distance (defined as the difference of their indices) is at most K and swap them.

Find the smallest lexicographical array possible after swapping.

Notes: An array x is lexicographically smaller than an array y if there exists an index i such that xi<yi, and

xj=yj for all 0≤j<i. Less formally, at the first index i in which they differ, xi<yi.

Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of elements in A. N :: 1 -> 10^5

A :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing A[i].

A[i] :: 1 -> 10^5 K :: INTEGER

The next line contains an integer, K, denoting the upper bound on distance of index. K :: 1 -> N

Example Cases:

Case #1

Input:

3

2

2

2

1

Output:

2

2

2

Here, as all the array values are equal, swapping will not change the final result. Case #2

Input:

5

5

4

3

2

1

3

Output:

2

4

3

5

1

Here, A = [5, 4, 3, 2, 1], K = 3. We can swap elements at index 0 and index 3 to get A = [2, 4, 3, 5, 1].

Case #3 Input: 5

2

1

1

1

1

3

Output:

1

1

1

2

1

Here, A = [2, 1, 1, 1, 1], K = 3. We can swap elements at index 0 and index 3 to get A = [1, 1, 1, 2, 1]. Solution:

JAVA

import java.util.\*;

public class LexicographicalArray {

public static int[] findSmallestLexArray(int[] A, int K) { int N = A.length;

// Create a copy of the original array int[] result = Arrays.copyOf(A, N);

// For each position, try to find a smaller element within K distance

// that we can swap to make the array lexicographically smaller for (int i = 0; i < N; i++) {

int minValue = result[i]; int minIndex = i;

// Look for the smallest value within K distance for (int j = i + 1; j < Math.min(N, i + K + 1); j++) {

if (result[j] < minValue) { minValue = result[j]; minIndex = j;

}

}

// If we found a smaller element, swap it and break

// We only need to make one swap to get the lexicographically smallest array if (minIndex != i) {

int temp = result[i]; result[i] = result[minIndex]; result[minIndex] = temp; break;

}

}

return result;

}

public static void main(String[] args) {

// Test cases

test(new int[]{2, 2, 2}, 1);

test(new int[]{5, 4, 3, 2, 1}, 3);

test(new int[]{2, 1, 1, 1, 1}, 3);

}

private static void test(int[] A, int K) { System.out.println("\nInput Array: " + Arrays.toString(A)); System.out.println("K: " + K);

int[] result = findSmallestLexArray(A, K); System.out.println("Result: " + Arrays.toString(result));

}

}

PYTHON

def find\_smallest\_lex\_array(A, K): """

Find the lexicographically smallest array possible after at most one swap within distance K.

Args:

A (list): Input array of integers

K (int): Maximum allowed distance between swapped elements

Returns:

list: The lexicographically smallest possible array after at most one swap """

N = len(A)

# Create a copy of the original array result = A.copy()

# For each position, try to find a smaller element within K distance # that we can swap to make the array lexicographically smaller

for i in range(N):

min\_value = result[i] min\_index = i

# Look for the smallest value within K distance

for j in range(i + 1, min(N, i + K + 1)):

if result[j] < min\_value:

min\_value = result[j] min\_index = j

# If we found a smaller element, swap it and break

# We only need to make one swap to get the lexicographically smallest array if min\_index != i:

result[i], result[min\_index] = result[min\_index], result[i] break

return result

def test\_case(A, K):

"""Helper function to run and display test cases""" print(f"\nInput Array: {A}")

print(f"K: {K}")

result = find\_smallest\_lex\_array(A, K) print(f"Result: {result}")

return result

# Test cases

def run\_test\_cases():

# Test Case 1: All equal elements assert test\_case([2, 2, 2], 1) == [2, 2, 2]

# Test Case 2: Descending array

assert test\_case([5, 4, 3, 2, 1], 3) == [2, 4, 3, 5, 1]

# Test Case 3: Array with repeating elements assert test\_case([2, 1, 1, 1, 1], 3) == [1, 1, 1, 2, 1]

# Additional test case: Already sorted array test\_case([1, 2, 3, 4, 5], 2)

print("\nAll test cases passed!")

if name == " main ": run\_test\_cases()

C

#include <stdio.h> #include <stdlib.h>

// Function to run test case

void testCase(int A[], int N, int K) {

int\* result = (int\*)malloc(N \* sizeof(int));

printf("\nInput Array: "); printArray(A, N); printf("K: %d\n", K);

findSmallestLexArray(A, N, K, result);

printf("Result: ");

printArray(result, N);

free(result);

}

int main() {

// Test Case 1: All equal elements int test1[] = {2, 2, 2};

printf("Test Case 1:");

testCase(test1, 3, 1);

// Test Case 2: Descending array int test2[] = {5, 4, 3, 2, 1};

printf("\nTest Case 2:");

testCase(test2, 5, 3);

// Test Case 3: Array with repeating elements int test3[] = {2, 1, 1, 1, 1};

printf("\nTest Case 3:");

testCase(test3, 5, 3);

return 0;

}

C++

#include <iostream> #include <vector>

#include <algorithm>

class LexicographicalArray { private:

std::vector<int> A; int K;

int N;

public:

// Constructor

LexicographicalArray(const std::vector<int>& arr, int k) : A(arr), K(k) { N = A.size();

}

// Function to find smallest lexicographical array std::vector<int> findSmallestLexArray() {

std::vector<int> result = A; // Create a copy of original array

// For each position, try to find a smaller element within K distance for (int i = 0; i < N; i++) {

int minValue = result[i]; int minIndex = i;

// Look for the smallest value within K distance for (int j = i + 1; j < std::min(N, i + K + 1); j++) {

if (result[j] < minValue) { minValue = result[j]; minIndex = j;

}

}

// If we found a smaller element, swap it and break if (minIndex != i) {

std::swap(result[i], result[minIndex]); break;

}

}

return result;

}

// Function to print array

static void printArray(const std::vector<int>& arr) { for (int num : arr) {

std::cout << num << " ";

}

std::cout << std::endl;

}

};

// Test case runner class class TestRunner { public:

static void runTest(const std::vector<int>& arr, int k) { std::cout << "\nInput Array: "; LexicographicalArray::printArray(arr);

std::cout << "K: " << k << std::endl;

LexicographicalArray solver(arr, k);

std::vector<int> result = solver.findSmallestLexArray();

std::cout << "Result: "; LexicographicalArray::printArray(result);

}

static void runAllTests() {

// Test Case 1: All equal elements std::cout << "Test Case 1:"; runTest({2, 2, 2}, 1);

// Test Case 2: Descending array std::cout << "\nTest Case 2:"; runTest({5, 4, 3, 2, 1}, 3);

// Test Case 3: Array with repeating elements std::cout << "\nTest Case 3:";

runTest({2, 1, 1, 1, 1}, 3);

// Additional Test Case: Already sorted array std::cout << "\nAdditional Test Case:"; runTest({1, 2, 3, 4, 5}, 2);

}

};

int main() { TestRunner::runAllTests(); return 0;

}

1. You are the guard of a shop. Each time a person enters you not this informations.

You are given information of people leaving and entering shop in the form of binary string.

if s[i] == '1' it means person is entering if s[i] == '0' it means person is leaving

It is given that a person can enter or leave the shop any number of times.

Using the given info , find minimum possible distinct people you might have seen.

Constraints 1<=len(s)<=10^5

Sample Testcases --

Input-1: 000

Output : 3

Reason : Suppose at t=1, person1 leaves. Then at t=2 , person2 leaves. Then at t=3, Person 3 leaves. Thus you saw 3 distinct persons leaving the shop

Input-2 : 110011

Output : 2

Reason : At t=1, person1 enters and at t=2 person2 enters the shop . At t=3 , person1 leaves, At t=4, person2 leaves . At t=5, person1 again enters. At t=6, person2 enter the shop again . Thus the minimum number of distinct person is 2.

Input-3: 10101

Output : 1

Reason : At t=1, Person1 enters the shop. At t=2, person 1 leaves . At, t=3 person1 enters. At t=4, person1 leaves.

At t=5, person1 enters . The minimum number of distinct person seens are 1. Solution:

C++

#include <bits/stdc++.h> using namespace std; typedef long long int ll ; int main()

{

ll one = 0 ; ll zero = 0 ; string s ; cin>>s ;

int i = 0 ; while(i<s.size())

{

if(s[i]=='1')

{

ll k = zero; if(k>=1)

{

zero--;

one++;

}

else

{

one++;

}

}

else

{

ll k = one; if(k>=1)

{

one--; zero++;

}

else

{

zero++;

}

} i++;

}

cout<<(one+zero); return 0;

}

1. Find the subsequence from an array with highest score. Score is the sum of f(x) for all the elements of the subsequence.

f(x) = number of divisors of 'x'.

For , a[i] and a[i+1] in the selected subsequence , one of the following should be true : a[i] = 2\*a[i+1]

or

a[i] = 3\*a[i+1] or

a[i] = a[i] + 1 or a[i] = a[i] - 1 or

a[i] = a[i]/3 ( must be divisible by 3) or

a[i] = a[i]/2 ( must be divisible by 2) Input :

10

2 3 4 5 6 12 18 36 9 99

Output :

28

[2,3,4,5,6,12,36] is the selected subsequence from the array [2+2+3+4+2+7+8==28]

Solution:

C++

// C++ implementation of the approach #include <bits/stdc++.h>

using namespace std; typedef long long int ll ; ll divi[200006];

ll fin[200005];

void findDivisors(ll n)

{

for (int i = 1; i <= n; i++) {

for (int j = 1; j \* i <= n; j++) divi[i \* j]++;

}

}

int main()

{

ll r = 0 ;

int n = 100000+7;

findDivisors(n); cin>>n;

int i = 1 ; while(i<=n)

{

int x ; cin>>x ;

ll current = divi[x] ; ll maxi = 0 ; if(x%2==0)

{

maxi = max(maxi,fin[x/2]);

} if(x%3==0)

{

maxi = max(maxi,fin[x/3]);

}

maxi = max(maxi,fin[x-1]);

maxi = max(maxi,fin[x+1]); maxi = max(maxi,fin[2\*x]); maxi = max(maxi,fin[3\*x]); ll answer = current + maxi ; fin[x] = max(fin[x],answer);

//cout<<fin[x]<<'\n'; r = max(fin[x],r); i++;

}

cout<<r ; return 0;

}

GREEDY ALGORITHM

1. Fathima has a numeric string. She has to split the numeric string into two or more integers, such that
2. Difference between current and previous number is 1.
3. No number contains leading zeroes

If it is possible to separate a given numeric string then print “Possible” followed by the first number of the increasing sequence, else print “Not Possible“

For Ex:

Case 1 :

If the input is 7980 Output: Possible 79

String can be splitted into 79 and 80 and the difference is 1 Case 2:

If the input is 124 Output: Not Possible

String can be splitted into '1','2' and '4''. The difference between 1 and 2 is 1, but 2 and 4 is 2. So it can't satisfy the condition. The output will be "Not Possible"

Input Format

Input the String( Which contains only numbers. Alphabets and Special characters are not allowed) Output Format

Display "Possible" followed by the first number of the increasing sequence. If not display "Not Possible" Constraints

0 <= length(numeric string) <= 35

Sample Input 1

7980

Sample Output 1 Possible79

Solution:

JAVA

// Java program to split a numeric

// string in an Increasing

// sequence if possible import java.io.\*; import java.util.\*;

class GFG {

// Function accepts a string and

// checks if string can be split. public static void split(String str)

{

int len = str.length();

// if there is only 1 number

// in the string then

// it is not possible to split it if (len == 1) {

System.out.println("Not Possible"); return;

}

String s1 = "", s2 = ""; long num1, num2;

for (int i = 0; i <= len / 2; i++) {

int flag = 0;

// storing the substring from

// 0 to i+1 to form initial

// number of the increasing sequence s1 = str.substring(0, i + 1);

num1 = Long.parseLong((s1)); num2 = num1 + 1;

// convert string to integer

// and add 1 and again convert

// back to string s2

s2 = Long.toString(num2); int k = i + 1;

while (flag == 0) {

int l = s2.length();

// if s2 is not a substring

// of number than not possile if (k + l > len) {

flag = 1; break;

}

// if s2 is the next substring

// of the numeric string

if ((str.substring(k, k + l).equals(s2))) { flag = 0;

// Incearse num2 by 1 i.e the

// next number to be looked for num2++;

k = k + l;

// check if string is fully

// traversed then break if (k == len)

break;

s2 = Long.toString(num2); l = s2.length();

if (k + 1 > len) {

// If next string doesnot occurs

// in a given numeric string

// then it is not possible flag = 1;

break;

}

}

else

flag = 1;

}

// if the string was fully traversed

// and conditions were satisfied if (flag == 0) {

System.out.println("Possible"

+ " " + s1);

break;

}

// if conditions failed to hold

else if (flag == 1 && i > len / 2 - 1) { System.out.println("Not Possible"); break;

}

}

}

// Driver Code

public static void main(String args[])

{

Scanner in = new Scanner(System.in); String str;

str =in.next();

// Call the split function

// for splitting the string split(str);

}

}

Dynamic Programming

1. The Revolutionary group in Germany have decided to destroy the House of Hitler. There are two Revolutionary groups in Germany, and person of each Revolutionary group has a unique String ID associated with him/her . The first group is of size N, and the second group is of size M. Let the array of String ID's of first group be denoted by A [ ], and that of second group be denoted by B [ ] .

Hitler has decoded the pattern of these Revolutionary groups, and has decided to stop the chaos. He will choose an equal size subarray from both the arrays.

Let the chosen size be X.

So, let the subarray from the first group array A [ ] be Ai, Ai+1, …. Ai+X-1. And, let the subarray from the second array B [ ] be Bj, Bj+1, ….Bj+X-1.

for 1 ≤ i ≤ N-X+1 and 1 ≤ j ≤ M-X+1 , where i is an index of A[ ] and j is an index of array B[ ] He decided to carry out the following operations -

* + Find Longest Common substring (LCS) of Ai+u and Bj+X-1-u , where 0<=u<=X-1.
  + Find LCS of Ai with all of these- Bj, Bj+1…..Bj+X-1
  + Find LCS of Ai+X-1 with all of these- Bj, Bj+1,…..Bj+X-1
  + Find LCS of Bj with all of these- Ai, Ai+1,…..Ai+X-1.
  + Find LCS of Bj+X-1 with all of these- Ai, Ai+1, ……Ai+X-1. Hitler has got to know a magical integer K

All of the above mentioned LCS values must be greater than or equal to K.

You need to help the Government in finding all possible number of combinations of equal sized subarrays in A [ ] and B[ ] which are satisfying the above mentioned condition.

Two combinations are different if they are of different size, or in case atleast one constituent index is different.

Input Format

First line contains 2 space separated integers N and M, denoting the size of two arrays A[ ] and B [ ] respectively.

Second line contains an integer K denoting the magical integer. Next N lines comprises a String ID of group A [ ].

Next M lines comprises a String ID of group B[ ] Output Format

Print the number of possible combinations as explained above. Constraints

1 ≤ N,M ≤ 2000

1 ≤ | Ai | ≤ 5000

1 ≤ | Bi | ≤ 5000

Summation of length of all strings in A [ ] ≤ 5000 Summation of length of all strings in B [ ] ≤ 5000 All strings should contain lowercase alphabets. 1 ≤ K ≤ 5000

Sample Input 1

3 3

1

aab aba jgh bad

dea cef

Sample Output 1

5

Solution:

C++

#include <bits/stdc++.h>

using namespace std;

#define pb push\_back

int a[2005][2005];

int lft[2005][2005]; int rght[2005][2005]; int up[2005][2005];

int dwn[2005][2005]; int diagUp[2005][2005];

int diagDwn[2005][2005];

vector <int> v1, v2; vector <int> seg[100005];

void merge(int p, int q, int ind)

{

int i, j;

for (i = 0, j = 0; i < seg[p].size() && j < seg[q].size(); ) { if (seg[p][i] <= seg[q][j]) {

seg[ind].pb(seg[p][i]);

++i;

}

else {

seg[ind].pb(seg[q][j]);

++j;

}

}

while (i < seg[p].size()) {

seg[ind].pb(seg[p][i]);

++i;

}

while (j < seg[q].size()) {

seg[ind].pb(seg[q][j]);

++j;

}

}

void create\_seg\_tree(int l, int r, int ind)

{

seg[ind].clear(); if (l == r) {

seg[ind].pb(v2[l]); return;

}

int m = (l+r)/2; int p = 2\*ind;

int q = p+1; create\_seg\_tree(l, m, p); create\_seg\_tree(m+1, r, q); merge(p, q, ind);

}

int query(int x, int y, int val, int l, int r, int ind)

{

if (y < l || r < x) return 0;

if (x <= l && r <= y)

return (upper\_bound(seg[ind].begin(), seg[ind].end(), val) - seg[ind].begin()); int m = (l+r)/2;

int p = 2\*ind; int q = p+1;

return query(x, y, val, l, m, p) + query(x, y, val, m+1, r, q);

}

int dp[5005][5005]; string A[5005], B[5005];

int lcs(int x, int y)

{

int i, j, ans = 0;

for (i = 1; i <= A[x].size(); ++i) {

for (j = 1; j <= B[y].size(); ++j) { dp[i][j] = 0;

if (A[x][i-1] == B[y][j-1])

dp[i][j] = dp[i-1][j-1] + 1;

ans = dp[i][j] > ans ? dp[i][j] : ans;

}

}

return ans;

}

int main()

{

int size\_of\_array\_A, size\_of\_array\_B, i, j, x, magical\_integer; cin >> size\_of\_array\_A >> size\_of\_array\_B;

assert(1 <= size\_of\_array\_A && size\_of\_array\_A <= 2000); assert(1 <= size\_of\_array\_B && size\_of\_array\_B <= 2000); cin >> magical\_integer;

assert(1 <= magical\_integer && magical\_integer <= 5000); int tmp = 0;

for (i = 1; i <= size\_of\_array\_A; ++i) { cin >> A[i];

assert(1 <= A[i].size() && A[i].size() <= 5000); for (j = 0; j < A[i].size(); ++j)

assert('a' <= A[i][j] && A[i][j] <= 'z'); tmp += A[i].size();

}

assert(1 <= tmp && tmp <= 5000); tmp = 0;

for (i = 1; i <= size\_of\_array\_B; ++i) { cin >> B[i];

assert(1 <= B[i].size() && B[i].size() <= 5000); for (j = 0; j < B[i].size(); ++j)

assert('a' <= B[i][j] && B[i][j] <= 'z'); tmp += B[i].size();

}

assert(1 <= tmp && tmp <= 5000);

for (i = 1; i <= size\_of\_array\_A; ++i) { for (j = 1; j <= size\_of\_array\_B; ++j)

a[i][j] = (lcs(i, j) >= magical\_integer);

}

for (i = 1; i <= size\_of\_array\_A; ++i) { for (j = 1; j <= size\_of\_array\_B; ++j) {

if (!a[i][j]) continue;

up[i][j] = up[i-1][j] + 1;

lft[i][j] = lft[i][j-1] + 1;

diagUp[i][j] = diagUp[i-1][j+1] + 1;

}

}

for (i = size\_of\_array\_A; i >= 1; --i) { for (j = size\_of\_array\_B; j >= 1; --j) {

if (!a[i][j]) continue;

dwn[i][j] = dwn[i+1][j] + 1;

rght[i][j] = rght[i][j+1] + 1; diagDwn[i][j] = diagDwn[i+1][j-1] + 1;

}

}

long long int ans = 0;

for (x = size\_of\_array\_B; x >= 1; --x) {

i = size\_of\_array\_A;

j = x;

v1.clear(); v2.clear();

while (i >= 1 && j <=size\_of\_array\_B) { v1.pb(min(min(up[i][j], rght[i][j]), diagUp[i][j]));

v2.pb(min(min(dwn[i][j], lft[i][j]), diagDwn[i][j]));

--i;

++j;

}

for (i = 0; i < v2.size(); ++i) v2[i] = i - v2[i] + 1;

create\_seg\_tree(0, v2.size()-1, 1); for (i = 0; i < v1.size(); ++i) {

j = i + v1[i] - 1;

ans += query(i, j, i, 0, v2.size()-1, 1);

}

}

for (x = size\_of\_array\_A-1; x >= 1; --x) {

i = x;

j = 1;

v1.clear(); v2.clear();

while (i >= 1 && j <= size\_of\_array\_B) { v1.pb(min(min(up[i][j], rght[i][j]), diagUp[i][j]));

v2.pb(min(min(dwn[i][j], lft[i][j]), diagDwn[i][j]));

--i;

++j;

}

for (i = 0; i < v2.size(); ++i) v2[i] = i - v2[i] + 1;

create\_seg\_tree(0, v2.size()-1, 1); for (i = 0; i < v1.size(); ++i) {

j = i + v1[i] - 1;

ans += query(i, j, i, 0, v2.size()-1, 1);

}

}

cout << ans << endl; return 0;

}

Question 1:

Find the intersection of two sorted arrays OR in other words, given 2 sorted arrays, find all the elements which occur in both arrays.

NOTE: For the purpose of this problem ( as also conveyed by the sample case ), assume that elements that appear more than once in both arrays should be included multiple times in the final output.

Problem Constraints 1 <= |A| <= 106

1 <= |B| <= 106

Input Format

The first argument is an integer array A. The second argument is an integer array B. Output Format

Return an array of intersection of the two arrays.

Example Input Input 1:

A: [1 2 3 3 4 5 6]

B: [3 3 5]

Input 2:

A: [1 2 3 3 4 5 6]

B: [3 5]

Example Output Output 1: [3 3 5]

Output 2: [3 5] Example Explanation Explanation 1:

3, 3, 5 occurs in both the arrays A and B Explanation 2:

Only 3 and 5 occurs in both the arrays A and B

Question2:

Given an 2D integer array A of size N x 2 denoting time intervals of different meetings. Where:

* A[i][0] = start time of the ith meeting.
* A[i][1] = end time of the ith meeting.

Find the minimum number of conference rooms required so that all meetings can be done.

Note :- If a meeting ends at time t, another meeting starting at time t can use the same conference room

Problem Constraints 1 <= N <= 105

0 <= A[i][0] < A[i][1] <= 2 \* 109

Input Format

The only argument given is the matrix A. Output Format

Return the minimum number of conference rooms required so that all meetings can be done. Example Input

Input 1:

A = [ [0, 30]

[5, 10]

[15, 20]

]

Input 2:

A = [ [1, 18]

[18, 23]

[15, 29]

[4, 15]

[2, 11]

[5, 13]

]

Example Output Output 1:

2

Output 2:

4

Example Explanation Explanation 1:

Meeting one can be done in conference room 1 form 0 - 30. Meeting two can be done in conference room 2 form 5 - 10.

Meeting three can be done in conference room 2 form 15 - 20 as it is free in this interval. Explanation 2:

Meeting one can be done in conference room 1 from 1 - 18. Meeting five can be done in conference room 2 from 2 - 11. Meeting four can be done in conference room 3 from 4 - 15. Meeting six can be done in conference room 4 from 5 - 13.

Meeting three can be done in conference room 2 from 15 - 29 as it is free in this interval. Meeting two can be done in conference room 4 from 18 - 23 as it is free in this interval.

Question3:

N children are standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

1. Each child must have at least one candy.
2. Children with a higher rating get more candies than their neighbors. What is the minimum number of candies you must give?

Problem Constraints 1 <= N <= 105

-109 <= A[i] <= 109

Input Format

The first and only argument is an integer array A representing the rating of children. Output Format

Return an integer representing the minimum candies to be given. Example Input

Input 1:

A = [1, 2]

Input 2:

A = [1, 5, 2, 1]

Example Output Output 1:

3

Output 2:

7

Example Explanation Explanation 1:

The candidate with 1 rating gets 1 candy and candidate with rating 2 cannot get 1 candy as 1 is its neighbor.

So rating 2 candidate gets 2 candies. In total, 2 + 1 = 3 candies need to be given out. Explanation 2:

Candies given = [1, 3, 2, 1]

Question 4:

There is a street of length xxx whose positions are numbered 0, 1,…,x Initially there are no traffic lights,

but n sets of traffic lights are added to the street one after another.

Your task is to calculate the length of the longest passage without traffic lights after each addition. Input

The first input line contains two integers xxx and n: the length of the street and the number of sets of traffic lights.

Then, the next line contains n integers p1,p2,…,pn: the position of each set of traffic lights. Each position

is distinct.

Output

Print the length of the longest passage without traffic lights after each addition. Example

Input:

8 3

3 6 2

Output:

5 3 3

Question5:

You are given n cubes in a certain order, and your task is to build towers using them. Whenever two cubes are one on top of the other, the upper cube must be smaller than the lower cube.

You must process the cubes in the given order. You can always either place the cube on top of an existing tower, or begin a new tower. What is the minimum possible number of towers?

Input

The first input line contains an integer n: the number of cubes.

The next line contains nnn integers k1,k2,…,kn: the sizes of the cubes. Output

Print one integer: the minimum number of towers. Example

Input:

5

3 8 2 1 5

Output:

2

Problem Statement:

You are given n jobs where every job has a deadline and profit associated with it. Each job takes a single unit of time, and only one job can be scheduled at a time. Maximize total profit if jobs are scheduled before their deadlines.

Constraints:

* 1 <= n <= 10^5
* 1 <= deadline[i] <= 1000
* 1 <= profit[i] <= 10^4

Input Format:

* First line: integer n
* Next n lines: two integers deadline[i] and profit[i] Output Format:
* Two integers: total number of jobs done and total profit earned Test Case:

Input:

4

4 20

1 10

1 40

1 30

Output:

2 70

Solution Logic:

* Sort jobs by descending profit
* Try placing each job in the latest available time slot before its deadline using a disjoint-set or simple array for tracking

Python

def job\_sequencing(jobs): jobs.sort(key=lambda x: x[1], reverse=True) max\_deadline = max(job[0] for job in jobs) slots = [False] \* (max\_deadline + 1)

count, total\_profit = 0, 0

for d, p in jobs:

for j in range(d, 0, -1): if not slots[j]:

slots[j] = True count += 1 total\_profit += p break

return count, total\_profit

n = int(input())

jobs = [tuple(map(int, input().split())) for \_ in range(n)] res = job\_sequencing(jobs)

print(\*res)

Java

import java.util.\*;

class Job implements Comparable<Job> { int deadline, profit;

public Job(int d, int p) { deadline = d;

profit = p;

}

public int compareTo(Job o) { return o.profit - this.profit;

}

}

public class Main {

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

int n = sc.nextInt(); Job[] jobs = new Job[n]; int maxDeadline = 0;

for (int i = 0; i < n; i++) {

int d = sc.nextInt(), p = sc.nextInt(); jobs[i] = new Job(d, p);

maxDeadline = Math.max(maxDeadline, d);

}

Arrays.sort(jobs);

boolean[] slots = new boolean[maxDeadline + 1]; int count = 0, profit = 0;

for (Job job : jobs) {

for (int j = job.deadline; j > 0; j--) { if (!slots[j]) {

slots[j] = true; count++;

profit += job.profit; break;

}

}

}

System.out.println(count + " " + profit);

}

} C

#include <stdio.h> #include <stdlib.h>

typedef struct {

int deadline, profit;

} Job;

int compare(const void\* a, const void\* b) { return ((Job\*)b)->profit - ((Job\*)a)->profit;

}

int main() { int n;

scanf("%d", &n); Job jobs[n];

int maxDeadline = 0;

for (int i = 0; i < n; i++) {

scanf("%d %d", &jobs[i].deadline, &jobs[i].profit); if (jobs[i].deadline > maxDeadline)

maxDeadline = jobs[i].deadline;

}

qsort(jobs, n, sizeof(Job), compare); int slots[maxDeadline + 1];

for (int i = 0; i <= maxDeadline; i++) slots[i] = 0;

int count = 0, profit = 0;

for (int i = 0; i < n; i++) {

for (int j = jobs[i].deadline; j > 0; j--) { if (!slots[j]) {

slots[j] = 1; count++;

profit += jobs[i].profit; break;

}

}

}

printf("%d %d\n", count, profit); return 0;

}

Problem Statement:

Given the stock prices for n days and an integer k, find the maximum profit you can make with at most k transactions. You may not engage in multiple transactions at the same time (i.e., you must sell the stock before you buy again).

Constraints:

* 1 <= k <= 100
* 1 <= n <= 10^3
* 0 <= prices[i] <= 10^4 Input Format:
* First line: integers k and n
* Second line: n integers representing prices Output Format:
* One integer: maximum profit

Test Case:

Input:

2 6

3 2 6 5 0 3

Output:

7

Solution Logic:

* Use a DP table dp[k+1][n] where dp[i][j] is the max profit using i transactions until day j Python

def max\_profit(k, prices): n = len(prices)

if n == 0: return 0

dp = [[0]\*n for \_ in range(k+1)]

for i in range(1, k+1):

max\_diff = -prices[0] for j in range(1, n):

dp[i][j] = max(dp[i][j-1], prices[j] + max\_diff) max\_diff = max(max\_diff, dp[i-1][j] - prices[j])

return dp[k][n-1]

k, n = map(int, input().split())

prices = list(map(int, input().split())) print(max\_profit(k, prices))

Java

import java.util.\*;

public class Main {

public static int maxProfit(int k, int[] prices) { int n = prices.length;

if (n == 0) return 0;

int[][] dp = new int[k+1][n];

for (int i = 1; i <= k; i++) { int maxDiff = -prices[0]; for (int j = 1; j < n; j++) {

dp[i][j] = Math.max(dp[i][j-1], prices[j] + maxDiff); maxDiff = Math.max(maxDiff, dp[i-1][j] - prices[j]);

}

}

return dp[k][n-1];

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int k = sc.nextInt(), n = sc.nextInt(); int[] prices = new int[n];

for (int i = 0; i < n; i++) prices[i] = sc.nextInt(); System.out.println(maxProfit(k, prices));

}

} C

#include <stdio.h>

#define max(a,b) ((a) > (b) ? (a) : (b))

int maxProfit(int k, int prices[], int n) {

if (n == 0) return 0; int dp[k+1][n];

for (int i = 0; i <= k; i++) for (int j = 0; j < n; j++)

dp[i][j] = 0;

for (int i = 1; i <= k; i++) { int maxDiff = -prices[0]; for (int j = 1; j < n; j++) {

dp[i][j] = max(dp[i][j-1], prices[j] + maxDiff); maxDiff = max(maxDiff, dp[i-1][j] - prices[j]);

}

}

return dp[k][n-1];

}

int main() { int k, n;

scanf("%d %d", &k, &n); int prices[n];

for (int i = 0; i < n; i++) scanf("%d", &prices[i]); printf("%d\n", maxProfit(k, prices, n));

return 0;

}

Problem Statement:

You're managing a memory block with m units of memory and n processes. Each process has a memory requirement and a priority value. Allocate memory to as many high-priority processes as possible without exceeding the total memory m. A process can only be either completely included or excluded.

Constraints:

* 1 <= n <= 10^5
* 1 <= memory[i] <= 10^4
* 1 <= priority[i] <= 10^6
* 1 <= m <= 10^9

Input Format:

* Line 1: Two integers n and m
* Next n lines: Two integers memory[i] and priority[i] Output Format:
* One integer: total priority of selected processes Test Case:

Input:

4 10

4 70

2 60

6 90

3 30

Output:

160

Solution Logic:

* Sort processes by priority-to-memory ratio in descending order.
* Greedily select processes until memory is exhausted.

Python

n, m = map(int, input().split())

processes = [tuple(map(int, input().split())) for \_ in range(n)] processes.sort(key=lambda x: x[1]/x[0], reverse=True)

total\_priority = 0

for mem, pri in processes: if m >= mem:

m -= mem total\_priority += pri

print(total\_priority)

Java

import java.util.\*;

class Process { int mem, pri;

public Process(int m, int p) { mem = m; pri = p;

}

double ratio() {

return (double) pri / mem;

}

}

public class Main {

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt(), m = sc.nextInt(); Process[] procs = new Process[n];

for (int i = 0; i < n; i++)

procs[i] = new Process(sc.nextInt(), sc.nextInt());

Arrays.sort(procs, (a, b) -> Double.compare(b.ratio(), a.ratio()));

int total = 0;

for (Process p : procs) { if (m >= p.mem) {

m -= p.mem; total += p.pri;

}

}

System.out.println(total);

}

} C

#include <stdio.h> #include <stdlib.h>

typedef struct { int mem, pri; double ratio;

} Process;

int compare(const void\* a, const void\* b) { double r1 = ((Process\*)a)->ratio;

double r2 = ((Process\*)b)->ratio; return (r2 > r1) - (r2 < r1);

}

int main() { int n, m;

scanf("%d %d", &n, &m);

Process p[n];

for (int i = 0; i < n; i++) {

scanf("%d %d", &p[i].mem, &p[i].pri);

p[i].ratio = (double)p[i].pri / p[i].mem;

}

qsort(p, n, sizeof(Process), compare);

int total = 0;

for (int i = 0; i < n; i++) { if (m >= p[i].mem) {

m -= p[i].mem; total += p[i].pri;

}

}

printf("%d\n", total); return 0;

}

Problem Statement:

Given a string s and a cost array cost[] where cost[i] is the cost of deleting the i-th character, find the minimum total deletion cost required to convert the string into a palindrome.

Constraints:

* 1 <= len(s) <= 1000
* 0 <= cost[i] <= 10^4
* s[i] is a lowercase letter Input Format:
* Line 1: String s
* Line 2: Array cost of size len(s) Output Format:
* One integer: minimum deletion cost to make the string a palindrome Test Case:

Input:

abcbda

1 2 3 4 5 6

Output:

3

Solution Logic:

Use bottom-up DP:

* dp[i][j] is the minimum cost to make s[i..j] a palindrome
* If s[i] == s[j], no deletion needed: dp[i][j] = dp[i+1][j-1]
* Else, delete one character: dp[i][j] = min(cost[i] + dp[i+1][j], cost[j] + dp[i][j-1])

Python

s = input()

cost = list(map(int, input().split())) n = len(s)

dp = [[0]\*n for \_ in range(n)]

for length in range(2, n+1): for i in range(n - length + 1):

j = i + length - 1 if s[i] == s[j]:

dp[i][j] = dp[i+1][j-1] else:

dp[i][j] = min(cost[i] + dp[i+1][j], cost[j] + dp[i][j-1])

print(dp[0][n-1])

Java

import java.util.\*;

public class Main {

public static void main(String[] args) { Scanner sc = new Scanner(System.in); String s = sc.next();

int n = s.length();

int[] cost = new int[n];

for (int i = 0; i < n; i++) cost[i] = sc.nextInt();

int[][] dp = new int[n][n];

for (int len = 2; len <= n; len++) { for (int i = 0; i <= n - len; i++) {

int j = i + len - 1;

if (s.charAt(i) == s.charAt(j)) dp[i][j] = dp[i+1][j-1];

else

dp[i][j] = Math.min(cost[i] + dp[i+1][j], cost[j] + dp[i][j-1]);

}

}

System.out.println(dp[0][n-1]);

}

}

C

#include <stdio.h> #include <string.h>

#define MIN(a,b) ((a)<(b)?(a):(b))

int main() { char s[1001];

int cost[1001], dp[1001][1001]; scanf("%s", s);

int n = strlen(s);

for (int i = 0; i < n; i++) scanf("%d", &cost[i]);

for (int l = 2; l <= n; l++) {

for (int i = 0; i <= n - l; i++) { int j = i + l - 1;

if (s[i] == s[j])

dp[i][j] = dp[i+1][j-1]; else

dp[i][j] = MIN(cost[i] + dp[i+1][j], cost[j] + dp[i][j-1]);

}

}

printf("%d\n", dp[0][n-1]); return 0;

}

Problem Statement:

You are given n intervals where each interval has a start time, end time, and an associated weight. Select a set of non-overlapping intervals such that the total weight is maximized.

This is a classic optimization problem where greedy won't work, and dynamic programming with binary search or coordinate compression is necessary.

Constraints:

* 1 <= n <= 10^5
* 0 <= start[i] < end[i] <= 10^9
* 1 <= weight[i] <= 10^6 Input Format:
* Line 1: Integer n
* Next n lines: Three integers: start[i], end[i], weight[i] Output Format:
* One integer: Maximum total weight of non-overlapping intervals Test Case:

Input:

4

1 3 50

2 5 20

4 6 70

6 7 60

Output:

180

Explanation: Choose intervals (1,3), (4,6), (6,7) with weights 50+70+60 = 180 Solution Logic:

* Sort intervals by end time
* For each interval i, use binary search to find the last non-overlapping interval j with end[j] <= start[i]
* Use DP:

dp[i] = max(dp[i-1], weight[i] + dp[last\_non\_conflicting\_index])

Python import bisect

n = int(input())

intervals = [tuple(map(int, input().split())) for \_ in range(n)] intervals.sort(key=lambda x: x[1]) # sort by end time

ends = [interval[1] for interval in intervals] dp = [0] \* (n + 1)

for i in range(1, n + 1): s, e, w = intervals[i-1]

idx = bisect.bisect\_right(ends, s) - 1 dp[i] = max(dp[i-1], w + dp[idx+1])

print(dp[n])

Java

import java.util.\*;

class Interval implements Comparable<Interval> { int start, end, weight;

public Interval(int s, int e, int w) { start = s; end = e; weight = w;

}

public int compareTo(Interval o) { return this.end - o.end;

}

}

public class Main {

static int binarySearch(Interval[] intervals, int idx) { int lo = 0, hi = idx - 1, ans = -1;

while (lo <= hi) {

int mid = (lo + hi) / 2;

if (intervals[mid].end <= intervals[idx].start) { ans = mid;

lo = mid + 1;

} else {

hi = mid - 1;

}

}

return ans;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

Interval[] arr = new Interval[n]; for (int i = 0; i < n; i++)

arr[i] = new Interval(sc.nextInt(), sc.nextInt(), sc.nextInt());

Arrays.sort(arr);

long[] dp = new long[n + 1];

for (int i = 1; i <= n; i++) {

int j = binarySearch(arr, i - 1);

dp[i] = Math.max(dp[i-1], arr[i-1].weight + (j >= 0 ? dp[j+1] : 0));

}

System.out.println(dp[n]);

}

} C

#include <stdio.h> #include <stdlib.h>

typedef struct {

int start, end, weight;

} Interval;

int compare(const void \*a, const void \*b) { return ((Interval\*)a)->end - ((Interval\*)b)->end;

}

int binarySearch(Interval arr[], int idx) { int lo = 0, hi = idx - 1, ans = -1;

while (lo <= hi) {

int mid = (lo + hi) / 2;

if (arr[mid].end <= arr[idx].start) { ans = mid;

lo = mid + 1;

} else {

hi = mid - 1;

}

}

return ans;

}

int main() {

int n; scanf("%d", &n); Interval arr[n];

for (int i = 0; i < n; i++)

scanf("%d %d %d", &arr[i].start, &arr[i].end, &arr[i].weight);

qsort(arr, n, sizeof(Interval), compare); long long dp[n+1];

dp[0] = 0;

for (int i = 1; i <= n; i++) {

int j = binarySearch(arr, i-1);

long long include = arr[i-1].weight + (j >= 0 ? dp[j+1] : 0); dp[i] = dp[i-1] > include ? dp[i-1] : include;

}

printf("%lld\n", dp[n]); return 0;

}

Longest Increasing Subsequence (LIS)

Problem-1:

Given an array of integers, find the length of the longest strictly increasing subsequence. A subsequence is a sequence that can be derived from the array by deleting some or no elements without changing the order of the remaining elements.

Example:

Input:

nums = [10, 9, 2, 5, 3, 7, 101, 18]

Output:

4

Explanation:

The longest increasing subsequence is `[2, 3, 7, 101]`, so the output is `4`.

Dynamic Programming Approach (O(n²)):

Step-by-step:

1. Create a DP array `dp` where `dp[i]` will store the length of the LIS ending at index `i`.
2. Initialize each value in `dp` as 1, because the minimum LIS ending at any element is 1 (the element itself).
3. For each element `nums[i]`, loop through all previous elements `nums[j]` where `j < i`.
4. If `nums[j] < nums[i]`, then `nums[i]` can extend the subsequence ending at `nums[j]`.
5. Update `dp[i] = max(dp[i], dp[j] + 1)`.

Code (Python):

python

def length\_of\_lis(nums): n = len(nums)

dp = [1] \* n # Every number is at least an LIS of 1 by itself

for i in range(n):

for j in range(i):

if nums[j] < nums[i]:

dp[i] = max(dp[i], dp[j] + 1)

return max(dp) # The answer is the max value in dp

Test Case:

python

print(length\_of\_lis([10, 9, 2, 5, 3, 7, 101, 18]))

Output: 4

Problem-2: Activity Selection Problem (or Interval Scheduling Maximum Subset)

Problem Statement:

You are given `n` activities with their start and end times. Select the maximum number of activities that can be performed by a single person, assuming that a person can only work on one activity at a time.

Example:

Input:

start = [1, 3, 0, 5, 8, 5]

end = [2, 4, 6, 7, 9, 9]

Output:

4

Explanation:

The maximum number of non-overlapping activities that can be performed is 4.

One of the optimal selections is activities at index: 0, 1, 3, 4

(That is: [1–2], [3–4], [5–7], [8–9])

Greedy Approach:

1. Pair each activity with its start and end time.
2. Sort the activities based on end time.
3. Select activities such that the start time of the current activity is greater than or equal to the end time of the last selected activity.

Code (Python):

python

def activity\_selection(start, end):

activities = sorted(zip(start, end), key=lambda x: x[1]) # sort by end time count = 1

last\_end = activities[0][1]

for i in range(1, len(activities)): if activities[i][0] >= last\_end:

count += 1

last\_end = activities[i][1]

return count

Test Case:

python

start = [1, 3, 0, 5, 8, 5]

end = [2, 4, 6, 7, 9, 9]

print(activity\_selection(start, end))

Output: 4

Problem-3: Maximum Subarray Sum (Using Divide and Conquer)

Problem Statement:

Given an integer array `nums`, find the contiguous subarray (containing at least one number) which has the \*\*largest sum\*\* and return its sum.

This is the Divide and Conquer version of the famous Kadane's Algorithm problem.

Example:

Input:

nums = [-2, 1, -3, 4, -1, 2, 1, -5, 4]

Output:

6

Explanation:

The subarray `[4, -1, 2, 1]` has the largest sum = `6`.

Divide and Conquer Approach:

1. Divide the array into two halves.
2. Recursively find the maximum subarray sum in the left and right halves.
3. Find the maximum sum \*\*crossing the midpoint\*\*.
4. Return the maximum of the three.

Code (Python):

python

def max\_crossing\_sum(arr, left, mid, right): left\_sum = float('-inf')

sum\_ = 0

for i in range(mid, left - 1, -1): sum\_ += arr[i]

left\_sum = max(left\_sum, sum\_)

right\_sum = float('-inf') sum\_ = 0

for i in range(mid + 1, right + 1):

sum\_ += arr[i]

right\_sum = max(right\_sum, sum\_)

return left\_sum + right\_sum

def max\_subarray\_sum(arr, left, right): if left == right:

return arr[left]

mid = (left + right) // 2 return max(

max\_subarray\_sum(arr, left, mid), max\_subarray\_sum(arr, mid + 1, right), max\_crossing\_sum(arr, left, mid, right)

)

Wrapper function

def find\_max\_subarray\_sum(nums):

return max\_subarray\_sum(nums, 0, len(nums) - 1)

Test Case:

python

nums = [-2, 1, -3, 4, -1, 2, 1, -5, 4]

print(find\_max\_subarray\_sum(nums))

Output: 6

Problem-4: Minimum Spanning Tree using Prim's Algorithm

Problem Statement:

Given an undirected, weighted graph represented as an adjacency list or matrix, implement Prim's algorithm to find the minimum cost to connect all nodes (i.e., the total weight of the MST).

Example:

Input:

Number of vertices:

5

Edges (u, v, weight):

(0, 1, 2)

(0, 3, 6)

(1, 2, 3)

(1, 3, 8)

(1, 4, 5)

(2, 4, 7)

(3, 4, 9)

Output:

Total cost of MST: 16

Explanation:

The MST includes edges with weights: `2 (0-1)`, `3 (1-2)`, `5 (1-4)`, `6 (0-3)` → total = 16

Python Code (Using Min-Heap + Adjacency List):

python import heapq

def prims\_algorithm(n, edges): graph = [[] for \_ in range(n)] for u, v, w in edges:

graph[u].append((w, v))

graph[v].append((w, u))

visited = [False] \* n

min\_heap = [(0, 0)] # (weight, vertex) mst\_cost = 0

while min\_heap:

weight, u = heapq.heappop(min\_heap) if visited[u]:

continue mst\_cost += weight visited[u] = True

for edge\_weight, v in graph[u]:

if not visited[v]:

heapq.heappush(min\_heap, (edge\_weight, v))

return mst\_cost

Test Case:

python n = 5 edges = [

(0, 1, 2),

(0, 3, 6),

(1, 2, 3),

(1, 3, 8),

(1, 4, 5),

(2, 4, 7),

(3, 4, 9)

]

print("Total cost of MST:", prims\_algorithm(n, edges))

Output: 16

Problem-5: Single Source Shortest Path (Using Dijkstra’s Algorithm)

Problem Statement:

Given a weighted, directed graph and a source vertex, find the shortest distance from the source to all

other vertices using Dijkstra’s algorithm.

Example:

Input:

Number of vertices: 5 Edges:

(0, 1, 10)

(0, 4, 5)

(1, 2, 1)

(1, 4, 2)

(2, 3, 4)

(3, 0, 7)

(4, 1, 3)

(4, 2, 9)

(4, 3, 2)

Source vertex: 0

Output:

Shortest distances from vertex 0:

[0, 8, 9, 7, 5]

Explanation:

From node `0`, the shortest paths to nodes `1`, `2`, `3`, and `4` have costs `8`, `9`, `7`, and `5`, respectively.

Python Code (Using Min-Heap + Adjacency List):

python import heapq

def dijkstra(n, edges, source): graph = [[] for \_ in range(n)] for u, v, w in edges:

graph[u].append((v, w))

dist = [float('inf')] \* n

dist[source] = 0

min\_heap = [(0, source)] # (distance, node)

while min\_heap:

current\_dist, u = heapq.heappop(min\_heap) if current\_dist > dist[u]:

continue

for v, weight in graph[u]:

if dist[u] + weight < dist[v]:

dist[v] = dist[u] + weight heapq.heappush(min\_heap, (dist[v], v))

return dist

Test Case:

python n = 5 edges = [

(0, 1, 10),

(0, 4, 5),

(1, 2, 1),

(1, 4, 2),

(2, 3, 4),

(3, 0, 7),

(4, 1, 3),

(4, 2, 9),

(4, 3, 2)

]

source = 0

print("Shortest distances from vertex 0:") print(dijkstra(n, edges, source)) # Output: [0, 8, 9, 7, 5]

Problem 1: Lexicographically Smallest String by Removing One Character Problem Statement:

Given a string s, remove exactly one character such that the resulting string is lexicographically smallest. Return the modified string.

Input Format:

* A single string s consisting of lowercase English letters. Output Format:
* A single string which is lexicographically smallest after removing one character.

Sample Test Cases: Input: abcda Output: abca

Input: aaa Output: aa

Input: edcba

Output: dcba Python

def smallestString(s):

for i in range(len(s)-1):

if s[i] > s[i+1]:

return s[:i] + s[i+1:] return s[:-1]

# Read input s = input()

rint(smallestString(s))

Java

import java.util.Scanner;

public class Main {

public static String smallestString(String s) { for (int i = 0; i < s.length() - 1; i++) {

if (s.charAt(i) > s.charAt(i + 1)) {

return s.substring(0, i) + s.substring(i + 1);

}

}

return s.substring(0, s.length() - 1);

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); String input = sc.nextLine();

System.out.println(smallestString(input));

}

} C

#include <stdio.h> #include <string.h>

void smallestString(char s[]) { int len = strlen(s), i;

for (i = 0; i < len - 1; i++) { if (s[i] > s[i + 1]) break;

}

for (int j = 0; j < len; j++) {

if (j != i) printf("%c", s[j]);

}

printf("\n");

}

int main() { char s[101];

scanf("%s", s); smallestString(s); return 0;

}

C++

#include <iostream> using namespace std;

string smallestString(string s) {

for (int i = 0; i < s.size() - 1; ++i) { if (s[i] > s[i+1])

return s.substr(0, i) + s.substr(i+1);

}

return s.substr(0, s.size() - 1);

}

int main() { string s; cin >> s;

cout << smallestString(s) << endl;

}

Problem 2: Count Numbers with Digit Sum Divisible by 3 Problem Statement:

Given a number n, count how many numbers from 1 to n have a digit sum divisible by 3. Input Format:

* A single integer n (1 ≤ n ≤ 1000) Output Format:
* A single integer: the count of numbers from 1 to n whose digit sum is divisible by 3. Sample Test Cases:

Input: 15

Output: 5

Input: 20

Output: 6

Input: 30

Output: 10 Python

def countDiv3(n):

return sum(1 for i in range(1, n+1) if sum(map(int, str(i))) % 3 == 0)

n = int(input()) print(countDiv3(n))

Java

import java.util.Scanner;

public class Main {

public static int countDiv3(int n) { int count = 0;

for (int i = 1; i <= n; i++) { int sum = 0, temp = i; while (temp > 0) {

sum += temp % 10; temp /= 10;

}

if (sum % 3 == 0) count++;

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

System.out.println(countDiv3(n));

}

}

C

#include <stdio.h>

int digitSum(int n) { int sum = 0; while(n) {

sum += n % 10; n /= 10;

}

return sum;

}

int countDiv3(int n) { int count = 0;

for (int i = 1; i <= n; i++) { if (digitSum(i) % 3 == 0)

count++;

}

return count;

}

int main() { int n;

scanf("%d", &n);

printf("%d\n", countDiv3(n)); return 0;

}

C++

#include <iostream> using namespace std;

int digitSum(int n) { int sum = 0; while(n) {

sum += n % 10; n /= 10;

}

return sum;

}

int countDiv3(int n) { int count = 0;

for (int i = 1; i <= n; i++) { if (digitSum(i) % 3 == 0)

count++;

}

return count;

}

int main() { int n;

cin >> n;

cout << countDiv3(n) << endl;

}

Problem 3: Minimum Coins to Make a Value Problem Statement:

You are given a target amount V and an array of coin denominations (e.g., [1, 2, 5, 10, 20, 50, 100, 500, 2000]). Find the minimum number of coins required to make that amount.

Input Format:

* First line: Integer V (1 ≤ V ≤ 10000)

Output Format:

* A single integer: Minimum number of coins needed Sample Test Cases:

Input: 70

Output: 2 // (50 + 20)

Input: 121

Output: 3 // (100 + 20 + 1)

Input: 999

Output: 6 // (500 + 200 + 200 + 50 + 20 + 20 + 5 + 2 + 2)

Python

def minCoins(V):

coins = [2000, 500, 100, 50, 20, 10, 5, 2, 1]

count = 0

for c in coins: if V == 0:

break

count += V // c V %= c

return count

print(minCoins(int(input())))

Java

import java.util.Scanner; public class Main {

static int minCoins(int V) {

int[] coins = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int coin : coins) { if (V == 0) break; count += V / coin; V %= coin;

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int V = sc.nextInt(); System.out.println(minCoins(V));

}

} C

#include <stdio.h> int minCoins(int V) {

int coins[] = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int i = 0; i < 9; i++) { if (V == 0) break; count += V / coins[i]; V %= coins[i];

}

return count;

}

int main() { int V;

scanf("%d", &V); printf("%d\n", minCoins(V)); return 0;

}

C++

#include <iostream> using namespace std;

int minCoins(int V) {

int coins[] = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int coin : coins) { if (V == 0) break; count += V / coin; V %= coin;

}

return count;

}

int main() { int V;

cin >> V;

cout << minCoins(V) << endl;

}

Problem 4: Activity Selection Problem (Maximum Non-Overlapping Intervals) Problem Statement:

You are given n activities with start and end times. Select the maximum number of activities that can be performed by a single person, assuming that a person can only work on a single activity at a time.

Input Format:

* First line: Integer n (number of activities)
* Next n lines: Two integers start and end (start time and end time of each activity) Output Format:
* A single integer: Maximum number of non-overlapping activities that can be selected Sample Test Cases:

Input:

6

1 2

3 4

0 6

5 7

8 9

5 9

Output:

4

Explanation:

Selected activities: (1,2), (3,4), (5,7), (8,9)

Input:

3

10 20

12 25

20 30

Output:

2

Input:

4

1 3

2 4

3 5

0 6

Output:

2

Python

def activitySelection(activities): activities.sort(key=lambda x: x[1]) # Sort by end time count = 1

last\_end = activities[0][1]

for i in range(1, len(activities)):

if activities[i][0] >= last\_end:

count += 1

last\_end = activities[i][1] return count

n = int(input())

activities = [tuple(map(int, input().split())) for \_ in range(n)] print(activitySelection(activities))

Java

import java.util.\*;

class Main {

public static int activitySelection(int[][] arr) { Arrays.sort(arr, Comparator.comparingInt(a -> a[1])); int count = 1;

int end = arr[0][1];

for (int i = 1; i < arr.length; i++) { if (arr[i][0] >= end) {

count++;

end = arr[i][1];

}

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

int[][] activities = new int[n][2]; for (int i = 0; i < n; i++) {

activities[i][0] = sc.nextInt(); activities[i][1] = sc.nextInt();

}

System.out.println(activitySelection(activities));

}

}

C

#include <stdio.h> #include <stdlib.h>

typedef struct { int start, end;

} Activity;

int compare(const void \*a, const void \*b) { return ((Activity\*)a)->end - ((Activity\*)b)->end;

}

int main() { int n;

scanf("%d", &n);

Activity acts[n];

for (int i = 0; i < n; i++) {

scanf("%d %d", &acts[i].start, &acts[i].end);

}

qsort(acts, n, sizeof(Activity), compare);

int count = 1, last\_end = acts[0].end; for (int i = 1; i < n; i++) {

if (acts[i].start >= last\_end) { count++;

last\_end = acts[i].end;

}

}

printf("%d\n", count); return 0;

}

C++

#include <iostream> #include <vector> #include <algorithm> using namespace std;

struct Activity { int start, end;

};

bool compare(Activity a, Activity b) { return a.end < b.end;

}

int main() { int n;

cin >> n; vector<Activity> acts(n); for (int i = 0; i < n; ++i)

cin >> acts[i].start >> acts[i].end;

sort(acts.begin(), acts.end(), compare);

int count = 1;

int last\_end = acts[0].end;

for (int i = 1; i < n; i++) {

if (acts[i].start >= last\_end) { count++;

last\_end = acts[i].end;

}

}

cout << count << endl;

}

Problem 5: Job Sequencing with Deadlines

Problem Statement:

You are given n jobs. Each job has an ID, a deadline, and a profit. Only one job can be scheduled at a time. A job earns profit only if it is finished on or before its deadline. Schedule jobs to maximize total profit.

Input Format:

* First line: Integer n (number of jobs)
* Next n lines: JobID (char), Deadline (int), Profit (int) Output Format:
* Two space-separated integers:

1. Maximum number of jobs done
2. Maximum profit earned Sample Test Cases:

Input:

4

a 4 20

b 1 10

c 1 40

d 1 30

Output:

2 70

Input:

5

a 2 100

b 1 19

c 2 27

d 1 25

e 3 15

Output:

3 142

Input:

3

x 3 10

y 2 20

z 1 30

Output:

2 50

Python

def jobSequencing(jobs): jobs.sort(key=lambda x: x[2], reverse=True) max\_deadline = max(job[1] for job in jobs) slots = [False] \* (max\_deadline + 1)

profit, count = 0, 0

for job in jobs:

for j in range(job[1], 0, -1): if not slots[j]:

slots[j] = True count += 1 profit += job[2] break

return count, profit

n = int(input())

jobs = [tuple(input().split()) for \_ in range(n)]

jobs = [(job[0], int(job[1]), int(job[2])) for job in jobs] res = jobSequencing(jobs)

print(res[0], res[1])

Java

import java.util.\*;

class Job { String id;

int deadline, profit;

Job(String id, int d, int p) { this.id = id; this.deadline = d; this.profit = p;

}

}

public class Main {

public static int[] jobSequencing(Job[] jobs) { Arrays.sort(jobs, (a, b) -> b.profit - a.profit); int maxDeadline = 0;

for (Job job : jobs) maxDeadline = Math.max(maxDeadline, job.deadline);

boolean[] slot = new boolean[maxDeadline + 1]; int count = 0, profit = 0;

for (Job job : jobs) {

for (int j = job.deadline; j > 0; j--) { if (!slot[j]) {

slot[j] = true; count++;

profit += job.profit; break;

}

}

}

return new int[]{count, profit};

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

Job[] jobs = new Job[n]; for (int i = 0; i < n; i++) { String id = sc.next();

int d = sc.nextInt(); int p = sc.nextInt();

jobs[i] = new Job(id, d, p);

}

int[] res = jobSequencing(jobs); System.out.println(res[0] + " " + res[1]);

}

}

C

#include <stdio.h> #include <stdlib.h> #include <string.h>

typedef struct { char id[2];

int deadline, profit;

} Job;

int compare(const void \*a, const void \*b) { return ((Job \*)b)->profit - ((Job \*)a)->profit;

}

int main() { int n;

scanf("%d", &n); Job jobs[n];

int max\_deadline = 0;

for (int i = 0; i < n; i++) {

scanf("%s %d %d", jobs[i].id, &jobs[i].deadline, &jobs[i].profit); if (jobs[i].deadline > max\_deadline)

max\_deadline = jobs[i].deadline;

}

qsort(jobs, n, sizeof(Job), compare);

int slot[max\_deadline + 1]; memset(slot, 0, sizeof(slot));

int count = 0, profit = 0;

for (int i = 0; i < n; i++) {

for (int j = jobs[i].deadline; j > 0; j--) { if (!slot[j]) {

slot[j] = 1; count++;

profit += jobs[i].profit; break;

}

}

}

printf("%d %d\n", count, profit); return 0;

}

C++

#include <iostream> #include <vector> #include <algorithm> using namespace std;

struct Job { string id;

int deadline;

int profit;

};

bool compare(Job a, Job b) { return a.profit > b.profit;

}

int main() { int n;

cin >> n; vector<Job> jobs(n);

int max\_deadline = 0;

for (int i = 0; i < n; ++i) {

cin >> jobs[i].id >> jobs[i].deadline >> jobs[i].profit; max\_deadline = max(max\_deadline, jobs[i].deadline);

}

sort(jobs.begin(), jobs.end(), compare); vector<bool> slot(max\_deadline + 1, false);

int count = 0, profit = 0; for (Job job : jobs) {

for (int j = job.deadline; j > 0; --j) { if (!slot[j]) {

slot[j] = true; count++;

profit += job.profit;

break;

}

}

}

cout << count << " " << profit << endl;

}

1. Problem: "Minimum XOR Sum of Two Arrays"

You are given two arrays nums1 and nums2 of length n. You need to assign each element in nums1 to a unique element in nums2, forming a 1-to-1 mapping. Your goal is to minimize the sum of XORs for each assigned pair.

Input:

* + nums1: List[int] — length n (1 ≤ n ≤ 14)
  + nums2: List[int] — same length as nums1
  + Each element: 0 ≤ nums1[i], nums2[i] ≤ 10⁹

Output:

* + Integer — the minimum possible XOR sum after assigning each element of nums1 to a unique element in nums2.

Example:

Input:

nums1 = [1, 2]

nums2 = [2, 3]

Output:

2

Explanation:

Two possible assignments:

1. 1^2 + 2^3 = 1 + 1 = 2
2. 1^3 + 2^2 = 2 + 0 = 2

Minimum = 2 Constraints Recap:

* + 1 ≤ n ≤ 14 — brute force over all n! permutations is too slow.
  + Must assign each nums1[i] to exactly one nums2[j]. Python code:

def minimumXORSum(nums1, nums2): n = len(nums1)

dp = [float('inf')] \* (1 << n)

dp[0] = 0 # base case: no elements assigned

for mask in range(1 << n):

k = bin(mask).count('1') # how many elements have been assigned so far for j in range(n):

if not (mask & (1 << j)):

new\_mask = mask | (1 << j)

dp[new\_mask] = min(dp[new\_mask], dp[mask] + (nums1[k] ^ nums2[j]))

return dp[(1 << n) - 1] Time Complexity:

* + O(n² \* 2^n)
  + Works fine for n ≤ 14

Space Complexity:

* + O(2^n) for the dp array

1. Traveling Salesman Problem (TSP) The Traveling Salesman Problem (TSP) is a classic problem in optimization where you need to find the shortest possible path that visits every node exactly once and returns to the starting node.

Example Problem:

Problem: Given a set of cities, and the distances between each pair of cities, find the shortest possible route that visits each city exactly once and returns to the origin city.

Test Case 1: Simple 4-City Case

Given 4 cities with the following distance matrix:

dist=[0 10 15 20

10 0 35 25

15 35 0 30

20 25 30 0]

Expected Output:

* The minimum cost to visit all cities and return to the starting city.

Test Case 2: Another 4-City Case

Given 4 cities with the following distance matrix:

dist=[0 29 20 21

29 0 15 17

20 15 0 28

21 17 28 0]

Expected Output:

* The minimum cost to visit all cities and return to the starting city. Test Case 3: 5-City Case

Given 5 cities with the following distance matrix:

dist=[0 10 15 20 25

10 0 35 25 30

15 35 0 30 35

20 25 30 0 40

25 30 35 40 0]

Expected Output:

* The minimum cost to visit all cities and return to the starting city. Test Case 4: 6-City Case

Given 6 cities with the following distance matrix:

dist=[0 12 18 29 12 25

12 0 22 30 13 23

18 22 0 15 35 20

29 30 15 0 28 10

12 13 35 28 0 18

25232010180]

Expected Output:

* The minimum cost to visit all cities and return to the starting city.

Test Case 5: Simple 3-City Case

Given 3 cities with the following distance matrix:

dist=[0 10 15

10 0 25

15 25 0]

Expected Output:

* The minimum cost to visit all cities and return to the starting city.

Code:

import sys

def tsp\_dp(dist): n = len(dist)

memo = [[-1] \* (1 << n) for \_ in range(n)] # Memoization table

# Recursive function to compute the minimum cost of visiting all cities def dfs(city, visited):

if visited == (1 << n) - 1:

return dist[city][0] # Return to the start city if memo[city][visited] != -1:

return memo[city][visited]

min\_cost = sys.maxsize for next\_city in range(n):

if visited & (1 << next\_city) == 0:

cost = dist[city][next\_city] + dfs(next\_city, visited | (1 << next\_city)) min\_cost = min(min\_cost, cost)

memo[city][visited] = min\_cost return min\_cost

# Start from the first city (city 0) and visit no other cities return dfs(0, 1)

# Test Case 1: Simple 4-City Case dist1 = [

[0, 10, 15, 20],

[10, 0, 35, 25],

[15, 35, 0, 30],

[20, 25, 30, 0]

]

print("Test Case 1 - Minimum Cost:", tsp\_dp(dist1))

# Test Case 2: Another 4-City Case dist2 = [

[0, 29, 20, 21],

[29, 0, 15, 17],

[20, 15, 0, 28],

[21, 17, 28, 0]

]

print("Test Case 2 - Minimum Cost:", tsp\_dp(dist2))

# Test Case 3: 5-City Case dist3 = [

[0, 10, 15, 20, 25],

[10, 0, 35, 25, 30],

[15, 35, 0, 30, 35],

[20, 25, 30, 0, 40],

[25, 30, 35, 40, 0]

]

print("Test Case 3 - Minimum Cost:", tsp\_dp(dist3))

# Test Case 4: 6-City Case dist4 = [

[0, 12, 18, 29, 12, 25],

[12, 0, 22, 30, 13, 23],

[18, 22, 0, 15, 35, 20],

[29, 30, 15, 0, 28, 10],

[12, 13, 35, 28, 0, 18],

[25, 23, 20, 10, 18, 0]

]

print("Test Case 4 - Minimum Cost:", tsp\_dp(dist4))

# Test Case 5: Simple 3-City Case dist5 = [

[0, 10, 15],

[10, 0, 25],

[15, 25, 0]

]

print("Test Case 5 - Minimum Cost:", tsp\_dp(dist5))

expected output:

Test Case 1 (4 cities):

* Minimum cost: 80 Test Case 2 (4 cities):
* Minimum cost: 69 Test Case 3 (5 cities):
* Minimum cost: 95 Test Case 4 (6 cities):
* Minimum cost: 129 Test Case 5 (3 cities):
* Minimum cost: 50

1. Next Greater Number with Same Digits Problem Statement:

You are given a positive integer N (can be up to 10⁶ digits, so it's a string). Find the next greater number

formed with the same set of digits.

* + If no such number exists, return -1. Constraints:
  + 1 <= len(N) <= 10⁶
  + N contains only digits 0-9
  + The answer must not start with a 0. Input/Output Examples:

Example 1:

Input:

N = "534976"

Output:

536479

Example 2:

Input:

N = "9876543210"

Output:

-1

Example 3:

Input:

N = "1234567899999999999"

Output:

1234567979999999999

Code:

def next\_greater\_number(n\_str): arr = list(n\_str)

n = len(arr)

# Step 1: Find the pivot i = n - 2

while i >= 0 and arr[i] >= arr[i + 1]: i -= 1

if i == -1:

return "-1" # Already largest permutation

# Step 2: Find rightmost successor to pivot j = n - 1

while arr[j] <= arr[i]: j -= 1

# Step 3: Swap pivot and successor arr[i], arr[j] = arr[j], arr[i]

# Step 4: Reverse the suffix arr[i + 1:] = reversed(arr[i + 1:])

# Final result result = ''.join(arr) if result[0] == '0':

return "-1" # Not allowed to start with zero return result

1. Partition Equal Subset Sum with Additional Constraints Problem Statement:

Given a list of integers nums[] (which may contain duplicate numbers and negative numbers), determine if it can be partitioned into two subsets such that:

1. The sum of the elements in both subsets is equal.
2. Subset sizes must be balanced (i.e., both subsets must have at least one element).
3. Handling large input efficiently (input can be up to 10^6 elements). Input:
   * A list of integers nums[] where 1 <= len(nums) <= 10^6 and -10^3 <= nums[i] <= 10^3.

Output:

* + Return True if such a partition exists, otherwise return False

Code:

def can\_partition(nums): total\_sum = sum(nums) if total\_sum % 2 != 0:

return False # If the sum is odd, partition is impossible

target = total\_sum // 2

# Adjusting for negative numbers by shifting all values to positive offset = sum(x < 0 for x in nums) \* 1000 # Shift all numbers >0 by 1000 dp = [False] \* (target + 1)

dp[0] = True # Sum of 0 is always possible with an empty subset

for num in nums:

for j in range(target, num - 1, -1): dp[j] = dp[j] or dp[j - num]

return dp[target]

1. Palindrome Partitioning II (Dynamic Programming)

Problem Description:

Given a string s, you need to find the minimum number of cuts needed to partition s into substrings such that every substring is a palindrome.

For example:

* + Input: s = "aab"
  + Output: 1

o Explanation: You can split "aab" into two substrings: "aa" and "b". Both "aa" and "b" are palindromes.

Code:

def minCut(s: str) -> int: n = len(s)

# isPalindrome[i][j] will be True if the string s[i:j+1] is a palindrome isPalindrome = [[False] \* n for \_ in range(n)]

# dp[i] will store the minimum cuts required for the substring s[0:i+1] dp = [0] \* n

for i in range(n):

minCuts = i # Maximum cuts for a substring s[0:i+1] for j in range(i + 1):

if s[j] == s[i] and (i - j <= 2 or isPalindrome[j + 1][i - 1]): isPalindrome[j][i] = True

minCuts = 0 if j == 0 else min(minCuts, dp[j - 1] + 1) dp[i] = minCuts

return dp[n - 1]

# Test cases test\_cases = [

"aab", # 1 cut: "aa" and "b"

"a", # 0 cuts: Single character is always a palindrome "ab", # 1 cut: "a" and "b"

"abac", # 1 cut: "aba" and "c"

"racecar", # 0 cuts: Whole string is a palindrome "ababbbabbababa" # 3 cuts

]

for s in test\_cases:

print(f"Input: {s}, Minimum cuts: {minCut(s)}")

Question 1:

Find the intersection of two sorted arrays OR in other words, given 2 sorted arrays, find all the elements which occur in both arrays.

NOTE: For the purpose of this problem ( as also conveyed by the sample case ), assume that elements that appear more than once in both arrays should be included multiple times in the final output.

Problem Constraints 1 <= |A| <= 106

1 <= |B| <= 106

Input Format

The first argument is an integer array A. The second argument is an integer array B. Output Format

Return an array of intersection of the two arrays.

Example Input Input 1:

A: [1 2 3 3 4 5 6]

B: [3 3 5]

Input 2:

A: [1 2 3 3 4 5 6]

B: [3 5]

Example Output Output 1: [3 3 5]

Output 2: [3 5] Example Explanation Explanation 1:

3, 3, 5 occurs in both the arrays A and B Explanation 2:

Only 3 and 5 occurs in both the arrays A and B

Question2:

Given an 2D integer array A of size N x 2 denoting time intervals of different meetings. Where:

* + A[i][0] = start time of the ith meeting.
  + A[i][1] = end time of the ith meeting.

Find the minimum number of conference rooms required so that all meetings can be done.

Note :- If a meeting ends at time t, another meeting starting at time t can use the same conference room Problem Constraints

1 <= N <= 105

0 <= A[i][0] < A[i][1] <= 2 \* 109

Input Format

The only argument given is the matrix A. Output Format

Return the minimum number of conference rooms required so that all meetings can be done. Example Input

Input 1:

A = [ [0, 30]

[5, 10]

[15, 20]

]

Input 2:

A = [ [1, 18]

[18, 23]

[15, 29]

[4, 15]

[2, 11]

[5, 13]

]

Example Output Output 1:

2

Output 2:

4

Example Explanation Explanation 1:

Meeting one can be done in conference room 1 form 0 - 30.

Meeting two can be done in conference room 2 form 5 - 10.

Meeting three can be done in conference room 2 form 15 - 20 as it is free in this interval. Explanation 2:

Meeting one can be done in conference room 1 from 1 - 18. Meeting five can be done in conference room 2 from 2 - 11. Meeting four can be done in conference room 3 from 4 - 15. Meeting six can be done in conference room 4 from 5 - 13.

Meeting three can be done in conference room 2 from 15 - 29 as it is free in this interval. Meeting two can be done in conference room 4 from 18 - 23 as it is free in this interval.

Question3:

N children are standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

1. Each child must have at least one candy.
2. Children with a higher rating get more candies than their neighbors. What is the minimum number of candies you must give?

Problem Constraints 1 <= N <= 105

-109 <= A[i] <= 109

Input Format

The first and only argument is an integer array A representing the rating of children. Output Format

Return an integer representing the minimum candies to be given. Example Input

Input 1:

A = [1, 2]

Input 2:

A = [1, 5, 2, 1]

Example Output Output 1:

3

Output 2:

7

Example Explanation Explanation 1:

The candidate with 1 rating gets 1 candy and candidate with rating 2 cannot get 1 candy as 1 is its neighbor.

So rating 2 candidate gets 2 candies. In total, 2 + 1 = 3 candies need to be given out. Explanation 2:

Candies given = [1, 3, 2, 1]

Question 4:

There is a street of length xxx whose positions are numbered 0, 1,…,x Initially there are no traffic lights,

but n sets of traffic lights are added to the street one after another.

Your task is to calculate the length of the longest passage without traffic lights after each addition. Input

The first input line contains two integers xxx and n: the length of the street and the number of sets of traffic lights.

Then, the next line contains n integers p1,p2,…,pn: the position of each set of traffic lights. Each position is distinct.

Output

Print the length of the longest passage without traffic lights after each addition. Example

Input:

8 3

3 6 2

Output:

5 3 3

Question5:

You are given n cubes in a certain order, and your task is to build towers using them. Whenever two cubes are one on top of the other, the upper cube must be smaller than the lower cube.

You must process the cubes in the given order. You can always either place the cube on top of an existing tower, or begin a new tower. What is the minimum possible number of towers?

Input

The first input line contains an integer n: the number of cubes.

The next line contains nnn integers k1,k2,…,kn: the sizes of the cubes.

Output

Print one integer: the minimum number of towers. Example

Input:

5

3 8 2 1 5

Output:

2

Greedy Algorithm based Problems

Q.1 Find Minimum number of Coins (Easy)

Given an amount of n Rupees and an infinite supply of each of the denominations {1, 2, 5, 10} valued coins/notes, The task is to find the minimum number of coins needed to make the given amount.

Examples:

Input: n= 39

Output: 6

Explanation: We need a 50 Rs note and a 20 Rs note. Input: n = 121

Output: 13

Explanation: We need a 100 Rs note, a 20 Rs note, and a 1 Rs coin.

The intuition would be to take coins with greater value first. This can reduce the total number of coins needed. Start from the largest possible denomination and keep adding denominations while the remaining value is greater than 0.

Python:

def findMin(n, denomination): count =0

# Traverse through all denomination

for i in range(len(denomination) - 1, -1, -1): # Find denominations

while n >= denomination[i]: n -= denomination[i] count +=1

return count

if name == ' main ':

denomination = [1, 2, 5, 10]

n = 39

print(findMin(n, denomination)) Output: 6

1. Minimum sum of two numbers formed from digits of an array (Medium)

Given an array of digits (values are from 0 to 9), the task is to find the minimum possible sum of two numbers formed using all digits of the array.

Note: We need to return the minimum possible sum as a string. Examples:

Input: arr[] = [6, 8, 4, 5, 2, 3, 0]

Output: “604”

Explanation: The minimum sum is formed by numbers 0358 and 246. Input: arr[] = [5, 3, 0, 7, 4]

Output: “82”

Explanation: The minimum sum is formed by numbers 35 and 047. Python Code:

# Function to add two strings and return the result def addString(s1, s2):

i = len(s1) - 1

j = len(s2) - 1

# initial carry is zero carry = 0

# we will calculate and store the

# resultant sum in reverse order in res res = []

while i >= 0 or j >= 0 or carry > 0: total = carry

if i >= 0:

total += int(s1[i]) if j >= 0:

total += int(s2[j]) res.append(str(total % 10)) carry = total // 10

i -= 1

j -= 1

# remove leading zeroes which are currently # at the back due to reversed string res while res and res[-1] == '0':

res.pop()

# reverse our final string

return ''.join(reversed(res)) if res else "0"

# Function to find minimum sum using count array approach def minSum(arr):

# Count array to store frequency of each digit count = [0] \* 10

# Count occurrences of each digit for num in arr:

count[num] += 1

# Two strings for storing the two minimum numbers s1 = []

s2 = []

# Flag to alternate between s1 and s2 firstNum = True

# Traverse count array from 0 to 9 for digit in range(10):

while count[digit] > 0: if firstNum:

if not (len(s1) == 0 and digit == 0): s1.append(str(digit))

firstNum = False else:

if not (len(s2) == 0 and digit == 0): s2.append(str(digit))

firstNum = True count[digit] -= 1

# Handle case where s1 or s2 might be empty if not s1:

s1.append("0") if not s2:

s2.append("0")

return addString(''.join(s1), ''.join(s2))

if name == " main ": arr = [6, 8, 4, 5, 2, 3, 0]

print(minSum(arr)) Output: 604

1. Minimum Cost to cut a board into squares (Hard)

Given a board of dimensions m × n that needs to be cut into m × n squares. The cost of making a cut along a horizontal or vertical edge is provided in two arrays:

* + x[]: Cutting costs along the vertical edges (length-wise).
  + y[]: Cutting costs along the horizontal edges (width-wise).

The task is to determine the minimum total cost required to cut the board into squares optimally. Examples:

Input: m = 6, n= 4, x[] = [2, 1, 3, 1, 4], y[] = [4, 1, 2]

Output: 42

Input: m = 4, n = 4, x[] = [1, 1, 1], y[] = [1, 1, 1]

Output: 15

Python Code:

def minimumCostOfBreaking(m, n, x, y):

# Sort the cutting costs in ascending order x.sort()

y.sort()

# Pieces in each direction hCount, vCount = 1, 1

i, j = len(x) - 1, len(y) - 1 totalCost = 0

# Process the cuts in greedy manner while i >= 0 and j >= 0:

# Choose the larger cost cut to # minimize future costs

if x[i] >= y[j]:

totalCost += x[i] \* hCount vCount += 1

i -= 1

else:

totalCost += y[j] \* vCount hCount += 1

j -= 1

# Process remaining vertical cuts while i >= 0:

totalCost += x[i] \* hCount vCount += 1

i -= 1

# Process remaining horizontal cuts while j >= 0:

totalCost += y[j] \* vCount hCount += 1

j -= 1

return totalCost # Driver Code

if name == " main ":

m, n = 6, 4

x = [2, 1, 3, 1, 4]

y = [4, 1, 2]

print(minimumCostOfBreaking(m, n, x, y)) Output: 42

Dynamic Programming based Problems:

1. Minimize steps to reach K from 0 by adding 1 or doubling at each step (Easy)

Given a positive integer K, the task is to find the minimum number of operations of the following two types, required to change 0 to K.

* + Add one to the operand
  + Multiply the operand by 2. Examples:

Input: K = 1 Output: 1 Input: K = 4 Output: 3 Python Code:

# Function to find minimum operations def minOperation(k):

# dp is initialised

# to store the steps dp = [0] \* (k + 1)

for i in range(1, k + 1):

dp[i] = dp[i - 1] + 1

# For all even numbers

if (i % 2 == 0):

dp[i]= min(dp[i], dp[i // 2] + 1)

return dp[k]

# Driver Code

if name == ' main ':

k = 12

print(minOperation(k))

Output: 5

Q.2. Maximum equal sum of three stacks

The three stacks s1, s2 and s3, each containing positive integers, are given. The task is to find the maximum possible equal sum that can be achieved by removing elements from the top of the stacks. Elements can be removed from the top of each stack, but the final sum of the remaining elements in all three stacks must be the same. The goal is to determine the maximum possible equal sum that can be achieved after removing elements.

Note: The stacks are represented as arrays, where the first index of the array corresponds to the top element of the stack.

Examples:

Input: s1 = [3, 2, 1, 1, 1], s2 = [2, 3, 4], s3 = [1, 4, 2, 5]

Output: 5

Input: s1 = [3, 10]

s2 = [4, 5]

s3 = [2, 1]

Output: 0 Python Code:

def max\_sum(s1, s2, s3): sum1 = sum(s1)

sum2 = sum(s2) sum3 = sum(s3)

top1 = top2 = top3 = 0

while True:

if top1 == len(s1) or top2 == len(s2) or top3 == len(s3): return 0

if sum1 == sum2 == sum3: return sum1

if sum1 >= sum2 and sum1 >= sum3: sum1 -= s1[top1]

top1 += 1

elif sum2 >= sum1 and sum2 >= sum3: sum2 -= s2[top2]

top2 += 1 else:

sum3 -= s3[top3] top3 += 1

s1 = [3, 2, 1, 1, 1]

s2 = [4, 3, 2]

s3 = [1, 1, 4, 1]

print(max\_sum(s1, s2, s3))

Output: 5

Q.3 . Find minimum time to finish all jobs with given constraints (Hard)

Given an array job[], where each element represents the time required to complete a specific job. There are k identical assignees available to complete these jobs, and each assignee takes t units of time to complete one unit of a job. The task is to determine the minimum time required to complete all jobs while following these constraints:

* Each assignee can only be assigned jobs that are contiguous in the given array. For example, an assignee can be assigned jobs (job[1], job[2], job[3]) but not (job[1], job[3]) (skipping job[2]).
* A single job cannot be divided between two assignees. Each job must be assigned to exactly one assignee.

Examples:

Input: job[] = {10, 7, 8, 12, 6, 8}, k = 4, t = 5

Output: 75

Input: job[] = {4, 5, 10}, k = 2, t = 5

Output: 50 Python Code:

# Python program to find the minimum time required # to finish all jobs using Binary Search

# Function to find the maximum job duration def GetMax(job):

res = job[0]

# Find the maximum time among all jobs for i in range(1, len(job)):

if job[i] > res: res = job[i]

return res

# Function to check if jobs can be completed within # 't' time using at most 'k' assignees

def IsPossible(job, t, k):

# Number of assignees required cnt = 1

# Time assigned to the current assignee curr = 0

i = 0

while i < len(job):

# If adding the current job exceeds 't', # assign a new assignee

if curr + job[i] > t:

curr = 0

cnt += 1 else:

# Otherwise, add job time to the # current assignee

curr += job[i] i += 1

return cnt <= k

# Function to find the minimum time required to # finish all jobs

def FindMinTime(job, k, t): start, end = 0, 0

# Compute the total time and the maximum # job duration

for j in job:

# Total sum of job times end += j

# Maximum job duration start = max(start, j)

# Initialize answer to the upper bound ans = end

# Perform binary search to find the minimum # feasible time

while start <= end:

mid = (start + end) // 2

# If jobs can be assigned within 'mid' time if IsPossible(job, mid, k):

ans = min(ans, mid) end = mid - 1

else:

start = mid + 1

# Return the minimum time required return ans \* t

if name == " main ": job = [10, 7, 8, 12, 6, 8]

k, t = 4, 5

print(FindMinTime(job, k, t))

Output: 75

LONGEST PALINDROMIC SUBSEQUENCE

You are given a string s and an integer k.

In one operation, you can replace the character at any position with the next or previous letter in the alphabet (wrapping around so that 'a' is after 'z'). For example, replacing 'a' with the next letter results in

'b', and replacing 'a' with the previous letter results in 'z'. Similarly, replacing 'z' with the next letter results in 'a', and replacing 'z' with the previous letter results in 'y'.

Return the length of the longest palindromic subsequence of s that can be obtained after performing at most k operations.

Example 1:

Input: s = "abced", k = 2 Output: 3

Explanation:

Replace s[1] with the next letter, and s becomes "acced". Replace s[4] with the previous letter, and s becomes "accec".

The subsequence "ccc" forms a palindrome of length 3, which is the maximum.

Example 2:

Input: s = "aaazzz", k = 4 Output: 6

Explanation:

Replace s[0] with the previous letter, and s becomes "zaazzz". Replace s[4] with the next letter, and s becomes "zaazaz".

Replace s[3] with the next letter, and s becomes "zaaaaz". The entire string forms a palindrome of length 6.

Constraints:

1 <= s.length <= 200

1 <= k <= 200

s consists of only lowercase English letters. TEST

Python class test:

def longestPalindromicSubsequence(self, s: str, k: int) -> int: @cache

def dfs(i: int, j: int, k: int) -> int: if i > j:

return 0 if i == j:

return 1

res = max(dfs(i + 1, j, k), dfs(i, j - 1, k)) d = abs(s[i] - s[j])

t = min(d, 26 - d) if t <= k:

res = max(res, dfs(i + 1, j - 1, k - t) + 2) return res

s = list(map(ord, s)) n = len(s)

ans = dfs(0, n - 1, k) dfs.cache\_clear() return ans

Java

class test { private char[] s;

private Integer[][][] f;

public int longestPalindromicSubsequence(String s, int k) { this.s = s.toCharArray();

int n = s.length();

f = new Integer[n][n][k + 1]; return dfs(0, n - 1, k);

}

private int dfs(int i, int j, int k) { if (i > j) {

return 0;

}

if (i == j) { return 1;

}

if (f[i][j][k] != null) { return f[i][j][k];

}

int res = Math.max(dfs(i + 1, j, k), dfs(i, j - 1, k)); int d = Math.abs(s[i] - s[j]);

int t = Math.min(d, 26 - d); if (t <= k) {

res = Math.max(res, 2 + dfs(i + 1, j - 1, k - t));

}

f[i][j][k] = res; return res;

}

} C++

class test { public:

int longestPalindromicSubsequence(string s, int k) { int n = s.size();

vector f(n, vector(n, vector<int>(k + 1, -1)));

auto dfs = [&](this auto&& dfs, int i, int j, int k) -> int {

if (i > j) { return 0;

}

if (i == j) { return 1;

}

if (f[i][j][k] != -1) { return f[i][j][k];

}

int res = max(dfs(i + 1, j, k), dfs(i, j - 1, k)); int d = abs(s[i] - s[j]);

int t = min(d, 26 - d); if (t <= k) {

res = max(res, 2 + dfs(i + 1, j - 1, k - t));

}

return f[i][j][k] = res;

};

return dfs(0, n - 1, k);

}

};

MAXIMUM NUMBER OF MATCHING INDICES

You are given two integer arrays, nums1 and nums2, of the same length. An index i is considered matching if nums1[i] == nums2[i].

Return the maximum number of matching indices after performing any number of right shifts on nums1. A right shift is defined as shifting the element at index i to index (i + 1) % n, for all indices.

Example 1:

Input: nums1 = [3,1,2,3,1,2], nums2 = [1,2,3,1,2,3]

Output: 6 Explanation:

If we right shift nums1 2 times, it becomes [1, 2, 3, 1, 2, 3]. Every index matches, so the output is 6.

Example 2:

Input: nums1 = [1,4,2,5,3,1], nums2 = [2,3,1,2,4,6]

Output: 3 Explanation:

If we right shift nums1 3 times, it becomes [5, 3, 1, 1, 4, 2]. Indices 1, 2, and 4 match, so the output is 3.

Constraints:

* nums1.length == nums2.length
* 1 <= nums1.length, nums2.length <= 3000
* 1 <= nums1[i], nums2[i] <= 109 Tests

Python3 class test:

def maximumMatchingIndices(self, nums1: List[int], nums2: List[int]) -> int: n = len(nums1)

ans = 0

for k in range(n):

t = sum(nums1[(i + k) % n] == x for i, x in enumerate(nums2)) ans = max(ans, t)

return ans

Java

class test {

public int maximumMatchingIndices(int[] nums1, int[] nums2) { int n = nums1.length;

int ans = 0;

for (int k = 0; k < n; ++k) { int t = 0;

for (int i = 0; i < n; ++i) {

if (nums1[(i + k) % n] == nums2[i]) {

++t;

}

}

ans = Math.max(ans, t);

}

return ans;

}

} C++

class test { public:

int maximumMatchingIndices(vector<int>& nums1, vector<int>& nums2) { int n = nums1.size();

int ans = 0;

for (int k = 0; k < n; ++k) { int t = 0;

for (int i = 0; i < n; ++i) {

if (nums1[(i + k) % n] == nums2[i]) {

++t;

}

}

ans = max(ans, t);

}

return ans;

}

};

REVERSE DEGREE OF A STRING

Given a string s, calculate its reverse degree. The reverse degree is calculated as follows:

1. For each character, multiply its position in the reversed alphabet ('a' = 26, 'b' = 25, ..., 'z' = 1) with its position in the string (1-indexed).
2. Sum these products for all characters in the string. Return the reverse degree of s.

Example 1:

Input: s = "abc" Output: 148 Explanation:

Letter Index in Reversed Alphabet Index in String Product

|  |  |  |  |
| --- | --- | --- | --- |
| 'a' | 26 | 1 | 26 |
| 'b' | 25 | 2 | 50 |
| 'c' | 24 | 3 | 72 |

The reversed degree is 26 + 50 + 72 = 148.

Example 2:

Input: s = "zaza" Output: 160 Explanation:

Letter Index in Reversed Alphabet Index in String Product

|  |  |  |  |
| --- | --- | --- | --- |
| 'z' | 1 | 1 | 1 |
| 'a' | 26 | 2 | 52 |
| 'z' | 1 | 3 | 3 |

'a' 26 4 104

The reverse degree is 1 + 52 + 3 + 104 = 160.

Constraints:

* 1 <= s.length <= 1000
* s contains only lowercase English letters. Tests

Python3 class test:

def reverseDegree(self, s: str) -> int: ans = 0

for i, c in enumerate(s, 1): x = 26 - (ord(c) - ord("a")) ans += i \* x

return ans

Java

class test {

public int reverseDegree(String s) { int n = s.length();

int ans = 0;

for (int i = 1; i <= n; ++i) {

int x = 26 - (s.charAt(i - 1) - 'a'); ans += i \* x;

}

return ans;

}

} C++

class test { public:

int reverseDegree(string s) { int n = s.length();

int ans = 0;

for (int i = 1; i <= n; ++i) { int x = 26 - (s[i - 1] - 'a'); ans += i \* x;

}

return ans;

}

};

HIGHEST-RANKED ITEMS

You are given a 0-indexed 2D integer array grid of size m x n that represents a map of the items in a shop. The integers in the grid represent the following:

* 0 represents a wall that you cannot pass through.
* 1 represents an empty cell that you can freely move to and from.
* All other positive integers represent the price of an item in that cell. You may also freely move to and from these item cells.

It takes 1 step to travel between adjacent grid cells.

You are also given integer arrays pricing and start where pricing = [low, high] and start = [row, col] indicates that you start at the position (row, col) and are interested only in items with a price in the range of [low, high] (inclusive). You are further given an integer k.

You are interested in the positions of the k highest-ranked items whose prices are within the given price range. The rank is determined by the first of these criteria that is different:

1. Distance, defined as the length of the shortest path from the start (shorter distance has a higher rank).
2. Price (lower price has a higher rank, but it must be in the price range).
3. The row number (smaller row number has a higher rank).
4. The column number (smaller column number has a higher rank).

Return the k highest-ranked items within the price range sorted by their rank (highest to lowest). If there are fewer than k reachable items within the price range, return all of them.

Example 1:

Input: grid = [[1,2,0,1],[1,3,0,1],[0,2,5,1]], pricing = [2,5], start = [0,0], k = 3

Output: [[0,1],[1,1],[2,1]]

Explanation: You start at (0,0).

With a price range of [2,5], we can take items from (0,1), (1,1), (2,1) and (2,2). The ranks of these items are:

* (0,1) with distance 1
* (1,1) with distance 2
* (2,1) with distance 3
* (2,2) with distance 4

Thus, the 3 highest ranked items in the price range are (0,1), (1,1), and (2,1). Example 2:

Input: grid = [[1,2,0,1],[1,3,3,1],[0,2,5,1]], pricing = [2,3], start = [2,3], k = 2

Output: [[2,1],[1,2]]

Explanation: You start at (2,3).

With a price range of [2,3], we can take items from (0,1), (1,1), (1,2) and (2,1). The ranks of these items are:

* (2,1) with distance 2, price 2
* (1,2) with distance 2, price 3
* (1,1) with distance 3
* (0,1) with distance 4

Thus, the 2 highest ranked items in the price range are (2,1) and (1,2).

Example 3:

Input: grid = [[1,1,1],[0,0,1],[2,3,4]], pricing = [2,3], start = [0,0], k = 3

Output: [[2,1],[2,0]]

Explanation: You start at (0,0).

With a price range of [2,3], we can take items from (2,0) and (2,1). The ranks of these items are:

* (2,1) with distance 5
* (2,0) with distance 6

Thus, the 2 highest ranked items in the price range are (2,1) and (2,0). Note that k = 3 but there are only 2 reachable items within the price range.

Constraints:

* m == grid.length
* n == grid[i].length
* 1 <= m, n <= 105
* 1 <= m \* n <= 105
* 0 <= grid[i][j] <= 105
* pricing.length == 2
* 2 <= low <= high <= 105
* start.length == 2
* 0 <= row <= m - 1
* 0 <= col <= n - 1
* grid[row][col] > 0
* 1 <= k <= m \* n Tests

Python3 class Test:

def highestRankedKItems(

self, grid: List[List[int]], pricing: List[int], start: List[int], k: int

) -> List[List[int]]:

m, n = len(grid), len(grid[0]) row, col = start

low, high = pricing

q = deque([(row, col)]) pq = []

if low <= grid[row][col] <= high: pq.append((0, grid[row][col], row, col))

grid[row][col] = 0

dirs = (-1, 0, 1, 0, -1)

step = 0 while q:

step += 1

for \_ in range(len(q)):

x, y = q.popleft()

for a, b in pairwise(dirs):

nx, ny = x + a, y + b

if 0 <= nx < m and 0 <= ny < n and grid[nx][ny] > 0: if low <= grid[nx][ny] <= high:

pq.append((step, grid[nx][ny], nx, ny)) grid[nx][ny] = 0

q.append((nx, ny))

pq.sort()

return [list(x[2:]) for x in pq[:k]]

Java

class Test {

public List<List<Integer>> highestRankedKItems( int[][] grid, int[] pricing, int[] start, int k) {

int m = grid.length; int n = grid[0].length;

int row = start[0], col = start[1];

int low = pricing[0], high = pricing[1]; Deque<int[]> q = new ArrayDeque<>(); q.offer(new int[] {row, col});

List<int[]> pq = new ArrayList<>();

if (low <= grid[row][col] && grid[row][col] <= high) { pq.add(new int[] {0, grid[row][col], row, col});

}

grid[row][col] = 0;

final int[] dirs = {-1, 0, 1, 0, -1};

for (int step = 1; !q.isEmpty(); ++step) { for (int size = q.size(); size > 0; --size) {

int[] curr = q.poll();

int x = curr[0], y = curr[1]; for (int j = 0; j < 4; j++) {

int nx = x + dirs[j];

int ny = y + dirs[j + 1];

if (0 <= nx && nx < m && 0 <= ny && ny < n && grid[nx][ny] > 0) { if (low <= grid[nx][ny] && grid[nx][ny] <= high) {

pq.add(new int[] {step, grid[nx][ny], nx, ny});

}

grid[nx][ny] = 0; q.offer(new int[] {nx, ny});

}

}

}

}

pq.sort((a, b) -> {

if (a[0] != b[0]) return Integer.compare(a[0], b[0]);

if (a[1] != b[1]) return Integer.compare(a[1], b[1]);

if (a[2] != b[2]) return Integer.compare(a[2], b[2]); return Integer.compare(a[3], b[3]);

});

List<List<Integer>> ans = new ArrayList<>(); for (int i = 0; i < Math.min(k, pq.size()); i++) { ans.add(List.of(pq.get(i)[2], pq.get(i)[3]));

}

return ans;

}

} C++

class Test { public:

vector<vector<int>> highestRankedKItems(vector<vector<int>>& grid, vector<int>& pricing, vector<int>& start, int k) {

int m = grid.size(), n = grid[0].size(); int row = start[0], col = start[1];

int low = pricing[0], high = pricing[1]; queue<pair<int, int>> q; q.push({row, col});

vector<tuple<int, int, int, int>> pq;

if (low <= grid[row][col] && grid[row][col] <= high) { pq.push\_back({0, grid[row][col], row, col});

}

grid[row][col] = 0;

vector<int> dirs = {-1, 0, 1, 0, -1}; for (int step = 1; q.size(); ++step) {

int sz = q.size();

for (int i = 0; i < sz; ++i) { auto [x, y] = q.front(); q.pop();

for (int j = 0; j < 4; ++j) { int nx = x + dirs[j];

int ny = y + dirs[j + 1];

if (0 <= nx && nx < m && 0 <= ny && ny < n && grid[nx][ny] > 0) { if (low <= grid[nx][ny] && grid[nx][ny] <= high) {

pq.push\_back({step, grid[nx][ny], nx, ny});

}

grid[nx][ny] = 0;

q.push({nx, ny});

}

}

}

}

sort(pq.begin(), pq.end()); vector<vector<int>> ans;

for (int i = 0; i < min(k, (int) pq.size()); ++i) {

ans.push\_back({get<2>(pq[i]), get<3>(pq[i])});

}

return ans;

}

};

GOOD TRIPLET

You are given two 0-indexed arrays nums1 and nums2 of length n, both of which are permutations of [0, 1, ..., n - 1].

A good triplet is a set of 3 distinct values which are present in increasing order by position both in nums1 and nums2. In other words, if we consider pos1v as the index of the value v in nums1 and pos2v as the index of the value v in nums2, then a good triplet will be a set (x, y, z) where 0 <= x, y, z <= n - 1, such that pos1x < pos1y < pos1z and pos2x < pos2y < pos2z.

Return the total number of good triplets.

Example 1:

Input: nums1 = [2,0,1,3], nums2 = [0,1,2,3] Output: 1

Explanation:

There are 4 triplets (x,y,z) such that pos1x < pos1y < pos1z. They are (2,0,1), (2,0,3), (2,1,3), and (0,1,3).

Out of those triplets, only the triplet (0,1,3) satisfies pos2x < pos2y < pos2z. Hence, there is only 1 good triplet.

Example 2:

Input: nums1 = [4,0,1,3,2], nums2 = [4,1,0,2,3]

Output: 4

Explanation: The 4 good triplets are (4,0,3), (4,0,2), (4,1,3), and (4,1,2).

Constraints:

* n == nums1.length == nums2.length
* 3 <= n <= 105
* 0 <= nums1[i], nums2[i] <= n - 1
* nums1 and nums2 are permutations of [0, 1, ..., n - 1].

Tests

Test 1: Binary Indexed Tree (Fenwick Tree)

For this problem, we first use pos to record the position of each number in nums2, and then process each element in nums1 sequentially.

Consider the number of good triplets with the current number as the middle number. The first number must have already been traversed and must appear earlier than the current number in nums2. The third number must not yet have been traversed and must appear later than the current number in nums2.

Take nums1 = [4,0,1,3,2] and nums2 = [4,1,0,2,3] as an example. Consider the traversal process:

1. First, process 4. At this point, the state of nums2 is [4,X,X,X,X]. The number of values before 4 is 0, and the number of values after 4 is 4. Therefore, 4 as the middle number forms 0 good triplets.
2. Next, process 0. The state of nums2 becomes [4,X,0,X,X]. The number of values before 0 is 1, and the number of values after 0 is 2. Therefore, 0 as the middle number forms 2 good triplets.
3. Next, process 1. The state of nums2 becomes [4,1,0,X,X]. The number of values before 1 is 1, and the number of values after 1 is 2. Therefore, 1 as the middle number forms 2 good triplets.
4. ...
5. Finally, process 2. The state of nums2 becomes [4,1,0,2,3]. The number of values before 2 is 4, and the number of values after 2 is 0. Therefore, 2 as the middle number forms 0 good triplets.

We can use a Binary Indexed Tree (Fenwick Tree) to update the occurrence of numbers at each position in nums2, and quickly calculate the number of 1s to the left of each number and the number of 0s to the right of each number.

A Binary Indexed Tree, also known as a Fenwick Tree, efficiently supports the following operations:

1. Point Update update(x, delta): Add a value delta to the number at position x in the sequence.
2. Prefix Sum Query query(x): Query the sum of the sequence in the range [1, ..., x], i.e., the prefix sum at position x.

Both operations have a time complexity of O(log⁡n). Therefore, the overall time complexity is O(nlog⁡n), where n is the length of the array nums1. The space complexity is O(n).

Python3

class BinaryIndexedTree: def init (self, n):

self.n = n

self.c = [0] \* (n + 1)

@staticmethod def lowbit(x):

return x & -x

def update(self, x, delta):

while x <= self.n: self.c[x] += delta

x += BinaryIndexedTree.lowbit(x)

def query(self, x):

s = 0

while x > 0:

s += self.c[x]

x -= BinaryIndexedTree.lowbit(x) return s

class Test:

def goodTriplets(self, nums1: List[int], nums2: List[int]) -> int: pos = {v: i for i, v in enumerate(nums2, 1)}

ans = 0

n = len(nums1)

tree = BinaryIndexedTree(n) for num in nums1:

p = pos[num]

left = tree.query(p)

right = n - p - (tree.query(n) - tree.query(p)) ans += left \* right

tree.update(p, 1) return ans

Java

class Test {

public long goodTriplets(int[] nums1, int[] nums2) { int n = nums1.length;

int[] pos = new int[n];

BinaryIndexedTree tree = new BinaryIndexedTree(n); for (int i = 0; i < n; ++i) {

pos[nums2[i]] = i + 1;

}

long ans = 0;

for (int num : nums1) { int p = pos[num];

long left = tree.query(p);

long right = n - p - (tree.query(n) - tree.query(p)); ans += left \* right;

tree.update(p, 1);

}

return ans;

}

}

class BinaryIndexedTree { private int n;

private int[] c;

public BinaryIndexedTree(int n) {

this.n = n;

c = new int[n + 1];

}

public void update(int x, int delta) { while (x <= n) {

c[x] += delta; x += lowbit(x);

}

}

public int query(int x) { int s = 0;

while (x > 0) { s += c[x];

x -= lowbit(x);

}

return s;

}

public static int lowbit(int x) { return x & -x;

}

} C++

class BinaryIndexedTree { public:

int n;

vector<int> c;

BinaryIndexedTree(int \_n)

: n(\_n)

, c(\_n + 1) {}

void update(int x, int delta) { while (x <= n) {

c[x] += delta; x += lowbit(x);

}

}

int query(int x) { int s = 0; while (x > 0) {

s += c[x];

x -= lowbit(x);

}

return s;

}

int lowbit(int x) { return x & -x;

}

};

class Test {

public:

long long goodTriplets(vector<int>& nums1, vector<int>& nums2) { int n = nums1.size();

vector<int> pos(n);

for (int i = 0; i < n; ++i) pos[nums2[i]] = i + 1; BinaryIndexedTree\* tree = new BinaryIndexedTree(n); long long ans = 0;

for (int& num : nums1) { int p = pos[num];

int left = tree->query(p);

int right = n - p - (tree->query(n) - tree->query(p)); ans += 1ll \* left \* right;

tree->update(p, 1);

}

return ans;

}

};

Problem 1: Lexicographically Smallest String by Removing One Character Problem Statement:

Given a string s, remove exactly one character such that the resulting string is lexicographically smallest. Return the modified string.

Input Format:

* A single string s consisting of lowercase English letters. Output Format:
* A single string which is lexicographically smallest after removing one character.

Sample Test Cases:

Input: abcda Output: abca

Input: aaa Output: aa

Input: edcba Output: dcba Python

def smallestString(s):

for i in range(len(s)-1):

if s[i] > s[i+1]:

return s[:i] + s[i+1:] return s[:-1]

# Read input s = input()

rint(smallestString(s))

Java

import java.util.Scanner;

public class Main {

public static String smallestString(String s) { for (int i = 0; i < s.length() - 1; i++) {

if (s.charAt(i) > s.charAt(i + 1)) {

return s.substring(0, i) + s.substring(i + 1);

}

}

return s.substring(0, s.length() - 1);

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); String input = sc.nextLine(); System.out.println(smallestString(input));

}

} C

#include <stdio.h> #include <string.h>

void smallestString(char s[]) { int len = strlen(s), i;

for (i = 0; i < len - 1; i++) { if (s[i] > s[i + 1]) break;

}

for (int j = 0; j < len; j++) {

if (j != i) printf("%c", s[j]);

}

printf("\n");

}

int main() { char s[101];

scanf("%s", s); smallestString(s); return 0;

}

C++

#include <iostream> using namespace std;

string smallestString(string s) {

for (int i = 0; i < s.size() - 1; ++i) { if (s[i] > s[i+1])

return s.substr(0, i) + s.substr(i+1);

}

return s.substr(0, s.size() - 1);

}

int main() { string s; cin >> s;

cout << smallestString(s) << endl;

}

Problem 2: Count Numbers with Digit Sum Divisible by 3 Problem Statement:

Given a number n, count how many numbers from 1 to n have a digit sum divisible by 3. Input Format:

* A single integer n (1 ≤ n ≤ 1000)

Output Format:

* A single integer: the count of numbers from 1 to n whose digit sum is divisible by 3. Sample Test Cases:

Input: 15

Output: 5

Input: 20

Output: 6

Input: 30

Output: 10 Python

def countDiv3(n):

return sum(1 for i in range(1, n+1) if sum(map(int, str(i))) % 3 == 0)

n = int(input()) print(countDiv3(n))

Java

import java.util.Scanner;

public class Main {

public static int countDiv3(int n) { int count = 0;

for (int i = 1; i <= n; i++) { int sum = 0, temp = i; while (temp > 0) {

sum += temp % 10;

temp /= 10;

}

if (sum % 3 == 0) count++;

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt(); System.out.println(countDiv3(n));

}

}

C

#include <stdio.h>

int digitSum(int n) { int sum = 0; while(n) {

sum += n % 10; n /= 10;

}

return sum;

}

int countDiv3(int n) { int count = 0;

for (int i = 1; i <= n; i++) { if (digitSum(i) % 3 == 0)

count++;

}

return count;

}

int main() { int n;

scanf("%d", &n); printf("%d\n", countDiv3(n)); return 0;

}

C++

#include <iostream> using namespace std;

int digitSum(int n) { int sum = 0; while(n) {

sum += n % 10; n /= 10;

}

return sum;

}

int countDiv3(int n) {

int count = 0;

for (int i = 1; i <= n; i++) { if (digitSum(i) % 3 == 0)

count++;

}

return count;

}

int main() { int n;

cin >> n;

cout << countDiv3(n) << endl;

}

Problem 3: Minimum Coins to Make a Value Problem Statement:

You are given a target amount V and an array of coin denominations (e.g., [1, 2, 5, 10, 20, 50, 100, 500, 2000]). Find the minimum number of coins required to make that amount.

Input Format:

* First line: Integer V (1 ≤ V ≤ 10000)

Output Format:

* A single integer: Minimum number of coins needed Sample Test Cases:

Input: 70

Output: 2 // (50 + 20)

Input: 121

Output: 3 // (100 + 20 + 1)

Input: 999

Output: 6 // (500 + 200 + 200 + 50 + 20 + 20 + 5 + 2 + 2)

Python

def minCoins(V):

coins = [2000, 500, 100, 50, 20, 10, 5, 2, 1]

count = 0

for c in coins:

if V == 0:

break

count += V // c V %= c

return count

print(minCoins(int(input())))

Java

import java.util.Scanner; public class Main {

static int minCoins(int V) {

int[] coins = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int coin : coins) { if (V == 0) break; count += V / coin; V %= coin;

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int V = sc.nextInt(); System.out.println(minCoins(V));

}

} C

#include <stdio.h> int minCoins(int V) {

int coins[] = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int i = 0; i < 9; i++) { if (V == 0) break; count += V / coins[i]; V %= coins[i];

}

return count;

}

int main() { int V;

scanf("%d", &V); printf("%d\n", minCoins(V)); return 0;

}

C++

#include <iostream>

using namespace std;

int minCoins(int V) {

int coins[] = {2000, 500, 100, 50, 20, 10, 5, 2, 1};

int count = 0;

for (int coin : coins) { if (V == 0) break; count += V / coin; V %= coin;

}

return count;

}

int main() { int V;

cin >> V;

cout << minCoins(V) << endl;

}

Problem 4: Activity Selection Problem (Maximum Non-Overlapping Intervals) Problem Statement:

You are given n activities with start and end times. Select the maximum number of activities that can be performed by a single person, assuming that a person can only work on a single activity at a time.

Input Format:

* First line: Integer n (number of activities)
* Next n lines: Two integers start and end (start time and end time of each activity) Output Format:
* A single integer: Maximum number of non-overlapping activities that can be selected Sample Test Cases:

Input:

6

1 2

3 4

0 6

5 7

8 9

5 9

Output:

4

Explanation:

Selected activities: (1,2), (3,4), (5,7), (8,9)

Input:

3

10 20

12 25

20 30

Output:

2

Input:

4

1 3

2 4

3 5

0 6

Output:

2

Python

def activitySelection(activities): activities.sort(key=lambda x: x[1]) # Sort by end time count = 1

last\_end = activities[0][1]

for i in range(1, len(activities)):

if activities[i][0] >= last\_end:

count += 1

last\_end = activities[i][1] return count

n = int(input())

activities = [tuple(map(int, input().split())) for \_ in range(n)] print(activitySelection(activities))

Java

import java.util.\*;

class Main {

public static int activitySelection(int[][] arr) { Arrays.sort(arr, Comparator.comparingInt(a -> a[1]));

int count = 1;

int end = arr[0][1];

for (int i = 1; i < arr.length; i++) { if (arr[i][0] >= end) {

count++;

end = arr[i][1];

}

}

return count;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

int[][] activities = new int[n][2]; for (int i = 0; i < n; i++) {

activities[i][0] = sc.nextInt(); activities[i][1] = sc.nextInt();

}

System.out.println(activitySelection(activities));

}

}

C

#include <stdio.h> #include <stdlib.h>

typedef struct {

int start, end;

} Activity;

int compare(const void \*a, const void \*b) { return ((Activity\*)a)->end - ((Activity\*)b)->end;

}

int main() { int n;

scanf("%d", &n); Activity acts[n];

for (int i = 0; i < n; i++) {

scanf("%d %d", &acts[i].start, &acts[i].end);

}

qsort(acts, n, sizeof(Activity), compare);

int count = 1, last\_end = acts[0].end; for (int i = 1; i < n; i++) {

if (acts[i].start >= last\_end) { count++;

last\_end = acts[i].end;

}

}

printf("%d\n", count); return 0;

}

C++

#include <iostream> #include <vector> #include <algorithm> using namespace std;

struct Activity { int start, end;

};

bool compare(Activity a, Activity b) { return a.end < b.end;

}

int main() { int n;

cin >> n; vector<Activity> acts(n); for (int i = 0; i < n; ++i)

cin >> acts[i].start >> acts[i].end;

sort(acts.begin(), acts.end(), compare);

int count = 1;

int last\_end = acts[0].end;

for (int i = 1; i < n; i++) {

if (acts[i].start >= last\_end) { count++;

last\_end = acts[i].end;

}

}

cout << count << endl;

}

Problem 5: Job Sequencing with Deadlines Problem Statement:

You are given n jobs. Each job has an ID, a deadline, and a profit. Only one job can be scheduled at a time. A job earns profit only if it is finished on or before its deadline. Schedule jobs to maximize total profit.

Input Format:

* First line: Integer n (number of jobs)
* Next n lines: JobID (char), Deadline (int), Profit (int) Output Format:
* Two space-separated integers:

1. Maximum number of jobs done
2. Maximum profit earned Sample Test Cases:

Input:

4

a 4 20

b 1 10

c 1 40

d 1 30

Output:

2 70

Input:

5

a 2 100

b 1 19

c 2 27

d 1 25

e 3 15

Output:

3 142

Input:

3

x 3 10

y 2 20

z 1 30

Output:

2 50

Python

def jobSequencing(jobs): jobs.sort(key=lambda x: x[2], reverse=True) max\_deadline = max(job[1] for job in jobs) slots = [False] \* (max\_deadline + 1)

profit, count = 0, 0

for job in jobs:

for j in range(job[1], 0, -1):

if not slots[j]:

slots[j] = True count += 1 profit += job[2] break

return count, profit

n = int(input())

jobs = [tuple(input().split()) for \_ in range(n)]

jobs = [(job[0], int(job[1]), int(job[2])) for job in jobs] res = jobSequencing(jobs)

print(res[0], res[1])

Java

import java.util.\*;

class Job { String id;

int deadline, profit;

Job(String id, int d, int p) { this.id = id; this.deadline = d; this.profit = p;

}

}

public class Main {

public static int[] jobSequencing(Job[] jobs) { Arrays.sort(jobs, (a, b) -> b.profit - a.profit); int maxDeadline = 0;

for (Job job : jobs) maxDeadline = Math.max(maxDeadline, job.deadline);

boolean[] slot = new boolean[maxDeadline + 1]; int count = 0, profit = 0;

for (Job job : jobs) {

for (int j = job.deadline; j > 0; j--) { if (!slot[j]) {

slot[j] = true; count++;

profit += job.profit; break;

}

}

}

return new int[]{count, profit};

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

Job[] jobs = new Job[n];

for (int i = 0; i < n; i++) { String id = sc.next(); int d = sc.nextInt(); int p = sc.nextInt();

jobs[i] = new Job(id, d, p);

}

int[] res = jobSequencing(jobs); System.out.println(res[0] + " " + res[1]);

}

} C

#include <stdio.h> #include <stdlib.h> #include <string.h>

typedef struct { char id[2];

int deadline, profit;

} Job;

int compare(const void \*a, const void \*b) { return ((Job \*)b)->profit - ((Job \*)a)->profit;

}

int main() { int n;

scanf("%d", &n); Job jobs[n];

int max\_deadline = 0;

for (int i = 0; i < n; i++) {

scanf("%s %d %d", jobs[i].id, &jobs[i].deadline, &jobs[i].profit); if (jobs[i].deadline > max\_deadline)

max\_deadline = jobs[i].deadline;

}

qsort(jobs, n, sizeof(Job), compare);

int slot[max\_deadline + 1]; memset(slot, 0, sizeof(slot));

int count = 0, profit = 0;

for (int i = 0; i < n; i++) {

for (int j = jobs[i].deadline; j > 0; j--) { if (!slot[j]) {

slot[j] = 1; count++;

profit += jobs[i].profit; break;

}

}

}

printf("%d %d\n", count, profit); return 0;

}

C++

#include <iostream> #include <vector> #include <algorithm> using namespace std;

struct Job { string id;

int deadline; int profit;

};

bool compare(Job a, Job b) { return a.profit > b.profit;

}

int main() { int n;

cin >> n; vector<Job> jobs(n);

int max\_deadline = 0;

for (int i = 0; i < n; ++i) {

cin >> jobs[i].id >> jobs[i].deadline >> jobs[i].profit; max\_deadline = max(max\_deadline, jobs[i].deadline);

}

sort(jobs.begin(), jobs.end(), compare); vector<bool> slot(max\_deadline + 1, false);

int count = 0, profit = 0; for (Job job : jobs) {

for (int j = job.deadline; j > 0; --j) { if (!slot[j]) {

slot[j] = true; count++;

profit += job.profit; break;

}

}

}

cout << count << " " << profit << endl;

}

Question 1:

Ramu has N dishes of different types arranged in a row: A1,A2,…,AN where Ai denotes the type of the ith dish. He wants to choose as many dishes as possible from the given list but while satisfying two conditions:

1. He can choose only one type of dish.
2. No two chosen dishes should be adjacent to each other.

Ramu wants to know which type of dish he should choose from, so that he can pick the maximum number of dishes.

Example :

Given N= 9 and A= [1,2,2,1,2,1,1,1,1]

For type 1, Ramu can choose at most four dishes. One of the ways to choose four dishes of type 1 is A1,A4, A7 and A9.

For type 2, Ramu can choose at most two dishes. One way is to choose A3 and A5. So in this case, Ramu should go for type 1, in which he can pick more dishes.

INPUT FORMAT:

* The first line contains T, the number of test cases. Then the test cases follow.
* For each test case, the first line contains a single integer N.
* The second line contains N integers A1,A2,…,AN.

OUTPUT FORMAT

For each test case, print a single line containing one integer ― the type of the dish that Ramu should

choose from. If there are multiple answers, print the smallest one. CONSTRAINTS :

* 1 <= T <= 10^3
* 1 <= N <= 10^3
* 1 <= Ai <= 10^3

Sample Input : 3

5

1 2 2 1 2

6

1 1 1 1 1 1

8

1 2 2 2 3 4 2 1

Sample Output :

1

1

2

C++

#include<bits/stdc++.h> using namespace std; int main()

{

int t; //number of test cases cin>>t;

for (int i = 0; i < t; i++) { int n; //number of items cin>>n;

int item[n]; //array for items for (int x = 0; x < n; x++)

{

cin>>item[x];

}

int j = 0, max = 0;

int itemtype = item[0]; while (j < n)

{

int c = 1; int k = j + 1;

while (k < n) {

if (item[j] == item[k] && k != j + 1) { c += 1;

if (k < n-1 && item[k] == item[k + 1]) {

k += 1;

}

}

k += 1;

}

if (max < c) { max = c;

itemtype = item[j];

}

j += 1;

}

cout<< itemtype<< endl;

}

return 0;

}

Java:

import java.util.\*; public class Main {

public static void main(String args[])

{

Scanner s = new Scanner(System.in); int t = s.nextInt();

for(int tc = 0; tc< t; tc++)

{

int n = s.nextInt();

int[] item = new int[n]; for(int i = 0; i < n; i++ )

{

item[i]= s.nextInt();

}

int j = 0,max = 0;

int itemType = item[0]; while(j< n)

{

int c = 1; int k = j+1; while(k< n)

{

if(item[j]== item[k] && k!=j+1)

{ c+=1;

if (k< n-1 && item[k]==item[k+1]) { k+=1;

}

} k+=1;

}

if (max< c)

{

max=c;

itemType = item[j];

}

j+=1;

}

System.out.println(itemType);

}

}

}

Python:

t = int(input()) for \_ in range(t):

n = int(input())

item = list(map(int, input().split()))

max\_count = 0 item\_type = item[0]

j = 0

while j < n: c = 1

k = j + 1

while k < n:

if item[j] == item[k] and k != j + 1: c += 1

if k < n - 1 and item[k] == item[k + 1]:

k += 1

k += 1

if max\_count < c:

max\_count = c item\_type = item[j]

j += 1

print(item\_type)

Question 2:

There are three piles of stones. The first pile contains a stones, the second pile contains b stones and the third pile contains c stones. You must choose one of the piles and split the stones from it to the other two piles; specifically, if the chosen pile initially contained s stones, you should choose an integer k (0≤k≤s), move k stones from the chosen pile onto one of the remaining two piles and s−k stones onto the other remaining pile. Determine if it is possible for the two remaining piles (in any order) to contain x stones and y stones respectively after performing this action.

INPUT FORMAT :

* The first line of the input contains a single integer T denoting the number of test cases. The description of T test cases follows.
* The first and only line of each test case contains five space-separated integers a,b,c, x and y.

OUTPUT FORMAT :

For each test case, print a single line containing the string “YES” if it is possible to obtain piles of the given

sizes or “NO” if it is impossible.

CONSTRAINTS :

* 1 <= T <= 100
* 1 <= a,b,c,x,y <= 10^9

SAMPLE INPUT :

4

1 2 3 2 4

3 2 5 6 5

2 4 2 6 2

6 5 2 12 1

SAMPLE OUTPUT :

YES NO YES NO

Test case 1: You can take the two stones on the second pile, put one of them on the first pile and the other one on the third pile.

Test case 2: You do not have enough stones.

Test case 3: You can choose the first pile and put all stones from it on the second pile. C++:

#include<bits/stdc++.h> using namespace std; using ll = long long;

int main ()

{

int t; cin >> t;

while (t--)

{

int a, b, c, x, y;

cin >> a >> b >> c >> x >> y; if ((a + b + c) != (x + y))

{

cout << "NO" << endl;

}

else

{

if (y < min (a, min (b, c)) || x < min (a, min (b, c)))

{

cout << "NO" << endl;

}

else

{

cout << "YES" << endl;

}

}

}

}

Java:

import java.util.Scanner;

public class Main {

public static void main(String[] args) { Scanner sc = new Scanner(System.in);

int t = sc.nextInt();

while (t-- > 0) {

int a = sc.nextInt(); int b = sc.nextInt(); int c = sc.nextInt(); int x = sc.nextInt(); int y = sc.nextInt();

if ((a + b + c) != (x + y)) { System.out.println("NO");

} else {

if (y < Math.min(a, Math.min(b, c)) || x < Math.min(a, Math.min(b, c))) { System.out.println("NO");

} else {

System.out.println("YES");

}

}

}

sc.close();

}

}

Python:

t = int(input()) for i in range(t):

a, b, c, x, y = map(int, input().split())

if (a + b + c) != (x + y):

print("NO") else:

if y < min(a, b, c) or x < min(a, b, c):

print("NO") else:

print("YES")

Question 3:

Altaf has recently learned about number bases and is becoming fascinated.

Altaf learned that for bases greater than ten, new digit symbols need to be introduced, and that the convention is to use the first few letters of the English alphabet. For example, in base 16, the digits are 0123456789ABCDEF. Altaf thought that this is unsustainable; the English alphabet only has 26 letters, so this scheme can only work up to base 36. But this is no problem for Altaf, because Altaf is very creative and can just invent new digit symbols when she needs them. (Altaf is very creative.)

Altaf also noticed that in base two, all positive integers start with the digit 1! However, this is the only base where this is true. So naturally, Altaf wonders: Given some integer N, how many bases b are there such that the base-b representation of N starts with a 1?

INPUT FORMAT :

The first line of the input contains an integer T denoting the number of test cases. The description of T test cases follows.

Each test case consists of one line containing a single integer N (in base ten). OUTPUT FORMAT :

For each test case, output a single line containing the number of bases b, or INFINITY if there are an infinite number of them.

CONSTRAINTS :

* 1 <= T <= 10^5
* 0 <= N < 10^12

SAMPLE INPUT :

4

6

9

11

24

SAMPLE OUTPUT :

4

7

8

14

C++:

#include <iostream> #include <vector> #include <algorithm> using namespace std;

vector<long long> v[47];

int main() {

long long int i, j;

for(i = 2; i <= (int)1e6; i++) { long long int tem = i; for(j = 2; j <= 40; j++) {

tem = tem \* i;

if(tem > (long long int)1e12) { break;

}

v[j].push\_back(tem);

}

}

int t; cin >> t;

while(t--) {

long long int m; cin >> m;

if(m == 1) {

cout << "INFINITY" << endl; continue;

}

long long int ans = (m + 1) / 2; long long int p = m / 2 + 1; for(i = 2; i <= 40; i++) {

ans = ans + (lower\_bound(v[i].begin(), v[i].end(), m + 1) - lower\_bound(v[i].begin(), v[i].end(), p));

}

cout << ans << endl;

}

return 0;

}

Java:

import java.util.\*;

public class Main {

static List[] v = new ArrayList[47];

public static void main(String[] args) { for (int i = 0; i < 47; i++) {

v[i] = new ArrayList<>();

}

for (long i = 2; i <= (int) 1e6; i++) { long tem = i;

for (int j = 2; j <= 40; j++) { tem = tem \* i;

if (tem > 1e12) { break;

}

v[j].add(tem);

}

}

Scanner sc = new Scanner(System.in); int t = sc.nextInt();

while (t-- > 0) {

long m = sc.nextLong();

if (m == 1) { System.out.println("INFINITY"); continue;

}

long ans = (m + 1) / 2; long p = m / 2 + 1;

for (int i = 2; i <= 40; i++) {

int low = Collections.binarySearch(v[i], p);

int high = Collections.binarySearch(v[i], m + 1);

if (low < 0) low = -(low + 1);

if (high < 0) high = -(high + 1);

ans += (high - low);

}

// Output the result System.out.println(ans);

}

sc.close();

}

}

Python:

v = [[] for p in range(47)]

for i in range(2, int(1e6) + 1): tem = i

for j in range(2, 41):

tem = tem \* i if tem > 1e12:

break v[j].append(tem)

t = int(input()) for \_ in range(t):

m = int(input())

if m == 1:

print("INFINITY")

continue

ans = (m + 1) // 2 p = m // 2 + 1

for i in range(2, 41):

ans += (len([x for x in v[i] if x >= p and x <= m]) > 0)

print(ans)

Greedy algorithms

1. Maximum Weight Difference

Chef has gone shopping with his 5-year old son. They have bought N items so far. The items are numbered from 1 to N, and the item i weighs Wi grams.

Chef's son insists on helping his father in carrying the items. He wants his dad to give him a few items. Chef does not want to burden his son. But he won't stop bothering him unless he is given a few items to carry. So Chef decides to give him some items. Obviously, Chef wants to give the kid less weight to carry.

However, his son is a smart kid. To avoid being given the bare minimum weight to carry, he suggests that the items are split into two groups, and one group contains exactly K items. Then Chef will carry the heavier group, and his son will carry the other group.

Help the Chef in deciding which items should the son take. Your task will be simple. Tell the Chef the maximum possible difference between the weight carried by him and the weight carried by the kid.

Input:

The first line of input contains an integer T, denoting the number of test cases. Then T test cases follow. The first line of each test contains two space-separated integers N and K. The next line contains N space- separated integers W1, W2, ..., WN.

Output:

For each test case, output the maximum possible difference between the weights carried by both in grams.

Constraints:

* 1 ≤ T ≤ 100
* 1 ≤ K < N ≤ 100
* 1 ≤ Wi ≤ 100000 (105)

Sample 1: Input

2

5 2

8 4 5 2 10

8 3

1 1 1 1 1 1 1 1

Output

17

2

Explanation:

Case #1: The optimal way is that Chef gives his son K=2 items with weights 2 and 4. Chef carries the rest of the items himself. Thus the difference is: (8+5+10) - (4+2) = 23 - 6 = 17.

Case #2: Chef gives his son 3 items and he carries 5 items himself.

C:

#include <stdio.h> #include <stdlib.h>

// Comparator function for qsort to sort in ascending order int compare(const void \*a, const void \*b) {

return (\*(int \*)a - \*(int \*)b);

}

int main() { int t;

scanf("%d", &t);

while (t--) { int n, k;

scanf("%d %d", &n, &k); int arr[n];

long long totalSum = 0;

// Input the array and compute the total sum for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]); totalSum += arr[i];

}

// Sort the array

qsort(arr, n, sizeof(int), compare);

// Sum of the first K smallest numbers (S1) and last K largest numbers (S2) long long sumOfKSmallest = 0, sumOfKLargest = 0;

for (int i = 0; i < k; i++) { sumOfKSmallest += arr[i]; sumOfKLargest += arr[n - 1 - i];

}

// Calculate the two possible maximum differences

long long diff1 = llabs(sumOfKSmallest - (totalSum - sumOfKSmallest)); long long diff2 = llabs(sumOfKLargest - (totalSum - sumOfKLargest));

// Output the maximum difference printf("%lld\n", (diff1 > diff2) ? diff1 : diff2);

}

return 0;

}

Java:

import java.util.\*; import java.lang.\*; import java.io.\*;

class Codechef {

public static void main(String[] args) throws java.lang.Exception {

// Scanner for reading input

Scanner sc = new Scanner(System.in);

int t = sc.nextInt(); // Read number of test cases

while (t-- > 0) {

int n = sc.nextInt(); // Read size of array int k = sc.nextInt(); // Read value of K

int[] arr = new int[n]; // Array to store the elements

long totalSum = 0; // Variable to store the total sum of elements

// Input the array and compute the total sum for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt(); totalSum += arr[i];

}

// Sort the array Arrays.sort(arr);

// Sum of the first K smallest numbers (S1) and last K largest numbers (S2) long sumOfKSmallest = 0, sumOfKLargest = 0;

for (int i = 0; i < k; i++) {

sumOfKSmallest += arr[i]; // Smallest K numbers sumOfKLargest += arr[n - 1 - i]; // Largest K numbers

}

// Calculate the two possible maximum differences

long diff1 = Math.abs(sumOfKSmallest - (totalSum - sumOfKSmallest)); long diff2 = Math.abs(sumOfKLargest - (totalSum - sumOfKLargest));

// Output the maximum difference System.out.println(Math.max(diff1, diff2));

}

sc.close(); // Close the scanner

}

}

Python:

def main():

t = int(input()) for \_ in range(t):

n, k = map(int, input().split())

arr = list(map(int, input().split())) total\_sum = sum(arr)

# Sort the array

arr.sort()

# Sum of the first K smallest numbers and last K largest numbers sum\_of\_k\_smallest = sum(arr[:k])

sum\_of\_k\_largest = sum(arr[-k:])

# Calculate the two possible maximum differences

diff1 = abs(sum\_of\_k\_smallest - (total\_sum - sum\_of\_k\_smallest)) diff2 = abs(sum\_of\_k\_largest - (total\_sum - sum\_of\_k\_largest))

# Output the maximum difference print(max(diff1, diff2))

if name == " main ":

main()

1. Chef and String

There are N students standing in a row and numbered 1 through N from left to right. You are given a string S with length N, where for each valid i, the i-th character of S is 'x' if the i-th student is a girl or 'y' if this student is a boy. Students standing next to each other in the row are friends.

The students are asked to form pairs for a dance competition. Each pair must consist of a boy and a girl. Two students can only form a pair if they are friends. Each student can only be part of at most one pair. What is the maximum number of pairs that can be formed?

Input

* + The first line of the input contains a single integer T denoting the number of test cases. The description of T test cases follows.
  + The first and only line of each test case contains a single string S. Output

For each test case, print a single line containing one integer ― the maximum number of pairs.

Constraints

* + 1≤ T ≤ 100
  + 1≤ N ≤ 105
  + ∣S∣ = N
  + S contains only characters 'x' and 'y'
  + the sum of N over all test cases does not exceed 3⋅105 Subtasks

Subtask #1 (100 points): original constraints

Sample 1:

Input 3

xy xyxxy yy

Output

1

2

0

Explanation:

Example case 1: There is only one possible pair: (first student, second student).

Example case 2: One of the ways to form two pairs is: (first student, second student) and (fourth student, fifth student).

Another way to form two pairs is: (second student, third student) and (fourth student, fifth student). C:

#include <stdio.h> #include <string.h>

#define MAX\_STUDENTS 100005 // Maximum number of students

// Function to solve the problem of forming maximum pairs for the dance competition void findMaximumPairs() {

char students[MAX\_STUDENTS]; // Array to store the students' representation scanf("%s", students); // Read the string representing the students

int totalStudents = strlen(students); // Get the total number of students

int dp[MAX\_STUDENTS]; // Dynamic programming array to store maximum pairs

dp[0] = 0; // Initialize the first student

for (int i = 1; i < totalStudents; i++) {

// If both students are the same (both 'x' or both 'y'), no new pair can be formed if (students[i] == students[i - 1]) {

dp[i] = dp[i - 1];

} else {

// If the current student and the previous one are different, we can form a pair

// The maximum pairs will be either the same as the previous student or the pairs formed by pairing these two students

dp[i] = (i >= 2) ? dp[i - 2] + 1 : 1;

if (dp[i - 1] > dp[i]) {

dp[i] = dp[i - 1];

}

}

}

// Output the maximum number of pairs that can be formed printf("%d\n", dp[totalStudents - 1]);

}

int main() {

int testCases; // Variable to store the number of test cases scanf("%d", &testCases); // Read the number of test cases while (testCases--) {

findMaximumPairs(); // Solve for each test case

}

return 0; // Indicate successful execution

}

Java:

import java.util.\*; import java.lang.\*; import java.io.\*;

/\* Name of the class has to be "Main" only if the class is public. \*/ class Codechef

{

public static void main (String[] args) throws java.lang.Exception

{

// your code goes here

Scanner sc = new Scanner(System.in); int t = sc.nextInt();

while(t-->0)

{

String s = sc.next();

int c = 0;

for(int i=0;i<s.length();i++)

{

if(i>0)

if((s.charAt(i)=='x'&&s.charAt(i-1)=='y')||(s.charAt(i)=='y'&&s.charAt(i-1)=='x')){ c++;

i++;

}

}

System.out.println(c);

}

}

}

Python:

def find\_maximum\_pairs():

students = input() # Read the string representing the students total\_students = len(students) # Get the total number of students

dp = [0] \* total\_students # Dynamic programming array to store maximum pairs

for i in range(1, total\_students):

# If both students are the same (both 'x' or both 'y'), no new pair can be formed if students[i] == students[i - 1]:

dp[i] = dp[i - 1] else:

# If the current student and the previous one are different, we can form a pair

# The maximum pairs will be either the same as the previous student or the pairs formed by pairing these two students

dp[i] = max(dp[i - 1], (dp[i - 2] + 1) if i >= 2 else 1)

# Output the maximum number of pairs that can be formed print(dp[total\_students - 1])

def main():

T = int(input()) # Read the number of test cases for \_ in range(T):

find\_maximum\_pairs() # Solve for each test case

if name == " main ":

main()

Dynamic programming

1. Count Subarrays

Given an array A1,A2,...,AN, count the number of subarrays of array A which are non-decreasing.

A subarray A[i,j], where 1≤ I ≤ j ≤ N is a sequence of integers Ai, +1Ai+1, ..., Aj.

A subarray ]A[i,j] is non-decreasing if Ai+1≤+2≤... Ai ≤ Ai+1≤ Ai+2≤...≤Aj. You have to count the total

number of such subarrays.

Input

* + The first line of input contains an integer T denoting the number of test cases. The description of T test cases follows.
  + The first line of each test case contains a single integer N denoting the size of array.
  + The second line contains N space-separated integers 1A1, 2 A 2, ..., AN denoting the elements of the array.

Output

For each test case, output in a single line the required answer. Constraints

* + 1 ≤ T ≤ 5
  + 1 ≤ N ≤ 105
  + 1 ≤ Ai ≤ 109

Subtasks

* + Subtask 1 (20 points) : 1 ≤ N ≤ 100
  + Subtask 2 (30 points) : 1 ≤ N ≤ 1000
  + Subtask 3 (50 points) : Original constraints Sample 1:

Input 2

4

1 4 2 3

1

5

Output

6

1

Explanation:

Example case 1.

All valid subarrays are [1,1],[1,2],[2,2],[3,3],[3,4],[4,4]

Note that singleton subarrays are identically non-decreasing. Example case 2.

Only single subarray [1,1]A[1,1] is non-decreasing.

Python:

def count\_increasing\_subsequences(test\_cases): for \_ in range(test\_cases):

n = int(input().strip())

ans = 1

arr = list(map(int, input().strip().split())) dp = [1] \* n

for i in range(1, n):

if arr[i - 1] <= arr[i]:

dp[i] += dp[i - 1]

ans += dp[i]

print(ans)

if name == " main ": test\_case = int(input().strip())

count\_increasing\_subsequences(test\_case)

C:

#include <stdio.h> #include <stdlib.h>

int main() {

int testCase; scanf("%d", &testCase);

while (testCase--) { long long n; scanf("%lld", &n);

long long ans = 1;

// Allocate dynamic arrays

long long \*arr = (long long \*)malloc(n \* sizeof(long long)); long long \*dp = (long long \*)malloc(n \* sizeof(long long));

// Initialize dp array to 1

for (long long i = 0; i < n; i++) { dp[i] = 1;

}

// Read array elements

for (long long i = 0; i < n; i++) { scanf("%lld", &arr[i]);

}

// Calculate dp values and final answer for (long long i = 1; i < n; i++) {

if (arr[i - 1] <= arr[i]) {

dp[i] += dp[i - 1];

}

ans += dp[i];

}

printf("%lld\n", ans);

// Free allocated memory free(arr);

free(dp);

}

return 0;

}

Java:

import java.util.\*; import java.lang.\*; import java.io.\*;

class Codechef {

public static void main(String[] args) throws java.lang.Exception {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); int testCase = Integer.parseInt(br.readLine());

while (testCase-- > 0) {

long n = Long.parseLong(br.readLine()); long ans = 1;

long[] arr = new long[(int) n];

long[] dp = new long[(int) n];

Arrays.fill(dp, 1); // Initialize dp array with 1

StringTokenizer st = new StringTokenizer(br.readLine()); for (int i = 0; i < n; i++) {

arr[i] = Long.parseLong(st.nextToken());

}

for (int i = 1; i < n; i++) { if (arr[i - 1] <= arr[i]) {

dp[i] += dp[i - 1];

}

ans += dp[i];

}

System.out.println(ans);

}

}

}

1. Sums in a Triangle

Given an integer N, let us consider a triangle of numbers of N lines in which a number a11 appears in the first line, two numbers a21 and a22 appear in the second line, three numbers a31, a32 and a33 appear in the third line, etc. In general, i numbers 1,2…ai1,ai2…ai i appear in the ith line for all 1≤ I ≤ N. Develop a program that will compute the largest of the sums of numbers that appear on the paths starting from the top towards the base, so that:

* + on each path the next number is located on the row below, more precisely either directly below or below and one place to the right.

Warning: large Input/Output data, be careful with certain languages Input Format

* + The first line of the input contains an integer T, the number of test cases.
  + Then T test cases follow. Each test case starts with an integer N, the number of rows. Then N lines

follow where in ith line contains i integers 1,2 ai1,ai2…aii.

Output Format

For each test case print the maximum path sum in a separate line. Constraints

* + 1 ≤ T ≤1000 1 ≤ N < 100
  + 0 ≤ aij < 100

Sample 1: Input

2

3

1

2 1

1 2 3

4

1

1 2

4 1 2

2 3 1 1

Output

5

9

Explanation:

Test case 1:

There are a total of 44 paths

* + (1,1)→(2,1)→(3,1) with sum equal to 4.
  + (1,1)→(2,1)→(3,2) with sum equal to 5.
  + (1,1)→(2,2)→(3,2) with sum equal to 4.
  + (1,1)→(2,2)→(3,3) with sum equal to 5. Therefore, the maximum sum over all paths is equal to 5. Test case 2:

There are a total of 88 paths

* + (1,1)→(2,1)→(3,1)→(4,1) with sum equal to 8.
  + (1,1)→(2,1)→(3,1)→(4,2) with sum equal to 9.
  + (1,1)→(2,1)→(3,2)→(4,2) with sum equal to 6.
  + (1,1)→(2,1)→(3,2)→(4,3) with sum equal to 4.
  + (1,1)→(2,2)→(3,2)→(4,2) with sum equal to 7.
  + (1,1)→(2,2)→(3,2)→(4,3) with sum equal to 5.
  + (1,1)→(2,2)→(3,3)→(4,3) with sum equal to 6.
  + (1,1)→(2,2)→(3,3)→(4,4 with sum equal to 6.
  + ​

Therefore, the maximum sum over all paths is equal to 9.

C:

#include <stdio.h>

void solve() {

long long int n, ans = 0; scanf("%lld", &n);

long long int ar[n + 1][n + 1]; for (int i = 1; i <= n; i++) {

for (int j = 1; j <= i; j++) { scanf("%lld", &ar[i][j]);

}

}

long long int dp[n + 1][n + 1]; for (int j = 1; j <= n; j++) {

dp[n][j] = ar[n][j];

}

for (int i = n - 1; i >= 1; i--) { for (int j = 1; j <= i; j++) {

dp[i][j] = ar[i][j] + (dp[i + 1][j] > dp[i + 1][j + 1] ? dp[i + 1][j] : dp[i + 1][j + 1]);

}

}

printf("%lld\n", dp[1][1]);

}

int main() {

long long int t = 1; scanf("%lld", &t);

for (int it = 1; it <= t; it++) { solve();

}

return 0;

}

Java:

import java.util.\*;

class Codechef {

public static void main(String[] args) throws Exception { Scanner scanner = new Scanner(System.in);

long t = scanner.nextLong(); for (int it = 0; it < t; it++) {

solve(scanner);

}

scanner.close();

}

public static void solve(Scanner scanner) { long n = scanner.nextLong();

long[][] ar = new long[(int) n + 1][(int) n + 1];

// Reading the input for the triangle for (int i = 1; i <= n; i++) {

for (int j = 1; j <= i; j++) { ar[i][j] = scanner.nextLong();

}

}

long[][] dp = new long[(int) n + 1][(int) n + 1];

// Initializing the last row of dp with values from ar for (int j = 1; j <= n; j++) {

dp[(int) n][j] = ar[(int) n][j];

}

// Filling the dp array from bottom to top for (int i = (int) n - 1; i >= 1; i--) {

for (int j = 1; j <= i; j++) {

dp[i][j] = ar[i][j] + Math.max(dp[i + 1][j], dp[i + 1][j + 1]);

}

}

// Output the result System.out.println(dp[1][1]);

}

}

Python:

def solve():

n = int(input()) ar = []

# Read the triangle input for i in range(n):

row = list(map(int, input().split())) ar.append(row)

# Initialize the dp array

dp = [[0] \* (n + 1) for \_ in range(n + 1)]

# Fill the last row of dp with values from ar for j in range(n):

dp[n - 1][j + 1] = ar[n - 1][j]

# Fill the dp array from bottom to top for i in range(n - 2, -1, -1):

for j in range(i + 1):

dp[i][j + 1] = ar[i][j] + max(dp[i + 1][j + 1], dp[i + 1][j + 2])

# Print the maximum path sum from top to bottom print(dp[0][1])

# Main function to handle multiple test cases if name == " main ":

t = int(input()) for \_ in range(t):

solve()

Problem -1: Minimum cost to cut the stick

Problem Description: We are given a stick of length N and a CUTS array of size C. The stick has markings as shown, and the CUTS array depicts the marking at which the stick needs to be cut (shown in red).

Input Format:

1. The first input is an integer N representing the length of the stick.
2. The second input is an integer C representing the number of cuts to be made on the stick.
3. The third input is an array of C integers where each integer denotes the position at which the stick needs to be cut.

Output Format:

The output should be a single integer representing the minimum cost required to cut the stick according to the given positions.

Example-1: Input:

10

3

2 4 7

Output:

20

Example-2: Input:

5

2

1 4

Output:

8

Explanation:

For each test case:

* The first input N is the total length of the stick.
* The second input C is the number of cuts.
* The third input represents the CUTS array, which contains the positions of the cuts on the stick.

The output is the minimum cost to cut the stick where the cost is the length of the segment being cut. TestCases:

Test Case 1:

Stick length = 10

CUTS = [2, 4, 7]

Expected result: 20

Test Case 2:

Stick length = 5

CUTS = [1, 4]

Expected result: 8

Test Case 3:

Stick length = 8

CUTS = [2, 5]

Expected result: 12

Test Case 4:

Stick length = 12

CUTS = [3, 8]

Expected result: 18

Test Case 5:

Stick length = 6

CUTS = [1, 3, 5]

Expected result: 10

Test Case 6:

Stick length = 15

CUTS = [4, 7, 10, 12]

Expected result: 48

Test Case 7:

Stick length = 20

CUTS = [5, 10, 15]

Expected result: 60

Test Case 8:

Stick length = 50

CUTS = [10, 20, 30, 40]

Expected result: 170

Test Case 9:

Stick length = 30

CUTS = [8, 12, 20, 28]

Expected result: 112

Test Case 10:

Stick length = 25

CUTS = [5, 10, 15, 20]

Expected result: 80 Java:

import java.util.\*; public class TUF {

// Recursive function to calculate the minimum cost static int f(int i, int j, ArrayList<Integer> cuts, int[][] dp) {

// Base case if (i > j) {

return 0;

}

if (dp[i][j] != -1) { return dp[i][j];

}

int mini = Integer.MAX\_VALUE; for (int ind = i; ind <= j; ind++) {

int ans = cuts.get(j + 1) - cuts.get(i - 1) + f(i, ind - 1, cuts, dp) +

f(ind + 1, j, cuts, dp);

mini = Math.min(mini, ans);

}

return dp[i][j] = mini;

}

// Function to calculate the minimum cost

static int cost(int n, int c, ArrayList<Integer> cuts) {

// Modify the cuts array cuts.add(n);

cuts.add(0); Collections.sort(cuts);

int[][] dp = new int[c + 1][c + 1];

for (int[] row : dp) { Arrays.fill(row, -1);

}

return f(1, c, cuts, dp);

}

public static void main(String[] args) {

ArrayList<Integer> cuts = new ArrayList<>(Arrays.asList(3, 5, 1, 4)); int c = cuts.size();

int n = 7;

System.out.println("The minimum cost incurred: " + cost(n, c, cuts));

}

}

C++

#include <bits/stdc++.h> using namespace std;

// Function to calculate the minimum cost incurred

int findMinimumCost(int i, int j, vector<int> &cuts, vector<vector<int>> &dp) {

// Base case: If i is greater than j, there are no cuts to consider. if (i > j) {

return 0;

}

if (dp[i][j] != -1) { return dp[i][j];

}

int mini = INT\_MAX;

for (int ind = i; ind <= j; ind++) {

// Calculate the cost for making a cut at position 'ind'. int ans = cuts[j + 1] - cuts[i - 1] +

findMinimumCost(i, ind - 1, cuts, dp) + findMinimumCost(ind + 1, j, cuts, dp);

mini = min(mini, ans);

}

return dp[i][j] = mini;

}

// Function to compute the minimum cost

int minimumCost(int n, int c, vector<int> &cuts) {

// Modify the cuts array by adding 0 at the beginning and 'n' at the end. cuts.push\_back(n);

cuts.insert(cuts.begin(), 0); sort(cuts.begin(), cuts.end());

// Create a DP table to store calculated values. vector<vector<int>> dp(c + 1, vector<int>(c + 1, -1));

// Call the recursive function to find the minimum cost. return findMinimumCost(1, c, cuts, dp);

}

int main() {

vector<int> cuts = {3, 5, 1, 4}; int c = cuts.size();

int n = 7;

cout << "The minimum cost incurred is: " << minimumCost(n, c, cuts) << endl;

return 0;

}

Python

def min\_cost(n, c, cuts):

# Define a 2D memoization table to store intermediate results

dp = [[-1] \* (c + 1) for \_ in range(c + 1)]

# Extend the cuts list with 0 and n, and sort it cuts = [0] + cuts + [n]

cuts.sort()

# Recursive function to find the minimum cost def f(i, j):

# Base case if i > j:

return 0

if dp[i][j] != -1:

return dp[i][j]

mini = float('inf')

for ind in range(i, j + 1):

ans = cuts[j + 1] - cuts[i - 1] + f(i, ind - 1) + f(ind + 1, j) mini = min(mini, ans)

dp[i][j] = mini return mini

return f(1, c)

if name == " main ": cuts = [3, 5, 1, 4]

c = len(cuts) n = 7

print("The minimum cost incurred:", min\_cost(n, c, cuts))

Problem-2 Coin Change Problem Problem Description:

Given a total amount amount and a list of coins (available denominations), find the number of distinct ways to make up that amount using any number of coins from the list. You may use each coin denomination an unlimited number of times.

Concept:

This is a variation of the Unbounded Knapsack problem and can be solved using Dynamic Programming. Input Format:

First line: Integer amount – the total sum to make. Second line: Integer n – the number of coin types.

Third line: n space-separated integers – the denominations of the coins.

Output Format:

One integer – the total number of ways to make the given amount.

Example:

Input:

4

3

1 2 3

Output:

4

Explanation: The four ways are: 1+1+1+1

1+1+2

2+2

1+3

Python

def count\_ways(amount, coins): dp = [0] \* (amount + 1)

dp[0] = 1 # Base case

for coin in coins:

for x in range(coin, amount + 1): dp[x] += dp[x - coin]

return dp[amount]

# Input

amount = int(input()) n = int(input())

coins = list(map(int, input().split())) print(count\_ways(amount, coins))

Java

import java.util.\*;

public class CoinChange {

public static int countWays(int amount, int[] coins) { int[] dp = new int[amount + 1];

dp[0] = 1;

for (int coin : coins) {

for (int i = coin; i <= amount; i++) { dp[i] += dp[i - coin];

}

}

return dp[amount];

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int amount = sc.nextInt();

int n = sc.nextInt(); int[] coins = new int[n]; for (int i = 0; i < n; i++) {

coins[i] = sc.nextInt();

}

System.out.println(countWays(amount, coins));

}

}

C

#include <stdio.h>

int countWays(int coins[], int n, int amount) { int dp[amount + 1];

for (int i = 0; i <= amount; i++) dp[i] = 0; dp[0] = 1;

for (int i = 0; i < n; i++) {

for (int j = coins[i]; j <= amount; j++) { dp[j] += dp[j - coins[i]];

}

}

return dp[amount];

}

int main() {

int amount, n; scanf("%d", &amount); scanf("%d", &n);

int coins[n];

for (int i = 0; i < n; i++) { scanf("%d", &coins[i]);

}

printf("%d\n", countWays(coins, n, amount)); return 0;

}

Test Cases

Test Amount Coins Expected Output Explanation

1 4 [1, 2, 3] 4 1+1+1+1, 1+1+2, 2+2, 1+3

1. 10 [2, 5, 3, 6] 5 Standard DP coin change case

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 3 | 5 | [1, 2] | 3 | 1+1+1+1+1, 1+1+1+2, 1+2+2 |
| 4 | 3 | [2] | 0 | Cannot make 3 with 2 |
| 5 | 0 | [1, 2, 3] | 1 | Only 1 way (no coins used) |
| 6 | 6 | [1, 5] | 2 | 1+1+1+1+1+1 and 1+5 |
| 7 | 8 | [2, 3, 5] | 6 | Multiple combinations |
| 8 | 7 | [1, 2, 3] | 8 | Many ways with small coins |
| 9 | 4 | [2, 3, 5] | 1 | Only 2+2 |
| 10 | 1 | [1] | 1 | Only 1 way using coin 1 |

Problem-3: Permutations of a String Problem Description:

Given a string S, generate all unique permutations of the string in lexicographical order. Input Format:

A single line containing the string S (consisting of lowercase/uppercase alphabets, no spaces).

Output Format:

Print all unique permutations of the string, one per line, in lexicographical order. Example:

Input: abc Output: abc

acb bac bca cab

cba

Python

from itertools import permutations

def string\_permutations(s):

perm\_set = sorted(set(permutations(s))) for p in perm\_set:

print("".join(p))

# Input

s = input().strip() string\_permutations(s)

Java

import java.util.\*;

public class StringPermutations {

static void permute(String str, String ans, Set<String> result) { if (str.length() == 0) {

result.add(ans);

return;

}

for (int i = 0; i < str.length(); i++) {

permute(str.substring(0, i) + str.substring(i + 1), ans + str.charAt(i), result);

}

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); String str = sc.next();

Set<String> result = new TreeSet<>(); permute(str, "", result);

for (String s : result) { System.out.println(s);

}

}

}

C

#include <stdio.h> #include <string.h> #include <stdlib.h>

void swap(char \*x, char \*y) { char tmp = \*x;

\*x = \*y;

\*y = tmp;

}

int compare(const void \*a, const void \*b) { return strcmp(\*(char \*\*)a, \*(char \*\*)b);

}

void permute(char \*str, int l, int r, char \*\*result, int \*index) { if (l == r) {

result[(\*index)] = strdup(str); (\*index)++;

} else {

for (int i = l; i <= r; i++) { swap((str + l), (str + i));

permute(str, l + 1, r, result, index); swap((str + l), (str + i)); // backtrack

}

}

}

int main() { char str[100];

scanf("%s", str); int n = strlen(str); int size = 1;

for (int i = 1; i <= n; i++) size \*= i;

char \*\*result = (char \*\*)malloc(size \* sizeof(char \*)); int index = 0;

permute(str, 0, n - 1, result, &index);

qsort(result, index, sizeof(char \*), compare);

for (int i = 0; i < index; i++) {

if (i == 0 || strcmp(result[i], result[i - 1]) != 0) printf("%s\n", result[i]);

free(result[i]);

}

free(result); return 0;

}

Test Cases

Test Case Input Expected Output (Sorted)

|  |  |  |
| --- | --- | --- |
| 1 | abc | abc, acb, bac, bca, cab, cba |
| 2 | aab | aab, aba, baa |
| 3 | a | a |
| 4 | ab | ab, ba |
| 5 | xyz | xyz, xzy, yxz, yzx, zxy, zyx |
| 6 | aaa | aaa |
| 7 | abcd | 24 permutations in sorted order |
| 8 | bca | abc, acb, bac, bca, cab, cba |
| 9 | aaab | aaab, aaba, abaa, baaa |
| 10 | abac | aabc, aacb, abac, abca, acab, acba, baac, baca, bcaa, caab, caba, cbaa |

Problem-4: Maximum Product Subarray Problem Description:

Given an integer array nums, find the contiguous subarray (containing at least one number) which has the largest product, and return that product.

Key Insight:

This problem is similar to the maximum subarray sum problem (Kadane’s Algorithm), but with a twist:

Multiplication with a negative number flips signs, so we track: max\_so\_far → maximum product up to current index min\_so\_far → minimum product up to current index

Swap them when encountering a negative number

Input Format:

First line: An integer n (number of elements)

Second line: n space-separated integers representing the array nums Output Format:

A single integer – the maximum product of a contiguous subarray.

Example:

Input:

4

2 3 -2 4

Output:

6

Explanation: The subarray [2, 3] has the largest product = 6 Python

def max\_product(nums): if not nums:

return 0

max\_so\_far = min\_so\_far = result = nums[0]

for num in nums[1:]:

if num < 0:

max\_so\_far, min\_so\_far = min\_so\_far, max\_so\_far

max\_so\_far = max(num, num \* max\_so\_far) min\_so\_far = min(num, num \* min\_so\_far)

result = max(result, max\_so\_far)

return result

# Input

n = int(input())

nums = list(map(int, input().split())) print(max\_product(nums))

Java

import java.util.\*;

public class MaxProductSubarray {

public static int maxProduct(int[] nums) { int max\_so\_far = nums[0];

int min\_so\_far = nums[0]; int result = nums[0];

for (int i = 1; i < nums.length; i++) { int temp = max\_so\_far;

if (nums[i] < 0) {

max\_so\_far = min\_so\_far; min\_so\_far = temp;

}

max\_so\_far = Math.max(nums[i], nums[i] \* max\_so\_far); min\_so\_far = Math.min(nums[i], nums[i] \* min\_so\_far);

result = Math.max(result, max\_so\_far);

}

return result;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

int[] nums = new int[n]; for (int i = 0; i < n; i++)

nums[i] = sc.nextInt(); System.out.println(maxProduct(nums));

}

}

C

#include <stdio.h>

int max(int a, int b) { return a > b ? a : b; } int min(int a, int b) { return a < b ? a : b; }

int maxProduct(int\* nums, int n) { int max\_so\_far = nums[0];

int min\_so\_far = nums[0]; int result = nums[0];

for (int i = 1; i < n; i++) { int temp = max\_so\_far;

if (nums[i] < 0) {

max\_so\_far = min\_so\_far; min\_so\_far = temp;

}

max\_so\_far = max(nums[i], nums[i] \* max\_so\_far); min\_so\_far = min(nums[i], nums[i] \* min\_so\_far);

result = max(result, max\_so\_far);

}

return result;

}

int main() { int n;

scanf("%d", &n); int nums[n];

for (int i = 0; i < n; i++) { scanf("%d", &nums[i]);

}

printf("%d\n", maxProduct(nums, n)); return 0;

}

Test Cases

Test Case Input Output Explanation

1 4

2 3 -2 4 6 [2,3] has product 6

2 5

-2 0 -1 3 4 12 [3,4] = 12

|  |  |  |  |
| --- | --- | --- | --- |
| 3 | 3 |  | |
| -2 3 -4 | 24 | [-2, 3, -4] = 24 | |
| 4 | 6 |  | |
| -1 -3 -10 0 60 -260 | | | [60] |

|  |  |  |
| --- | --- | --- |
| 5 | 1 |  |
| 0 | 0 | Zero product |
| 6 | 2 |  |
| -2 -3 | 6 | [-2, -3] = 6 |
| 7 | 3 |  |

|  |  |  |
| --- | --- | --- |
| 0 2 0 | 2 | [2] |
| 8 | 4 |  |
| 1 2 3 4 | 24 | Entire array |
| 9 | 5 |  |
| -1 -2 -3 | -4 -5 | 120 Whole array = 120 |
| 10 | 6 |  |

2 -5 -2 -4 3 1 240 Subarray [-5, -2, -4, 3] = 240

Problem-5: Minimum Number of Platforms Required Problem Description:

Given two arrays:

arrival[] — Arrival times of trains departure[] — Departure times of trains

Find the minimum number of railway platforms required so that no train has to wait. Core Logic:

We want to track the number of trains at the station at any moment. We: Sort the arrival and departure arrays.

Use two pointers to simulate the timeline. For every train:

If a train arrives before the earliest departure → increase platform count. If a train departs → free up a platform.

Input Format:

First line: Integer n, the number of trains.

Second line: n space-separated arrival times (in 24-hour format, e.g., 900 for 9:00 AM). Third line: n space-separated departure times.

Output Format:

One integer: minimum number of platforms needed.

Example:

Input:

6

900 940 950 1100 1500 1800

910 1200 1120 1130 1900 2000

Output:

3

Explanation: At time 950, there are 3 trains at the station.

Python

def find\_min\_platforms(arrival, departure): arrival.sort()

departure.sort()

n = len(arrival) platforms = 1

max\_platforms = 1

i = 1 # arrival pointer

j = 0 # departure pointer

while i < n and j < n:

if arrival[i] <= departure[j]:

platforms += 1

i += 1

else:

platforms -= 1

j += 1

max\_platforms = max(max\_platforms, platforms)

return max\_platforms

# Input

n = int(input())

arrival = list(map(int, input().split())) departure = list(map(int, input().split())) print(find\_min\_platforms(arrival, departure))

Java

import java.util.\*;

public class MinPlatforms {

public static int findPlatforms(int[] arr, int[] dep) { Arrays.sort(arr);

Arrays.sort(dep);

int n = arr.length;

int platforms = 1, maxPlatforms = 1; int i = 1, j = 0;

while (i < n && j < n) { if (arr[i] <= dep[j]) {

platforms++; i++;

} else {

platforms--; j++;

}

maxPlatforms = Math.max(maxPlatforms, platforms);

}

return maxPlatforms;

}

public static void main(String[] args) { Scanner sc = new Scanner(System.in); int n = sc.nextInt();

int[] arrival = new int[n]; int[] departure = new int[n];

for (int i = 0; i < n; i++) arrival[i] = sc.nextInt();

for (int i = 0; i < n; i++) departure[i] = sc.nextInt(); System.out.println(findPlatforms(arrival, departure));

}

}

C

#include <stdio.h> #include <stdlib.h>

int compare(const void \*a, const void \*b) { return (\*(int \*)a - \*(int \*)b);

}

int findMinPlatforms(int arr[], int dep[], int n) { qsort(arr, n, sizeof(int), compare); qsort(dep, n, sizeof(int), compare);

int platforms = 1, maxPlatforms = 1; int i = 1, j = 0;

while (i < n && j < n) { if (arr[i] <= dep[j]) {

platforms++; i++;

} else {

platforms--; j++;

}

if (platforms > maxPlatforms) maxPlatforms = platforms;

}

return maxPlatforms;

}

int main() { int n;

scanf("%d", &n);

int arr[n], dep[n];

for (int i = 0; i < n; i++) scanf("%d", &arr[i]);

for (int i = 0; i < n; i++) scanf("%d", &dep[i]); printf("%d\n", findMinPlatforms(arr, dep, n)); return 0;

}

Test Cases

Test Arrival Times Departure Times Output Explanation

1 900 940 950 1100 1500 1800 910 1200 1120 1130 1900 2000 3 Max 3 trains at station

around 950

2 900 1100 1235 1000 1200 12401 No overlap

1. 1000 1015 1030 1045 1020 1035 1050 1100 2 Overlaps between each arrival
2. 900 905 915 925 930 940 950 955 4 All overlap
3. 900 910 1 Only one train

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 6 | 900 940 950 | 1000 1030 10502 | | Overlaps with gaps | |
| 7 | 800 900 1000 | 830 930 1030 2 | | Trains overlap sequentially | |
| 8 | 1000 1005 10101015 1020 10253 | | | Fully overlapping | |
| 9 | 1200 1210 12251230 1240 12503 | | | All trains overlap at different points | |
| 10 | 900 1100 1230 1500 | | 1000 1130 1300 1600 1 | | No overlapping trains |

Sample 1:

A diligent student has S hours to study for upcoming exams. There are C subjects to study. Studying subject i for one hour increases their understanding by Ui units. Due to time constraints and diminishing returns, the student can study each unique subject for a maximum of 2 hours. The student wants to achieve a total understanding of at least T units. Calculate the minimum total study hours required to reach a total understanding of T or more. If it's impossible to reach a total understanding of T even after studying each subject for the maximum allowed time, return -1.

Parameters:

* S: INTEGER (Total study hours available, 1≤S≤105)
* C: INTEGER (Number of subjects, 1≤C≤105)
* U: INTEGER ARRAY (Array of size C, where U[i] is the understanding gained per hour of studying

subject i, 1≤U[i]≤105)

* T: INTEGER (Target total understanding, 1≤T≤2×1010)

Test Cases: Case 1:

Input:

10

2

5

3

18

Output:

4

* S=10
* C=2
* U=[5,3]
* T=18

Study subject 0 for 2 hours (gain 2×5=10 understanding). Study subject 1 for 2 hours (gain 2×3=6 understanding). Total understanding = 10+6=16, which is less than 18. We need to study more. Since we've reached the maximum time for each subject, it's impossible to reach the target. Oh wait, the question asks for the minimum hours to reach at least T.

Let's rethink Case 1: Study subject 0 for 2 hours (10 understanding). Study subject 1 for 2 hours (6 understanding). Total 16. We haven't reached 18. The maximum understanding we can get is 2×5+2×3=16. Since this is less than 18, the answer should be -1.

Case 2: Input:

5

3

2

1

4

7

Output:

2

* S=5
* C=3
* U=[2,1,4]
* T=7

Study subject 2 for 2 hours (gain 2×4=8 understanding). Total hours = 2, total understanding = 8 (which is

≥7).

Case 3:

Input:

3

3

1

5

2

12

Output:

-1

* S=3
* C=3
* U=[1,5,2]
* T=12

Maximum understanding achievable is 2×1+2×5+2×2=2+10+4=16. Since 16<12 is false, the maximum is 16, which is greater than or equal to 12. Let's trace the minimum hours.

Study subject 1 for 2 hours (10 understanding, 2 hours). Study subject 2 for 1 hour (2 understanding, 1 hour). Total understanding = 12, total hours = 3.

Wait, the maximum understanding is 16, which is greater than 12. We need the minimum hours. Let's re-rethink Case 3: Sort U in descending order: [5,2,1]. Study subject with U=5 for 2 hours (10

understanding, 2 hours). Remaining target = 12−10=2. Study subject with U=2 for 1 hour (2

understanding, 1 hour). Remaining target = 2−2=0. Total hours = 2+1=3.

Case 4:

Input:

6

2

1

2

6

Output 4

* S=6
* C=2
* U=[1,2]
* T=6

Study subject with U=2 for 2 hours (4 understanding, 2 hours). Remaining target = 6−4=2. Study subject

with U=1 for 2 hours (2 understanding, 2 hours). Remaining target = 2−2=0. Total hours = 2+2=4.

.

Solution:

def solve():

s = int(input()) c = int(input())

u = [int(input()) for \_ in range(c)] t = int(input())

max\_understanding = sum(2 \* val for val in u)

if max\_understanding < t:

print(-1) return

subjects\_with\_indices = sorted([(u[i], i) for i in range(c)], key=lambda x: x[0], reverse=True)

total\_understanding = 0

hours\_studied = 0 study\_counts = [0] \* c

for understanding\_per\_hour, original\_index in subjects\_with\_indices:

while study\_counts[original\_index] < 2 and total\_understanding < t and hours\_studied < s: total\_understanding += understanding\_per\_hour

hours\_studied += 1

study\_counts[original\_index] += 1 if total\_understanding >= t:

print(hours\_studied) return

# This part should ideally not be reached if the initial max\_understanding check is correct # However, it's a safeguard.

if total\_understanding >= t: print(hours\_studied)

else:

print(-1)

solve()

Explanation of the Code:

1. Read Input: The code first reads the input values for S (total study hours), C (number of subjects), the array U (understanding per hour for each subject), and T (target total understanding).
2. Calculate Maximum Possible Understanding: It calculates the maximum possible understanding the student can gain by studying each of the C subjects for the maximum allowed 2 hours.
3. Check if Target is Reachable: If the max\_understanding is less than the target understanding T, it's impossible to reach the target, so the code prints -1 and returns.
4. Sort Subjects by Understanding Gain: The subjects are sorted in descending order based on the understanding gained per hour (U[i]). This greedy approach prioritizes studying the subjects that provide the most understanding per hour first, aiming to reach the target in the minimum number of hours. The original index of each subject is also stored to keep track of the study limit per subject.
5. Iterate Through Subjects: The code iterates through the sorted subjects. For each subject:
   * It checks if the student has studied this subject for less than 2 hours (study\_counts[original\_index]

< 2), if the total\_understanding is still less than the target T, and if the hours\_studied are within the total available study hours S.

* + If all these conditions are true, the student studies the subject for one hour, increasing the total\_understanding by understanding\_per\_hour, incrementing hours\_studied, and updating the study\_counts for that subject.
  + If the total\_understanding reaches or exceeds the target T, the code prints the hours\_studied and returns.

1. Final Check (Safeguard): After the loop, there's a final check to see if the total\_understanding has reached the target. While the initial max\_understanding check should prevent the target from being unreachable within the time limit if a solution exists, this acts as a safeguard. If the target is reached, the hours\_studied are printed; otherwise, -1 is printed (although this scenario should ideally be caught by the initial check).

2)

A student is collecting stickers from different series. There are N stickers in total, and their series are represented by an array Series. If two stickers have the same value in Series, they belong to the same series. The student wants to collect as many unique stickers as possible. They follow a specific collecting pattern:

* + They can start by collecting any number of unique stickers from one or more different series in their first step.
  + If they collect K unique stickers in one step, the next step they take must involve collecting 2∗K unique stickers from entirely different series (none of the series can be the same as the ones collected from in previous steps).
  + They can never collect from a series they have collected from before. Find the maximum total number of unique stickers the student can collect. Parameters:
  + N: INTEGER (Total number of stickers, 1≤N≤105)
  + Series: INTEGER ARRAY (Array of size N, where Series[i] denotes the series of the i-th sticker,

1≤Series[i]≤109)

Test Cases:

Case 1: Input: 7

1

2

2

1

3

1

3

Output:

3

* + Unique series: {1, 2, 3}. Number of unique stickers per series: 1 for each.
  + Possible sequences:
  + Start with 1 (from series 1) -> next must be 2 (1 from series 2, 1 from series 3). Total = 1 + 2 = 3.
  + Start with 1 (from series 2) -> next must be 2 (1 from series 1, 1 from series 3). Total = 1 + 2 = 3.
  + Start with 1 (from series 3) -> next must be 2 (1 from series 1, 1 from series 2). Total = 1 + 2 = 3.
  + Start with 2 (1 from series 1, 1 from series 2) -> next must be 4 (impossible with only 1 unique

from series 3). Total = 2.

* + Start with 2 (1 from series 1, 1 from series 3) -> next must be 4 (impossible with only 1 unique

from series 2). Total = 2.

* + Start with 2 (1 from series 2, 1 from series 3) -> next must be 4 (impossible with only 1 unique

from series 1). Total = 2.

* + Start with 3 (1 from series 1, 1 from series 2, 1 from series 3) -> next must be 6 (impossible). Total

= 3.

Case 2: Input: 10

1

1

2

2

2

3

3

3

3

4

Output:

4

* + Unique series: {1, 2, 3, 4}. Number of unique stickers per series: 1 for each.
  + Possible sequences:
  + Start 1 (series 1) -> next 2 (series 2 & 3) -> next 4 (series 4 - impossible). Total = 3.
  + Start 1 (series 1) -> next 2 (series 2 & 4) -> next 4 (series 3 - impossible). Total = 3.
  + Start 1 (series 1) -> next 2 (series 3 & 4) -> next 4 (series 2 - impossible). Total = 3.
  + Start 1 (series 2) -> next 2 (series 1 & 3) -> next 4 (series 4 - impossible). Total = 3.
  + Start 1 (series 2) -> next 2 (series 1 & 4) -> next 4 (series 3 - impossible). Total = 3.
  + Start 1 (series 2) -> next 2 (series 3 & 4) -> next 4 (series 1 - impossible). Total = 3.
  + Start 1 (series 3) -> next 2 (series 1 & 2) -> next 4 (series 4 - impossible). Total = 3.
  + Start 1 (series 3) -> next 2 (series 1 & 4) -> next 4 (series 2 - impossible). Total = 3.
  + Start 1 (series 3) -> next 2 (series 2 & 4) -> next 4 (series 1 - impossible). Total = 3.
  + Start 1 (series 4) -> next 2 (series 1 & 2) -> next 4 (series 3 - impossible). Total = 3.
  + Start 1 (series 4) -> next 2 (series 1 & 3) -> next 4 (series 2 - impossible). Total = 3.
  + Start 1 (series 4) -> next 2 (series 2 & 3) -> next 4 (series 1 - impossible). Total = 3.
  + Start 2 (series 1 & 2) -> next 4 (series 3 & 4). Total = 2 + 2 = 4.
  + Start 2 (series 1 & 3) -> next 4 (series 2 & 4). Total = 2 + 2 = 4.
  + Start 2 (series 1 & 4) -> next 4 (series 2 & 3). Total = 2 + 2 = 4.
  + Start 2 (series 2 & 3) -> next 4 (series 1 & 4). Total = 2 + 2 = 4.
  + Start 2 (series 2 & 4) -> next 4 (series 1 & 3). Total = 2 + 2 = 4.
  + Start 2 (series 3 & 4) -> next 4 (series 1 & 2). Total = 2 + 2 = 4.

Case 3: Input: 4

1

1

1

1

Output:

1

* + Unique series: {1}. Number of unique stickers per series: 1.
  + Can only start with 1, cannot proceed as there are no other series. Case 4:

Input:

8

1

2

3

4

5

6

7

8

Output:

7

* + Unique series: {1, 2, 3, 4, 5, 6, 7, 8}. One unique sticker per series.
  + Start 1 -> next 2 -> next 4. Total = 1 + 2 + 4 = 7. Cannot go to 8.

This sticker collection problem captures the essence of the original restaurant dish problem with the constraints of sequential steps, doubling the count, and not repeating the "type" (series). The goal remains to maximize the total number of unique items collected.

Solution:

from collections import Counter

def solve():

n = int(input())

series = [int(input()) for \_ in range(n)] unique\_series\_counts = Counter(series) unique\_series = set(series) num\_unique\_series = len(unique\_series) max\_stickers = 0

def find\_max\_stickers(collected\_series, current\_stickers, next\_collection\_size): nonlocal max\_stickers

max\_stickers = max(max\_stickers, current\_stickers)

remaining\_series = unique\_series - collected\_series num\_remaining = len(remaining\_series)

if num\_remaining >= next\_collection\_size and next\_collection\_size > 0: from itertools import combinations

for next\_group in combinations(remaining\_series, next\_collection\_size): find\_max\_stickers(

collected\_series | set(next\_group), current\_stickers + next\_collection\_size, next\_collection\_size \* 2

)

# Try starting with collecting 's' unique stickers from 's' different series for start\_size in range(1, num\_unique\_series + 1):

from itertools import combinations

for initial\_group in combinations(unique\_series, start\_size): find\_max\_stickers(set(initial\_group), start\_size, start\_size \* 2)

print(max\_stickers)

solve()

Q3)

You are given an array A of size N containing integers. You are allowed to choose at most one pair of adjacent elements (distance of 1) and swap them. Find the lexicographically smallest array possible after performing at most one such swap.

Parameters:

* + N: INTEGER (Size of the array A, 1≤N≤105)
  + A: INTEGER ARRAY (Array of N integers, 1≤A[i]≤105)

Test Cases:

Case 1:

Input:

3

3

2

1

Output:

2 3 1

* + N=3
  + A=[3,2,1]
  + Swapping 3 and 2 gives [2,3,1].
  + Swapping 2 and 1 gives [3,1,2].
  + [2,3,1] is the lexicographically smallest. Case 2:

Input:

4

1

2

3

4

Output:

1 2 3 4

* + N=4
  + A=[1,2,3,4]
  + Any adjacent swap will result in a lexicographically larger array. Case 3:

Input:

4

2

1

3

1

Output:

1 2 3 1

* + N=4
  + A=[2,1,3,1]
  + Swapping 2 and 1 gives [1,2,3,1].
  + Swapping 1 and 3 gives [2,3,1,1].
  + Swapping 3 and 1 gives [2,1,1,3].
  + [1,2,3,1] is the lexicographically smallest.

Case 4:

Input:

5

5

1

4

2

8

Output:

1 5 4 2 8

* + N=5
  + A=[5,1,4,2,8]
  + Swapping 5 and 1 gives [1,5,4,2,8].
  + Swapping 1 and 4 gives [5,4,1,2,8].
  + Swapping 4 and 2 gives [5,1,2,4,8].
  + Swapping 2 and 8 gives [5,1,4,8,2].
  + [1,5,4,2,8] is the lexicographically smallest. Why it's Similar:
  + Single Modification: You are allowed to perform at most one operation (one swap in both problems).
  + Constraint on the Operation: The swap has a constraint (distance at most K in the original, distance exactly 1 in this similar question).
  + Lexicographical Ordering: The goal is to find the lexicographically smallest array after the allowed operation.
  + Checking Possibilities: The core logic to solve both involves trying all valid single swaps and comparing the resulting arrays lexicographically to find the smallest one.

Solution :

def solve():

n = int(input())

a = [int(input()) for \_ in range(n)]

best\_a = list(a)

for i in range(n - 1):

temp\_a = list(a)

temp\_a[i], temp\_a[i + 1] = temp\_a[i + 1], temp\_a[i] if temp\_a < best\_a:

best\_a = temp\_a

print(\*best\_a)

# Test Case 1 print("Test Case 1:")

input1\_n = 3

input1\_a = [3, 2, 1]

inputs1 = [str(input1\_n)] + [str(x) for x in input1\_a] original\_input = builtins .input

builtins .input = lambda: inputs1.pop(0) solve()

builtins .input = original\_input print("Expected Output: 2 3 1")

print("-" \* 20)

# Test Case 2

print("Test Case 2:")

input2\_n = 4

input2\_a = [1, 2, 3, 4]

inputs2 = [str(input2\_n)] + [str(x) for x in input2\_a] original\_input = builtins .input

builtins .input = lambda: inputs2.pop(0) solve()

builtins .input = original\_input print("Expected Output: 1 2 3 4")

print("-" \* 20)

# Test Case 3 print("Test Case 3:")

input3\_n = 4

input3\_a = [2, 1, 3, 1]

inputs3 = [str(input3\_n)] + [str(x) for x in input3\_a] original\_input = builtins .input

builtins .input = lambda: inputs3.pop(0) solve()

builtins .input = original\_input print("Expected Output: 1 2 3 1")

print("-" \* 20)

# Test Case 4 print("Test Case 4:")

input4\_n = 5

input4\_a = [5, 1, 4, 2, 8]

inputs4 = [str(input4\_n)] + [str(x) for x in input4\_a]

original\_input = builtins .input

builtins .input = lambda: inputs4.pop(0) solve()

builtins .input = original\_input print("Expected Output: 1 5 4 2 8")

print("-" \* 20)

You are given an array A of size N containing positive integers. You can rearrange the elements of this array in any order. You want to partition this rearranged array into some contiguous subarrays such that all the subarrays have the same sum. You want to make the number of subarrays as large as possible.

What is the maximum number of subarrays you can get? Parameters:

* N: INTEGER (Size of the array A, 1≤N≤2×105)
* A: INTEGER ARRAY (Array of N positive integers, 1≤A[i]≤109)

Test Cases: Case 1: Input:

5

1

2

1

2

1

Output:

3

* Sum of the array = 1 + 2 + 1 + 2 + 1 = 7.
* We can rearrange it as [1,1,1,2,2].
* We can partition it into 3 subarrays with sum 37 (not possible with integers).
* Let's rethink. The subarrays must have the same sum.
* Rearrange as [1,1,2,1,2]. Sum = 6. Possible partitions with equal sum:
* [1,1,2] (sum 4), [1,2] (sum 3) - No.
* Rearrange as [1,2,1,2,1]. Sum = 7. Not divisible by any number > 1. Output should be 1.
* Correction: Sum = 7. Only 1 subarray is possible. Output should be 1.

Case 2:

Input:

6

1

2

3

1

2

3

Output:

2

* Sum of the array = 1 + 2 + 3 + 1 + 2 + 3 = 12.
* We can rearrange it as [1,2,3,1,2,3].
* We can partition it into 2 subarrays with sum 12/2=6: [1,2,3], [1,2,3]. Case 3:

Input:

4

1

1

1

1

Output:

4

* Sum of the array = 1 + 1 + 1 + 1 = 4.
* We can rearrange it as [1,1,1,1].
* We can partition it into 4 subarrays with sum 4/4=1: [1], [1], [1], [1].

Case 4:

Input:

8

1

1

2

2

1

1

2

2

Output:

4

* Sum of the array = 1 + 1 + 2 + 2 + 1 + 1 + 2 + 2 = 12.
* We can rearrange it as [1,1,1,1,2,2,2,2].
* We can partition it into 4 subarrays with sum 12/4=3: [1,1,1], [1,2], [2,1], [2] - No.
* Rearrange as [1,2],[1,2],[1,2],[1,2]. Sum per subarray = 3.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as [1,1],[1,1],[2],[2],[2],[2] - No.
* Rearrange as [1,1,2],[1,1,2],[2],[2] - No.
* Rearrange as $[1, 1], [1,

Solution :

from collections import Counter import math

def solve():

n = int(input())

a = list(map(int, input().split())) total\_sum = sum(a) max\_subarrays = 1

for num\_subarrays in range(1, n + 1):

if total\_sum % num\_subarrays == 0:

subarray\_sum = total\_sum // num\_subarrays

subarray\_length = n // num\_subarrays if num\_subarrays > 0 else 0 if n % num\_subarrays == 0:

required\_counts = Counter() for x in a:

required\_counts[x] += 1

possible = True

for \_ in range(num\_subarrays):

current\_subarray\_counts = Counter() current\_subarray\_sum = 0 temp\_counts = required\_counts.copy() elements\_added = 0

for val in sorted(temp\_counts.keys()):

while temp\_counts[val] > 0 and current\_subarray\_sum + val <= subarray\_sum and elements\_added < subarray\_length:

current\_subarray\_counts[val] += 1 current\_subarray\_sum += val temp\_counts[val] -= 1

elements\_added += 1

if current\_subarray\_sum != subarray\_sum or elements\_added != subarray\_length: possible = False

break else:

required\_counts -= current\_subarray\_counts

if possible:

max\_subarrays = max(max\_subarrays, num\_subarrays)

print(max\_subarrays)

# Test Case 1 print("Case #1:")

input1\_n = 5

input1\_a = [1, 2, 1, 2, 1]

inputs1 = [str(input1\_n), " ".join(map(str, input1\_a))] original\_input = builtins .input

builtins .input = lambda: inputs1.pop(0) solve()

builtins .input = original\_input print("Expected Output: 1")

print("-" \* 20)

# Test Case 2 print("Case #2:")

input2\_n = 6

input2\_a = [1, 2, 3, 1, 2, 3]

inputs2 = [str(input2\_n), " ".join(map(str, input2\_a))] original\_input = builtins .input

builtins .input = lambda: inputs2.pop(0) solve()

builtins .input = original\_input print("Expected Output: 2")

print("-" \* 20)

# Test Case 3 print("Case #3:")

input3\_n = 4

input3\_a = [1, 1, 1, 1]

inputs3 = [str(input3\_n), " ".join(map(str, input3\_a))] original\_input = builtins .input

builtins .input = lambda: inputs3.pop(0) solve()

builtins .input = original\_input print("Expected Output: 4")

print("-" \* 20)

# Test Case 4 print("Case #4:")

input4\_n = 8

input4\_a = [1, 1, 2, 2, 1, 1, 2, 2]

inputs4 = [str(input4\_n), " ".join(map(str, input4\_a))] original\_input = builtins .input

builtins .input = lambda: inputs4.pop(0)

solve()

builtins .input = original\_input print("Expected Output: 4")

print("-" \* 20)

Problem: Convert Array into a Valley

You are given an array of size N. You need to transform this array into a valley. By valley, we mean:

* The ends of the array must be equal.
* As you move from both ends to the center, each next element should be exactly one less than the previous until a minimum is reached in the middle.
* Think of the array shape like a valley, decreasing toward the center and then mirroring back up.

The array should be symmetric and the difference between adjacent elements must be exactly 1 as you approach the center.

✅ Examples of valleys:

* [3, 2, 1, 2, 3] ✅
* [5, 4, 3, 4, 5] ✅
* [6, 5, 4, 4, 5, 6] ✅

❌ Not valleys:

* [3, 2, 0, 2, 3] ❌ (jumps by 2)
* [1, 0, -2, 0, 1] ❌ (jumps by more than 1)

Cç' Your Task:

Find the minimum number of elements that should be changed in order to make the array a valley. You can make any changes (including making elements negative or zero).

⬛ Input Format:

* The first line contains an integer N — the number of elements in the array.

1 ≤ N ≤ 10^5

* The second line contains N integers — the elements of the array. Each element is between -10^6 and 10^6

ˆJ \_ Output Format:

* A single integer — the minimum number of changes required to convert the array into a valley.

^" Test Cases:

Test Case 1:

makefile CopyEdit Input:

5

1 2 3 4 5

Output:

2

Explanation: Convert to [3,2,1,2,3]. Change first 1 to 3 and last 5 to 3.

Test Case 2: makefile CopyEdit Input:

7

2 2 3 4 3 2 2

Output:

3

Explanation: Convert to [4,3,2,1,2,3,4]. Change 3 elements.

Test Case 3:

makefile CopyEdit Input:

6

4 4 3 3 2 2

Output:

3

Explanation: Convert to [4,3,2,2,3,4]. Change 3 elements.

def solve():

n = int(input())

arr = list(map(int, input().split())) min\_changes = n

for mid in range((n + 1) // 2):

for peak in range(1, 2 \* 10\*\*5 + 2): # Iterate through a reasonable range of peak values temp\_arr = [0] \* n

changes = 0

# Construct the left side of the valley possible = True

for i in range(mid):

expected = peak - (mid - i) if expected <= 0:

possible = False break

temp\_arr[i] = expected

if i < n and arr[i] != expected: changes += 1

if not possible:

continue

# Construct the center of the valley if mid < n:

temp\_arr[mid] = peak

if mid < n and arr[mid] != peak: changes += 1

# Construct the right side of the valley for i in range(mid + 1, n):

expected = peak - (i - mid) if expected <= 0:

possible = False break

temp\_arr[i] = expected

if i < n and arr[i] != expected: changes += 1

if possible:

min\_changes = min(min\_changes, changes)

print(min\_changes)

if name == " main ": solve()

Q1)

The lead role in Joker is that of Mannar Mannan, a mentally unsound and poor activist who thinks he is the people-appointed President of India. Mannan falls in love with Malliga, courts her and wins her over and they get married. Soon , they are expecting a child and they are very excited about it. As most other to-be parents, they choose to consult astrologers to help with choosing the right name for their baby.

Naming a baby based on his or her sun sign or raashi is considered to bring good luck. The astrologer tells them that it is good to name their kid such that the kid’s name is the smallest substring in dad’s name containing all characters of mom’s name efficiently. Can you help them in shortlisting the names by writing a program to find the smallest substring in string1 containing all characters of string2 efficiently.

[Hint : i.e Find the smallest window in string 1 containing all characters of string 2] ] Input Format

Input consists of 2 strings. The first string corresponds to String 1 The second string corresponds to String

2. The maximum length of the strings is 100. Constraints

--

Output Format

Output consists of a string. Assume that it is always possible to find the desired string.

Sample Input 0 thisisateststring tist

Sample Output 0

tstri

Sample Input 1 this is a pen npe

Sample Output 1 pen

Sample Input 2 this is a pen htis

Sample Output 2 this

Sample Input 3 thandapani ana

Sample Output 3 anda

Sample Input 4 gokulkumar kom

Sample Output 4 okulkum

Sample Input 5 amphisoft

pit

Sample Output 5 phisoft

Sample Input 6 this is a test string

tist

Sample Output 6 t stri

Sample Input 7 this is a test string this

Sample Output 7 this

Sample Input 8 pradeep

ap

Sample Output 8 pra

Q2)

In the land of Rhyme, the King and his people always speak in rhymes. They are so accustomed in conversing using rhymes that at one point it became monotonous. So what was once a source of happiness and amusement is now creating a strange emotion within the heart of the people. The productivity of the people has become less and more importantly, the happiness index of the land has plummeted. The experts have investigated the whole matter and reported that speaking in rhyme is not the problem; it is the monotony of the same thing that is affecting the people. In fact they suggested changing the definition of rhyme slightly. One of their recommendations is to introduce a new concept of "richness" in a sentence.

A sentence would be termed rich if it starts and ends with the same word! The King seems to like this definition. But he is finding it difficult to even say a simple meaningful sentence that is "rich". The King became quite anxious. Your boss, King’s ICT adviser, suggested that a competition among the general people should be thrown where the participants would have to submit a piece (story/poem/essay etc.) full of rich sentences. Then the richest pieces would be judged and be awarded. The King made a decree accordingly. Your boss was ordered to formulate a judging scheme for the pieces and write a program immediately to do the judgment. And as usual he formulated something and asked you to implement that. What he has asked you to do is as follows. You will take as input a piece as a character array. And output another array where each position will give the richness of the piece up to that position.

“What is richness?” You asked.

Your boss replied, “The richness is the size of the identical proper substring which is present at the

beginning and at the end of the piece. But, the complete string cannot be considered as its substring.” “But you said to calculate the richness at each position”! You inquired.

“Yes, of course! When you calculate up to a position, you will have to assume that the piece ends at that position.” Your boss smiled. He seemed to be quite happy in formulating this.

You asked again, "Don't I need to think about the word boundaries?"

“Not now, my son. We will think about it later. Do it without considering word boundaries for now. You will consider the input character by character”. He assured you. He seemed all the more content with his own formulation and probably was not seeing the possible pitfalls. He continued, "And one other point; richness of the first position would always be 0."

Meaningful, you thought. But you had to ask a final question. “How would you then finally compute the richness of the total piece using all these information? What will be the formula?”

Your boss seemed perplexed. He did not think this through, as it seemed. So, he said, “You need not

worry about that. Do as I said. Just remember that the input size could be quite large.”

You knew that you have to stop asking and start coding now. “Yes, boss!” you said. You also realized the implication of the last direction of your boss. Few years back there was another competition on literary works. And the size of some pieces was 4 million characters!

Input Format

Input contains a string of lowercase English letters. Assume the total length of input is less than 1000 Constraints

--

Output Format

Output a line containing several integers, separated by space. The number of integers must be same as the length of the input string. The Integer at a specific position must represent the richness of the input string up to that position. Refer sample input and output for formatting details.

Sample Input 0 accb

Sample Output 0

0 0 0 0

Sample Input 1 dacbbcbcbcbcdcbbbcbcbcbcbcbcdacbbcbcdcbbbcbcdcbbdcbb Sample Output 1

0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 2 3 4 5 6 7 8 1 0 0 0 0 0 0 0 1 0 0 0 1 0 0 0

Sample Input 2 abababbbbaaabbbbbababab Sample Output 2

0 0 1 2 3 4 0 0 0 1 1 1 2 0 0 0 0 1 2 3 4 5 6

Sample Input 3 atofpgrwk Sample Output 3

0 0 0 0 0 0 0 0 0

Sample Input 4 dacc

Sample Output 4

0 0 0 0

Sample Input 5 cbda

Sample Output 5

0 0 0 0

Sample Input 6 ababbacdbacdbacd Sample Output 6

0 0 1 2 0 1 0 0 0 1 0 0 0 1 0 0

Sample Input 7 bdblhc

Sample Output 7

0 0 1 0 0 0

Sample Input 8 jgojeqp

Sample Output 8

0 0 0 1 0 0 0

Sample Input 9 dcbb

Sample Output 9

0 0 0 0

Sample Input 10 fdcdd

Sample Output 10

0 0 0 0 0

Sample Input 11 oebmgoca Sample Output 11

0 0 0 0 0 1 0 0

Q3)

SMS language or textese (also known as txt-speak, txtese, chatspeak, txt, txtspk, txtk, txto, texting language, txt lingo, SMSish, txtslang,or txt talk) is a term for the abbreviations and slang commonly used with mobile phone text messaging.

Some of the abbreviations used are

s for yes u for you 2day for today y for why

Many grandpa's have started sending SMSes to their grand children. But they are not familiar with the SMS lingo.

Can you help them by writing a program that would convert a given text in proper English to SMS lingo? Consider only the 4 words listed above.

Input Format

Input consists of a single string. Assume that the maximum length of the string is 200 and all letters are in lower-case.

Constraints

--

Output Format

Output consists of a single string.

Sample Input 0

yesterday comes after today for your kid yes Sample Output 0

sterday comes after 2day for ur kid s Sample Input 1

why is today a working day for you?

Sample Output 1

y is 2day a working day for u?

Sample Input 2 yes you come in Sample Output 2 s u come in Sample Input 3

why is your kid playing today and yesterday Sample Output 3

y is ur kid playing 2day and sterday Sample Input 4

where were you yesterday?

Sample Output 4 where were u sterday?

Q4)

The lead role in Joker is that of Mannar Mannan, a mentally unsound and poor activist who thinks he is the people-appointed President of India. Mannan falls in love with Malliga, courts her and wins her over and they get married. Soon , they are expecting a child and they are very excited about it. As most other to-be parents, they choose to consult astrologers to help with choosing the right name for their baby.

Naming a baby based on his or her sun sign or raashi is considered to bring good luck. The astrologer tells them that it is good to name their kid such that the kid’s name is an interleaving of the mom’s name and dad’s name.

Can you help them in shortlisting the names by writing a program to find whether string C is an interleaving of strings A and B? [Hint : C is said to be interleaving A and B, if it contains all characters of A and B and order of all characters in individual strings is preserved.

String A = "AB", String B = "CD"

The possible interleavings of strings A and B are ABCD

ACBD ACDB CABD CADB CDAB

]

Input Format

Input consists of 3 strings. The first string corresponds to A. The second string corresponds to B. The third string corresponds to C. Assume that there are no common characters between strings A and B. All input strings consist of only upper case alphabets. The maximum length of the strings is 100.

Constraints

--

Output Format

Output consists of a string that is either “YES” or “NO”.

Sample Input 0 AB

CD ACBD

Sample Output 0 YES

Sample Input 1 PUNITHA

SOJ SPAUONJITH

Sample Output 1 NO

Sample Input 2 AB

CD CDAB

Sample Output 2 YES

Sample Input 3 AB

CD ACDB

Sample Output 3 YES

Sample Input 4 AB

CD ABCG

Sample Output 4 NO

Sample Input 5 PRADEEP SMITH PSRMAIDETPH

Sample Output 5 NO

Sample Input 6 AB

CD CABD

Sample Output 6 YES

Sample Input 7 AB

CD BDCD

Sample Output 7 NO

Sample Input 8 PUNITHA

SOJ SOJPUNITHA

Sample Output 8 YES

Sample Input 9 PUNITH KANNAN

PUNITHAKANNAN

Sample Output 9 NO

Sample Input 10 AB

CD BCAD

Sample Output 10 NO

Sample Input 11 PUNITHA

SOJ PSUNIOTJHA

Sample Output 11 YES

Sample Input 12 PRADEEP SMITH PSRMAIDEETPH

Sample Output 12 YES

Sample Input 13 AB

CD ABCD

Sample Output 13 YES

Sample Input 14 AB

CD CADB

Sample Output 14 YES

Q5)

The lead role in Joker is that of Mannar Mannan, a mentally unsound and poor activist who thinks he is the people-appointed President of India. Mannan falls in love with Malliga, courts her and wins her over and they get married. Soon , they are expecting a child and they are very excited about it. They were

exhilarated to know that Malliga is carrying twins. As most other to-be parents, they choose to consult astrologers to help with choosing the right name for their baby. Naming a baby based on his or her sun sign or raashi is considered to bring good luck. The astrologer tells them that it is good to name the twins in such a way that their names are isomorphic strings.

Can you help them in shortlisting the names by writing a program to find whether the two strings A and B are isomorphic?

[Hint : Two strings str1 and str2 are called isomorphic if there is a one to one mapping possible for every character of str1 to every character of str2. And all occurrences of every character in ‘str1′ map to same character in ‘str2′ Example : Input: String A = "aab", String B = "xxy" Output: YES 'a' is mapped to 'x' and 'b' is mapped to 'y'.

Input: String A = "aab", String B = "xyz" Output: NO One occurrence of 'a' in str1 has 'x' in str2 and other occurrence of 'a' has 'y'. Two words are called isomorphic if the letters in one word can be remapped to get the second word. Remapping a letter means replacing all occurrences of it with another letter. The ordering of the letters remains unchanged. No two letters may map to the same letter, but a letter may map to itself. ]

Input Format

Input consists of 2 strings. The first string corresponds to A. The second string corresponds to B. The maximum length of the strings is 100.

Constraints

--

Output Format

Output consists of a string that is either “YES” or “NO”.

Sample Input 0 paper

title

Sample Output 0 YES

Sample Input 1 voter

seater

Sample Output 1 NO

Sample Input 2

punitha pradeep

Sample Output 2 NO

Sample Input 3 aab

xyx

Sample Output 3 NO

Sample Input 4 owl

ant

Sample Output 4 YES

Sample Input 5 beep

soon

Sample Output 5 YES

Sample Input 6 cacccdaabc cdcccaddbc Sample Output 6 YES

Sample Input 7 cacccdaabc bdbcadbbdc Sample Output 7

NO

Sample Input 8 foo

bar

Sample Output 8 NO

Sample Input 9 aab

xxy

Sample Output 9 YES

Sample Input 10 cacccdaabc bdbbbaddcb Sample Output 10 YES

Sample Input 11 abca

zbxz

Sample Output 11 YES

Sample Input 12 ab

cd

Sample Output 12 YES

Sample Input 13 abca

opqr

Sample Output 13 NO

Sample Input 14 aab

xyz

Sample Output 14 NO

Sample Input 15 seater

voter

Sample Output 15 NO

Sample Input 16 ab

hh

Sample Output 16 NO

Sample Input 17 egg

add

Sample Output 17 YES

Q6)

Stickler is a thief and wants to loot money from a society of n houses placed in a line. He is a weird person and follows a rule while looting the houses and according to the rule he will never loot two consecutive houses. At the same time, he wants to maximize the amount he loots. The thief knows which house has what amount of money but is unable to find the maximum amount he can end up with. He asks for your

help to find the maximum money he can get if he strictly follows the rule. Each house has a[i] amount of money present in it.

Input Format

Each test case contains an integer n which denotes the number of elements in the array a[]. Next line contains space separated n elements in the array a[].

Constraints

1<=n<=1000 1<=a[i]<=10000

Output Format

Print an integer which denotes the maximum amount he can take home. Sample Input 0

6

5 5 10 100 10 5

Sample Output 0

110

Sample Input 1

3

1 2 3

Sample Output 1

4

Sample Input 2

5

10 10 10 10 10

Sample Output 2

30

Sample Input 3

5

110 10 10 100 90

Sample Output 3

210

Sample Input 4

6

10 30 20 20 10 30

Sample Output 4

80

Sample Input 5

6

0 0 0 100 0 0

Sample Output 5

100

Sample Input 6

4

4 1 2 6

Sample Output 6

10

Q7)

Given a positive number x, print all Jumping Numbers smaller than or equal to x. A number is called as a Jumping Number if all adjacent digits in it differ by 1. The difference between ‘9’ and ‘0’ is not considered as 1. All single digit numbers are considered as Jumping Numbers. For example 7, 8987 and 4343456 are Jumping numbers but 796 and 89098 are not.

Input Format

The first line of the input contains T denoting the number of testcases. Each testcase contain a positive number 'x'.

Constraints

1 <=T<= 100 1 <=N<= 100000

Output Format

All the jumping numbers less than 'x' are generated in increasing order of the most significant digit. See example for better understanding.

Sample Input 0

2

10

50

Sample Output 0

0 1 10 2 3 4 5 6 7 8 9

0 1 10 12 2 21 23 3 32 34 4 43 45 5 6 7 8 9

Sample Input 1

1

30

Sample Output 1

0 1 10 12 2 21 23 3 4 5 6 7 8 9

Sample Input 2

1

40

Sample Output 2

0 1 10 12 2 21 23 3 32 34 4 5 6 7 8 9

Sample Input 3

1

200

Sample Output 3

0 1 10 12 101 121 123 2 21 23 3 32 34 4 43 45 5 54 56 6 65 67 7 76 78 8 87 89 9 98

Sample Input 4

1

300

Sample Output 4

0 1 10 12 101 121 123 2 21 23 210 212 232 234 3 32 34 4 43 45 5 54 56 6 65 67 7 76 78 8 87 89 9 98

Q8)

Given an array of size N , print the total count of sub-arrays having their sum equal to 0 Input Format

First line of the input contains an integer T denoting the number of test cases. Each test case consists of two lines. First line of each test case contains an Integer N denoting the size of the array and the second line contains N space separated integers.

Constraints

1<= N <= 10000 -100 <= A[i] <= 100 where i <= N

Output Format

Corresponding to each test case, print the total number of subarrays whose sum is equal to 0. Sample Input 0

2

6

0 0 5 5 0 0

10

6 -1 -3 4 -2 2 4 6 -12 -7

Sample Output 0

6

4

Sample Input 1

2

5

0 0 5 5 0

9

6 -1 -3 4 -2 2 4 6 -12

Sample Output 1

4

4

Sample Input 2

2

4

0 0 5 5

8

6 -1 -3 4 -2 2 4 6

Sample Output 2

3

3

Sample Input 3

2

3

0 1 0

8

6 -1 -3 4 -2 2 4 6

Sample Output 3

2

3

Sample Input 4

1

5

1 -1 2 -1 0

Sample Output 4

4

Q9)

A string with parentheses is well bracketed if all parentheses are matched: every opening bracket has a matching closing bracket and vice versa.

Write a Python function wellbracketed(s) that takes a string s containing parentheses and returns True if s is well bracketed and False otherwise.

Input Format

A single line string Constraints

None

Output Format

Refer the sample test cases Sample Input 0

22)

Sample Output 0 False

Sample Input 1 (a+b)(a-b) Sample Output 1 True

Sample Input 2 (a(b+c)-d)((e+f) Sample Output 2 False

Sample Input 3

(7(89)

Sample Output 3 False

Sample Input 4

(7(8()9()))

Sample Output 4 True

Sample Input 5

)1(

Sample Output 5

False

Q10)

A bigger N\*N matrix is passed as the input. Also a smaller M\*M matrix is passed as the input. The program must print 'TRUE' if the smaller matrix elements can be found in the bigger matrix irrespective of their position. Else program must print 'FALSE' in case of absence or duplication of any smaller matrix element.

Input Format:

First line will contain the value of N Second line will contain the value of M

Next N lines will contain the values in the N\*N matrix with each value separated by one or more spaces. Next M lines will contain the values in the M\*M matrix with each value separated by one or more spaces. Output Format:

First line will contain the string value. Example1:

Input:

3 2 7 5 9 1 3 5 8 2 4 3 5 2 4

Output: TRUE

Example2: Input: 3 2 4 5 9 1 3 5 8 2 4 3 7 2 4 Output: FALSE

Input Format

First line will contain the value of N Second line will contain the value of M

Next N lines will contain the values in the N\*N matrix with each value separated by one or more spaces. Next M lines will contain the values in the M\*M matrix with each value separated by one or more spaces. Constraints

None

Output Format

First line will contain the string value. Sample Input 0

3

2

4 5 9

1 3 5

8 2 4

3 5

2 4

Sample Output 0 TRUE

Sample Input 1

5

3

1 2 3 4 5

6 7 8 9 10

20 21 22 23 24

11 12 13 14 15

1 2 3 4 5

1 2 3

4 5 6

7 8 9

Sample Output 1 TRUE

Sample Input 2

5

3

1 2 3 4 5

16 7 8 9 10

20 21 22 23 24

11 12 13 14 9

1 2 3 4 5

1 2 3

4 5 6

7 8 9

Sample Output 2 FALSE

Sample Input 3

3

2

4 5 9

1 3 5

8 2 4

40 50

20 40

Sample Output 3 FALSE

Sample Input 4

3

3

1 2 3

4 5 6

7 8 9

1 2 2

4 5 5

7 8 8

Sample Output 4 FALSE

Sample Input 5

3

3

1 2 3

4 5 6

7 8 9

1 2 3

4 5 6

7 8 9

Sample Output 5 TRUE

Q11)

Given a keypad as shown in diagram, and a n digit number, list all words which are possible by pressing these numbers.

1 2 3

abc def

4 5 6

ghi jkl mno

7 8 9

pqrs tuv wxyz

\* 0 #

Input Format

The first line of input contains an integer T denoting the number of test cases. The first line of each test case is N,N is the number of digits. The second line of each test case contains D[i], N number of digits.

Constraints

1 ≤ T ≤ 10 1 ≤ N ≤ 5 2 ≤ D[i] ≤ 9

Output Format

Print all possible words from phone digits with single space. Sample Input 0

1

3

2 3 4

Sample Output 0

adg adh adi aeg aeh aei afg afh afi bdg bdh bdi beg beh bei bfg bfh bfi cdg cdh cdi ceg ceh cei cfg cfh cfi Sample Input 1

1

4

5 2 7 9

Sample Output 1

japw japx japy japz jaqw jaqx jaqy jaqz jarw jarx jary jarz jasw jasx jasy jasz jbpw jbpx jbpy jbpz jbqw jbqx jbqy jbqz jbrw jbrx jbry jbrz jbsw jbsx jbsy jbsz jcpw jcpx jcpy jcpz jcqw jcqx jcqy jcqz jcrw jcrx jcry jcrz jcsw jcsx jcsy jcsz kapw kapx kapy kapz kaqw kaqx kaqy kaqz karw karx kary karz kasw kasx kasy kasz kbpw kbpx kbpy kbpz kbqw kbqx kbqy kbqz kbrw kbrx kbry kbrz kbsw kbsx kbsy kbsz kcpw kcpx kcpy kcpz kcqw kcqx kcqy kcqz kcrw kcrx kcry kcrz kcsw kcsx kcsy kcsz lapw lapx lapy lapz laqw laqx laqy laqz larw larx lary larz lasw lasx lasy lasz lbpw lbpx lbpy lbpz lbqw lbqx lbqy lbqz lbrw lbrx lbry lbrz lbsw lbsx lbsy lbsz lcpw lcpx lcpy lcpz lcqw lcqx lcqy lcqz lcrw lcrx lcry lcrz lcsw lcsx lcsy lcsz

Sample Input 2

1

3

7 7 7

Sample Output 2

ppp ppq ppr pps pqp pqq pqr pqs prp prq prr prs psp psq psr pss qpp qpq qpr qps qqp qqq qqr qqs qrp qrq qrr qrs qsp qsq qsr qss rpp rpq rpr rps rqp rqq rqr rqs rrp rrq rrr rrs rsp rsq rsr rss spp spq spr sps sqp sqq sqr sqs srp srq srr srs ssp ssq ssr sss

Sample Input 3

1

3

1 2 3

Sample Input 4

1

3

2 3 4

Sample Output 4

adg adh adi aeg aeh aei afg afh afi bdg bdh bdi beg beh bei bfg bfh bfi cdg cdh cdi ceg ceh cei cfg cfh cfi Sample Input 5

1

5

2 3 4 5 7

Sample Output 5

adgjp adgjq adgjr adgjs adgkp adgkq adgkr adgks adglp adglq adglr adgls adhjp adhjq adhjr adhjs adhkp adhkq adhkr adhks adhlp adhlq adhlr adhls adijp adijq adijr adijs adikp adikq adikr adiks adilp adilq adilr adils aegjp aegjq aegjr aegjs aegkp aegkq aegkr aegks aeglp aeglq aeglr aegls aehjp aehjq aehjr aehjs aehkp aehkq aehkr aehks aehlp aehlq aehlr aehls aeijp aeijq aeijr aeijs aeikp aeikq aeikr aeiks aeilp aeilq aeilr aeils afgjp afgjq afgjr afgjs afgkp afgkq afgkr afgks afglp afglq afglr afgls afhjp afhjq afhjr afhjs afhkp afhkq afhkr afhks afhlp afhlq afhlr afhls afijp afijq afijr afijs afikp afikq afikr afiks afilp afilq afilr afils bdgjp bdgjq bdgjr bdgjs bdgkp bdgkq bdgkr bdgks bdglp bdglq bdglr bdgls bdhjp bdhjq bdhjr bdhjs bdhkp bdhkq bdhkr bdhks bdhlp bdhlq bdhlr bdhls bdijp bdijq bdijr bdijs bdikp bdikq bdikr bdiks bdilp bdilq bdilr bdils begjp begjq begjr begjs begkp begkq begkr begks beglp beglq beglr begls behjp behjq behjr behjs behkp behkq behkr behks behlp behlq behlr behls beijp beijq beijr beijs beikp beikq beikr beiks beilp beilq beilr beils bfgjp bfgjq bfgjr bfgjs bfgkp bfgkq bfgkr bfgks bfglp bfglq bfglr bfgls bfhjp bfhjq bfhjr bfhjs bfhkp bfhkq bfhkr bfhks bfhlp bfhlq bfhlr bfhls bfijp bfijq bfijr bfijs bfikp bfikq bfikr bfiks bfilp bfilq bfilr bfils cdgjp cdgjq cdgjr cdgjs cdgkp cdgkq cdgkr cdgks cdglp cdglq cdglr cdgls cdhjp cdhjq cdhjr cdhjs cdhkp cdhkq cdhkr cdhks cdhlp cdhlq cdhlr cdhls cdijp cdijq cdijr cdijs cdikp cdikq cdikr cdiks cdilp cdilq cdilr cdils cegjp cegjq cegjr cegjs cegkp cegkq cegkr cegks ceglp ceglq ceglr cegls cehjp cehjq cehjr cehjs cehkp cehkq cehkr cehks cehlp cehlq cehlr cehls ceijp ceijq ceijr ceijs ceikp ceikq ceikr ceiks ceilp ceilq ceilr ceils cfgjp cfgjq cfgjr cfgjs cfgkp cfgkq cfgkr cfgks cfglp cfglq cfglr cfgls cfhjp cfhjq cfhjr cfhjs cfhkp cfhkq cfhkr cfhks cfhlp cfhlq cfhlr cfhls cfijp cfijq cfijr cfijs cfikp cfikq cfikr cfiks cfilp cfilq cfilr cfils

Q12)

Given an integer N as the input, print the pattern as given in the Example Input/Output section.

Input Format : The first line contains N. Constraints : 2 <= N <= 100

Output Format : N lines containing the desired pattern. Input : 4

Output : 1\*2\*3\*4\*17\*18\*19\*20 --5\*6\*7\*14\*15\*16 ----8\*9\*12\*13 10\*11

Input Format

The first line contains N.

Constraints

2 <= N <= 100

Output Format

N lines containing the desired pattern. Sample Input 0

4

Sample Output 0 1\*2\*3\*4\*17\*18\*19\*20

--5\*6\*7\*14\*15\*16

----8\*9\*12\*13

- 10\*11

Sample Input 1

7

Sample Output 1 1\*2\*3\*4\*5\*6\*7\*50\*51\*52\*53\*54\*55\*56

--8\*9\*10\*11\*12\*13\*44\*45\*46\*47\*48\*49

----14\*15\*16\*17\*18\*39\*40\*41\*42\*43

- 19\*20\*21\*22\*35\*36\*37\*38

- 23\*24\*25\*32\*33\*34

- 26\*27\*30\*31

28\*29

Sample Input 2

6

Sample Output 2 1\*2\*3\*4\*5\*6\*37\*38\*39\*40\*41\*42

--7\*8\*9\*10\*11\*32\*33\*34\*35\*36

----12\*13\*14\*15\*28\*29\*30\*31

- 16\*17\*18\*25\*26\*27

- 19\*20\*23\*24

21\*22

Sample Input 3

10

Sample Output 3 1\*2\*3\*4\*5\*6\*7\*8\*9\*10\*101\*102\*103\*104\*105\*106\*107\*108\*109\*110

--11\*12\*13\*14\*15\*16\*17\*18\*19\*92\*93\*94\*95\*96\*97\*98\*99\*100

----20\*21\*22\*23\*24\*25\*26\*27\*84\*85\*86\*87\*88\*89\*90\*91

- 28\*29\*30\*31\*32\*33\*34\*77\*78\*79\*80\*81\*82\*83

- 35\*36\*37\*38\*39\*40\*71\*72\*73\*74\*75\*76

- 41\*42\*43\*44\*45\*66\*67\*68\*69\*70

- 46\*47\*48\*49\*62\*63\*64\*65

- 50\*51\*52\*59\*60\*61

- 53\*54\*57\*58

55\*56

Sample Input 4

12

Sample Output 4 1\*2\*3\*4\*5\*6\*7\*8\*9\*10\*11\*12\*145\*146\*147\*148\*149\*150\*151\*152\*153\*154\*155\*156

--13\*14\*15\*16\*17\*18\*19\*20\*21\*22\*23\*134\*135\*136\*137\*138\*139\*140\*141\*142\*143\*144

----24\*25\*26\*27\*28\*29\*30\*31\*32\*33\*124\*125\*126\*127\*128\*129\*130\*131\*132\*133

- 34\*35\*36\*37\*38\*39\*40\*41\*42\*115\*116\*117\*118\*119\*120\*121\*122\*123

- 43\*44\*45\*46\*47\*48\*49\*50\*107\*108\*109\*110\*111\*112\*113\*114

- 51\*52\*53\*54\*55\*56\*57\*100\*101\*102\*103\*104\*105\*106

- 58\*59\*60\*61\*62\*63\*94\*95\*96\*97\*98\*99

- 64\*65\*66\*67\*68\*89\*90\*91\*92\*93

- 69\*70\*71\*72\*85\*86\*87\*88

- 73\*74\*75\*82\*83\*84

76\*77\*80\*81

78\*79

Sample Input 5

2

Sample Output 5 1\*2\*5\*6

--3\*4

Sample Input 6

20

Sample Output 6 1\*2\*3\*4\*5\*6\*7\*8\*9\*10\*11\*12\*13\*14\*15\*16\*17\*18\*19\*20\*401\*402\*403\*404\*405\*406\*407\*408\*40

9\*410\*411\*412\*413\*414\*415\*416\*417\*418\*419\*420

--

21\*22\*23\*24\*25\*26\*27\*28\*29\*30\*31\*32\*33\*34\*35\*36\*37\*38\*39\*382\*383\*384\*385\*386\*387\*388\*

389\*390\*391\*392\*393\*394\*395\*396\*397\*398\*399\*400

40\*41\*42\*43\*44\*45\*46\*47\*48\*49\*50\*51\*52\*53\*54\*55\*56\*57\*364\*365\*366\*367\*368\*369\*370\*371

\*372\*373\*374\*375\*376\*377\*378\*379\*380\*381

58\*59\*60\*61\*62\*63\*64\*65\*66\*67\*68\*69\*70\*71\*72\*73\*74\*347\*348\*349\*350\*351\*352\*353\*354\*35

5\*356\*357\*358\*359\*360\*361\*362\*363

75\*76\*77\*78\*79\*80\*81\*82\*83\*84\*85\*86\*87\*88\*89\*90\*331\*332\*333\*334\*335\*336\*337\*338\*339\*3

40\*341\*342\*343\*344\*345\*346

91\*92\*93\*94\*95\*96\*97\*98\*99\*100\*101\*102\*103\*104\*105\*316\*317\*318\*319\*320\*321\*322\*323\*32

4\*325\*326\*327\*328\*329\*330

106\*107\*108\*109\*110\*111\*112\*113\*114\*115\*116\*117\*118\*119\*302\*303\*304\*305\*306\*307\*308\*3

09\*310\*311\*312\*313\*314\*315

120\*121\*122\*123\*124\*125\*126\*127\*128\*129\*130\*131\*132\*289\*290\*291\*292\*293\*294\*295\*296\*2

97\*298\*299\*300\*301

133\*134\*135\*136\*137\*138\*139\*140\*141\*142\*143\*144\*277\*278\*279\*280\*281\*282\*283\*284\*285\*2

86\*287\*288

145\*146\*147\*148\*149\*150\*151\*152\*153\*154\*155\*266\*267\*268\*269\*270\*271\*272\*273\*274\*275\*2

76

156\*157\*158\*159\*160\*161\*162\*163\*164\*165\*256\*257\*258\*259\*260\*261\*262\*263\*264\*265

- 166\*167\*168\*169\*170\*171\*172\*173\*174\*247\*248\*249\*250\*251\*252\*253\*254\*255

- 175\*176\*177\*178\*179\*180\*181\*182\*239\*240\*241\*242\*243\*244\*245\*246

- 183\*184\*185\*186\*187\*188\*189\*232\*233\*234\*235\*236\*237\*238

- 190\*191\*192\*193\*194\*195\*226\*227\*228\*229\*230\*231

- 196\*197\*198\*199\*200\*221\*222\*223\*224\*225

- 201\*202\*203\*204\*217\*218\*219\*220

- 205\*206\*207\*214\*215\*216

208\*209\*212\*213

210\*211

Q13)

To encrypt the message Jill will first decide on the number of columns C to use. The Jill will pad the message with letters chosen randomly so that they form a rectangular matrix. Finally Jill will write down the message as encrypted by navigating the rows from left to right and then right to left. Write a program which must accept the encrypted message M as input and then extract the original message from the encrypted message based on the value of C.

Input Format: First line will contain the string value of encrypted message M. Second line will contain the integer value of the column used for the encryption.

Output Format: First line will contain the string value of decrypted message along with any additional padding letters.

Sample Input1: midinadiazne 3 Sample Output1: madeinindiaz Input Format

First line will contain the string value of encrypted message M. Second line will contain the integer value of the column used for the encryption.

Constraints

.

Output Format

First line will contain the string value of decrypted message along with any additional padding letters.

Sample Input 0 midinadiazne 3

Sample Output 0 madeinindiaz Sample Input 1

reegrenaggreciihunn1 4

Sample Output 1 raghuengineeringrec1 Sample Input 2 grgoooodfd9o

2

Sample Output 2 goodforgood9 Sample Input 3

TRANTORHGMOHEGMIELDWSIRP 6

Sample Output 3 THEPROGRAMMINGISTHEWORLD

Sample Input 4 topper

1

Sample Output 4 topper

Q14)

Given an array of distinct elements, rearrange the elements of array in zig-zag fashion in O(n) time. The converted array should be in form a < b > c < d > e < f. Comparisons must be done in the relative order of elements in the original array.

Input Format

The first line of input contains an integer N denoting the size of array. The second line contains N space- separated integers A1, A2, ..., AN denoting the elements of the array.

Constraints

1 ≤ N ≤ 100 0 ≤A[i]<=10000

Output Format

Print the array in Zig-Zag fashion. Sample Input 0

7

4 3 7 8 6 2 1

Sample Output 0

3 7 4 8 2 6 1

Sample Input 1

4

1 4 3 2

Sample Output 1

1 4 2 3

Sample Input 2

6

1 2 3 4 5 6

Sample Output 2

1 3 2 5 4 6

Sample Input 3

6

1 2 3 4 5 6

Sample Output 3

1 3 2 5 4 6

Sample Input 4

11

-10 10 20 -20 -30 40 50 -60 -70 -80 90

Sample Output 4

-10 20 -20 10 -30 50 -60 40 -80 90 -70

Q15)

Write a program to print all the LEADERS in the array. An element is leader if it is greater than all the elements to its right side. The rightmost element is always a leader.

Input Format

The first line of input contains an integer T denoting the number of test cases. The description of T test cases follows. The first line of each test case contains a single integer N denoting the size of array. The second line contains N space-separated integers A1, A2, ..., AN denoting the elements of the array.

Constraints

1 <= T <= 100 1 <= N <= 100 0 <= A[i]<=100

Output Format Print all the leaders.

Sample Input 0

2

6

16 17 4 3 5 2

5

1 2 3 4 0

Sample Output 0

17 5 2

4 0

Sample Input 1

1

9

9 8 7 6 5 4 3 2 1

Sample Output 1

9 8 7 6 5 4 3 2 1

Sample Input 2

1

9

1 2 3 4 5 6 7 8 9

Sample Output 2

9

Sample Input 3

1

5

1 1 1 1 1

Sample Output 3

1

Sample Input 4

1

1

0

Sample Output 4

0

Q16)

Give a N\*N square matrix, return an array of its anti-diagonals. Look at the example for more details.

For Example:

If the matrix is

1 2 3

4 5 6

7 8 9

The output should Return the following :

[

[1],

[2, 4],

[3, 5, 7],

[6, 8],

[9]

]

i.e print the elements of array diagonally.

Note: The input array given is in single line and you have to output the answer in one line only. Input Format

The first line contains an integer T, depicting total number of test cases. Then following T lines contains an integer N depicting the size of square matrix and next line followed by the value of array.

Constraints

1 ≤ T ≤ 30 1 ≤ N ≤ 20 0 ≤ A[i][j] ≤ 9

Output Format

Print the elements of matrix diagonally in separate line. Sample Input 0

2

2

1 2

3 4

3

1 2 3

4 5 6

7 8 9

Sample Output 0

1 2 3 4

1 2 4 3 5 7 6 8 9

Sample Input 1

1

3

1 2 4 3 5 7 6 8 9

Sample Output 1

1 2 3 4 5 6 7 8 9

Sample Input 2

1

4

1 2 3 4 1 2 3 4 1 2 3 4 1 2 3 4

Sample Output 2

1 2 1 3 2 1 4 3 2 1 4 3 2 4 3 4

Sample Input 3

1

9

1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5

6 7 8 9 1 2 3 4 5 6 7 8 9 1 2 3 4 5 6 7 8 9

Sample Output 3

1 2 1 3 2 1 4 3 2 1 5 4 3 2 1 6 5 4 3 2 1 7 6 5 4 3 2 1 8 7 6 5 4 3 2 1 9 8 7 6 5 4 3 2 1 9 8 7 6 5 4 3 2 9 8 7 6 5 4

3 9 8 7 6 5 4 9 8 7 6 5 9 8 7 6 9 8 7 9 8 9

Sample Input 4

1 9

1 2 3 4 5 6 7 8 9

9 8 7 6 5 4 3 2 1

1 2 3 4 5 6 7 8 9

9 8 7 6 5 4 3 2 1

1 2 3 4 5 6 7 8 9

9 8 7 6 5 4 3 2 1

1 2 3 4 5 6 7 8 9

9 8 7 6 5 4 3 2 1

1 2 3 4 5 6 7 8 9

Sample Output 4

1 2 9 3 8 1 4 7 2 9 5 6 3 8 1 6 5 4 7 2 9 7 4 5 6 3 8 1 8 3 6 5 4 7 2 9 9 2 7 4 5 6 3 8 1 1 8 3 6 5 4 7 2 9 2 7 4 5 6

3 1 8 3 6 5 4 9 2 7 4 5 1 8 3 6 9 2 7 1 8 9

Sample Input 5

1

1

6

Sample Output 5

6

Sample Input 6

1

0

Q17)

A string is given which has letters from English alphabet and parentheses. The depth of a letter is defined as the number of balanced parentheses it is surrounded by. Write a C program to find the depth of each letter in the input string. Explanation:

(a(b)((cd)e)f)g

g is at depth 0 a and f are at depth 1 b and e are at depth 2 c and d are at depth 3 Input Format

An array of characters Constraints

1) Input string can be of length 1 to 100. 2) The input will have only ‘(‘ , ‘)’ and letters from English alphabet. 3) There will be no repetition of letters. 4) Only lowercase letters are used. 5) The letters can be in any sequence. 6) The parentheses are always well balanced. Every '(' has a matching ')' that follows it later in the string. Every ')' has a matching '(' before it in the input string. 7) Notice that there are no space in the string.

Output Format

1) The depth of each letter separated by a space. 2) The order of the depth of the letters should be the same order in which the letters appear in the input. 3)To mark the end of the output it should end with a space and a ‘#’ character.

Example 1: Input: (a(b)((cd)e)f)g Output: 1 2 3 3 2 1 0 #

Example 2: Input: p(r(q))(s) Output: 0 1 2 1 #

In this example, letters are appearing in the order p followed by r followed by q and s. They have depth of 0, 1, 2 and 1 respectively. Note that the depth is not printed in the order p,q,r,s (the alphabetical order) but p,r,q,s (the order in which they appear in the input string).

Sample Input 0 (a(b)((cd)e)f)g Sample Output 0

1 2 3 3 2 1 0 #

Sample Input 1 a(b(c))(d) Sample Output 1

0 1 2 1 #

Sample Input 2 a(b(c))(d(fe)) Sample Output 2

0 1 2 1 2 2 #

Sample Input 3 a(b(c))(d(f()e)) Sample Output 3

0 1 2 1 2 2 #

Sample Input 4 ()

Sample Output 4 #

Sample Input 5 ab()(c(d(e(f)()(g)h))) Sample Output 5

0 0 1 2 3 4 4 3 #

Q18)

There is a class of N students and you have to find the top K marks scorers.You need to print the index of the toppers of the class which will be same as the index of the student in the input array(use 0-based indexing).First print the index of the students having highest marks then the students with second highest and so on.If there are more than one students having same marks then print their indices in ascending order.Suppose k = 2 and the students having highest marks have indices 0 and 5 and students having second highest marks have indices 6 and 7 then output will be 0 5 6 7

Input Format

The first line of input consists of an integer T denoting the number of test cases .Each test case consists of three lines first line consists of an integer N denoting the number of students of class second line consists N spaced integers denoting the marks of students and third line consists of an integer K which denotes the number of top scores you have to find.

Constraints

1<=T<=100 1<=N<=1000 1<=marks of students<=10^6

It is given that k will be such that its value will always be less than or equal to type of marks of students Output Format

Single line output, denoting the indices of top k cores with space between them. Sample Input 0

1

5

2 2 1 3 1

2

Sample Output 0

3 0 1

Sample Input 1

1

6

4 7 2 1 5 9

3

Sample Output 1

5 1 4

Sample Input 2

1

5

4 4 4 4 4

2

Sample Output 2

0 1 2 3 4 0 1 2 3 4

Sample Input 3

1

9

9 8 5 676655 45 98 1 1 1

2

Sample Output 3

3 5

Q19)

There are two singly linked lists in a system. By some programming error the end node of one of the linked list got linked into the second list, forming a inverted Y shaped list. Write a program to get the point where two linked lists merge.

Y ShapedLinked List

Above diagram shows an example with two linked list having 15 as intersection point. Expected time complexity is O(m + n) where m and n are lengths of two linked lists Input Format

You have to complete the method which takes two arguments as heads of two linked lists.

First line is number of test cases. Every test case has four lines. First line of every test case contains three numbers, x (number of nodes before merge point in 1st list), y(number of nodes before merge point in 11nd list) and z (number of nodes after merge point). Next three lines contain x, y and z values.

Constraints

1 <=T<= 50 1 <=N<= 100 1 <=value<= 1000

Output Format

The function should return data value of a node where two linked lists merge. If linked list do not merge at any point, then it shoudl return -1.

Sample Input 0

2

2 3 2

10 20

30 40 50

5 10

2 3 0

10 20

30 40 50

Sample Output 0

5

-1

Sample Input 1

1

2 3 2

10 20

30 40 50

0 10

Sample Output 1

0

Sample Input 2

1

2 3 4

10 20

30 40 50

2 4 6 10

Sample Output 2

2

Sample Input 3

1

2 1 4

10 20

6

2 4 6 10

Sample Output 3

2

Sample Input 4

1

2 0 2

10 20

30

40

Sample Output 4

30

Sample Input 5

1

2 3 2

10 20

30 10 20

5 10

Sample Output 5

5

Q20)

There are 'n' ants on a 'n+1' length rod. The ants are numbered from 1 to n and are initially placed at positions starting from position 1 till position n. They are moving either in left direction (denoted by '-1') or in the right direction (denoted by '1'). Whenever an ant crosses the boundary of the rod it falls off the rod. You are given the initial direction of the ants. Now, whenever two ants collide their direction switches, i.e. the ant going in left direction ('-1) changes it's direction towards right ('1') and the ant going in the right direction ('1') changes it's direction towards left ('-1'). Find last ant to fall off the rod. Note: In case two ants are falling simultaneously in the end print the index of the lower indexed ant.

Input Format

Input Format: First line contains the integer 'n' denoting the total number of ants s.t. 1 <= n <= 1,000 Second line contains 'n' space separated numbers (either '1' or '-1') denoting the initial directions of the ants.

Constraints

Output Format

Output Format: Output a single integer which is the index (lower index in case two ants are falling simultaneously in the end) of the last ant to fall off the table.

Sample Input 0

2

1 1

Sample Output 0

1

Sample Input 1

3

1 -1 -1

Sample Output 1

2

Sample Input 2

2

-1 -1

Sample Output 2

2

Sample Input 3

8

1 1 -1 1 1 1 -1 1

Sample Output 3

3

Sample Input 4

10

1 -1 1 1 -1 1 -1 1 -1 -1

Sample Output 4

5

Sample Input 5

100

-1 -1 -1 -1 1 -1 -1 1 -1 1 -1 1 1 -1 -1 -1 1 -1 1 1 1 -1 1 1 1 -1 1 -1 1 -1 1 1 1 -1 -1 1 -1 -1 -1 1 -1 1 -1 1 -1 1 -1 1

1 1 1 1 -1 1 1 -1 -1 -1 -1 -1 1 -1 -1 -1 -1 1 1 -1 -1 1 1 -1 1 -1 -1 1 1 -1 -1 1 1 -1 -1 1 -1 -1 1 1 1 1 -1 1 1 -1 -1 -1 -

1 1 1 -1

Sample Output 5

52

Sample Input 6

1000

1 1 1 -1 1 -1 1 -1 1 1 -1 -1 -1 1 -1 -1 1 -1 -1 1 -1 1 1 -1 -1 1 -1 -1 1 1 1 1 -1 1 1 -1 1 1 -1 1 -1 -1 1 -1 1 1 1 -1 1 -

1 -1 1 -1 1 -1 -1 1 -1 1 -1 -1 1 -1 1 1 1 -1 -1 1 -1 -1 -1 1 1 1 1 -1 1 1 1 -1 -1 1 -1 -1 -1 -1 -1 -1 -1 1 1 1 1 -1 -1 1

1 -1 -1 -1 1 1 1 1 1 -1 1 1 1 1 1 1 -1 1 1 -1 -1 1 1 -1 -1 -1 -1 -1 -1 -1 1 -1 1 -1 -1 -1 1 -1 -1 -1 -1 1 -1 1 1 -1 1 1 1

-1 -1 -1 -1 1 1 1 1 -1 1 -1 -1 1 1 1 -1 -1 1 1 -1 1 -1 1 -1 1 1 -1 1 1 1 -1 1 -1 -1 -1 1 -1 1 -1 1 1 1 1 1 -1 -1 1 -1 1 -

1 1 -1 -1 -1 1 -1 1 1 -1 -1 -1 -1 1 -1 -1 1 1 -1 1 1 1 1 -1 -1 -1 -1 1 1 1 -1 1 -1 -1 1 1 -1 1 -1 1 -1 1 -1 1 1 -1 1 1 1

1 -1 -1 -1 1 -1 1 -1 -1 1 1 -1 -1 1 1 1 1 -1 1 -1 1 1 1 1 1 1 -1 1 -1 -1 1 -1 -1 -1 1 1 1 -1 1 1 -1 -1 1 -1 -1 1 1 -1 1 -

1 -1 -1 1 1 1 1 1 -1 1 1 1 1 1 1 1 -1 1 1 -1 1 -1 -1 -1 -1 1 1 1 -1 1 -1 -1 -1 -1 -1 1 1 -1 -1 1 1 1 -1 -1 -1 -1 -1 1 1 1

1 -1 1 -1 -1 1 -1 1 1 1 -1 -1 -1 1 -1 -1 1 -1 1 1 -1 -1 -1 1 -1 -1 -1 -1 -1 1 1 -1 1 -1 1 1 1 1 1 1 1 1 -1 -1 -1 1 -1 -1

1 1 1 1 -1 1 -1 -1 1 1 1 1 1 -1 -1 1 1 -1 1 -1 -1 1 -1 -1 1 -1 -1 1 -1 1 1 1 1 1 -1 -1 -1 1 1 1 -1 1 1 -1 1 1 1 1 -1 1 1

-1 -1 -1 -1 1 -1 -1 -1 1 1 -1 1 -1 1 1 -1 1 -1 -1 1 -1 -1 -1 1 -1 -1 -1 -1 1 -1 1 -1 -1 1 1 -1 1 1 -1 -1 1 1 -1 1 -1 1 -1

-1 1 1 -1 1 -1 -1 1 1 1 -1 -1 -1 1 1 1 -1 -1 -1 1 -1 -1 -1 -1 1 -1 1 1 1 -1 1 -1 -1 -1 -1 1 1 -1 1 1 1 -1 1 1 -1 1 -1 1 1

-1 -1 1 1 1 1 1 -1 1 1 -1 -1 -1 1 -1 1 -1 -1 1 1 -1 1 1 -1 -1 1 -1 -1 -1 -1 -1 1 -1 -1 1 1 1 1 -1 1 1 1 -1 1 -1 -1 -1 -1

1 -1 1 -1 1 -1 -1 1 1 1 1 1 -1 -1 -1 1 1 1 -1 1 -1 1 -1 1 -1 1 -1 -1 -1 1 1 -1 -1 -1 -1 -1 1 1 1 -1 1 1 -1 -1 1 -1 -1 -1

1 1 -1 -1 1 -1 -1 1 1 -1 1 -1 -1 1 -1 -1 1 1 -1 -1 1 1 1 -1 -1 -1 -1 1 -1 1 -1 1 -1 -1 1 1 -1 1 1 -1 1 -1 -1 1 1 -1 -1 -1

-1 -1 -1 -1 1 1 -1 1 -1 -1 -1 1 -1 -1 1 1 1 1 1 1 1 -1 1 1 -1 1 1 1 -1 -1 -1 1 -1 1 1 -1 -1 1 1 -1 -1 1 1 1 -1 1 1 1 -1 -

1 1 1 -1 1 -1 -1 -1 -1 -1 1 1 1 1 1 1 1 -1 1 -1 -1 -1 -1 -1 -1 -1 -1 1 1 1 -1 -1 -1 1 1 1 -1 -1 -1 1 -1 1 1 -1 -1 -1 1 1 -

1 1 -1 -1 1 -1 1 -1 -1 1 1 1 1 1 1 -1 -1 1 1 1 1 1 1 1 -1 1 1 1 1 1 -1 1 -1 1 -1 1 1 1 -1 1 -1 1 -1 -1 1 1 -1 1 1 -1 1 1

1 -1 -1 -1 1 1 1 1 -1 -1 -1 -1 -1 1 -1 -1 -1 -1 1 1 -1 -1 -1 -1 -1 -1 -1 -1 1 -1 1 -1 -1 1 -1 -1 -1 1 -1 1 -1 1 1 1 1 -1 1

1 1 1 1 1 -1 -1 -1 1 1 1 1 -1 -1 -1 -1 1 1 -1 1 -1 1 -1 -1 -1 1 -1 -1 -1 1 -1 1 -1 1 -1 1 1 1 -1 1 -1 -1 -1 1 -1 -1 -1 -1

1 1 1 1 -1 1 -1 1 1 -1 -1 -1 1 -1 1 -1 1 -1 1 1 -1 1 1 -1 -1 1 1 1 -1 1 1 -1 -1 -1 -1 -1 1 1 1 1 -1 -1 -1 -1 1 1 -1 -1 1

1 -1 1 -1 -1 -1 -1 1 -1 1 1 1 1 1 -1 1 -1 -1 -1 1 -1 -1 -1 1 -1

Sample Output 6

493

Q21)

Eveyone remember standing for queue in school assembly. One day few students were late in the morning assembly, so they just went and stood at the end of the queue. But their Principal was strict and made them stand in ascending order to their height. Given an array of N elements representing the shortest person with 1 and tallest with N. He thought to arrange queue by following a trick,Trick was simple: pick a student and send him/her at last or first and to arrange according to height. But he needs your help to do so. Cost is increased by one if one student is sent at first or last.

Input Format

First line consists of T test cases. First line of test case consists of N. Second line of every test case consists of N elements.

Constraints

1<=T<=100 1<=N<=10^5

Output Format

Single line output, print the minimum cost to do so. Sample Input 0

2

3

2 1 3

4

4 3 1 2

Sample Output 0

1

2

Sample Input 1

1

8

4 3 4 2 8 3 4 1

Sample Output 1

5

Sample Input 2

1

7

4 3 4 2 7 3 1

Sample Output 2

5

Sample Input 3

1

10

8 3 8 3 8 3 8 3 1 2

Sample Output 3

8

Q22)

Given n non-negative integers in array representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining. For example: Input: 3 2 0 2 Output: 2 Structure is like below | | |\_| We can trap 2 units of water in the middle gap.

Another example Input Format

The first line of input contains an integer T denoting the number of test cases. The description of T test cases follows. Each test case contains an integer N followed by N numbers to be stored in array.

Constraints

1<=T<=100, 3<=N<=100, 0<=Arr[i]<10

Output Format

Print trap units of water in the middle gap Sample Input 0

2

4

7 4 0 9

3

6 9 9

Sample Output 0

10

0

Sample Input 1

1

6

3 0 0 2 0 4

Sample Output 1

10

Sample Input 2

2

3

2 0 2

12

0 1 0 2 1 0 1 3 2 1 2 1

Sample Output 2

2

6

Q23)

Given a string, recursively remove adjacent duplicate characters from string. The output string should not have any adjacent duplicates

Input Format

The first line contains an integer 'T' denoting the total number of test cases. In each test cases, a string will be inserted.

Constraints

1<=T<=31 1<=length(string)<=100

Output Format

In each seperate line the modified string should be output. if output string is empty print "Empty" Sample Input 0

1

raghuuhga Sample Output 0 r

Sample Input 1

1

engineering Sample Output 1 enginring Sample Input 2

1

caaabbbaacdddd Sample Output 2 Empty

Sample Input 3

3

geeksforgeeg acaaabbbacdddd azxxzy

Sample Output 3 gksfor

acac ay

Q24)

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule. For example,

Given s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT", Return: ["AAAAACCCCC", "CCCCCAAAAA"]. <\pre>

Input Format

single line stringwith the combinations of A,C,G,T only Constraints

--

Output Format

repeted 10 size string's as an output Sample Input 0

AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT

Sample Output 0 [AAAAACCCCC, CCCCCAAAAA]

Sample Input 1 AAAAACCCCCAAAAACCCCCCAAAAAGGGTTTCCCAAAAACCCCCCAAAAAG

Sample Output 1

[AAAAACCCCC, CCCCCAAAAA, CCCAAAAACC, CCAAAAACCC, CAAAAACCCC, AAAACCCCCC, AAACCCCCCA, AACCCCCCAA, ACCCCCCAAA, CCCCCCAAAA, CCCCAAAAAG]

Sample Input 2 AAAAACCCCCAAAAGGGTTTCCCAAAAACCCCCCAAAAAG

Sample Output 2 [AAAAACCCCC]

Sample Input 3 AAAAACCCCCAAAAGGGTTTCCCAAACCAAAAAG

Sample Output 3 []

Sample Input 4 AAAAACCCCCAAAAACCCCCCAAAAAGGGTTTAAAAACCCCCAAAAACCCCCCAAAAAGGGTTT

Sample Output 4

[AAAAACCCCC, CCCCCAAAAA, AAAACCCCCA, AAACCCCCAA, AACCCCCAAA, ACCCCCAAAA, CCCCAAAAAC, CCCAAAAACC, CCAAAAACCC, CAAAAACCCC, AAAACCCCCC, AAACCCCCCA, AACCCCCCAA, ACCCCCCAAA, CCCCCCAAAA, CCCCAAAAAG, CCCAAAAAGG, CCAAAAAGGG, CAAAAAGGGT, AAAAAGGGTT, AAAAGGGTTT]

Q25)

You are in a party of N people, where only one person is known to everyone. Such a person may be

present in the party, if yes, (s)he doesn’t know anyone in the party. Your task is to find the stranger (celebrity) in party. You will be given a square matrix M where if an element of row i and column j is set to 1 it means there is an edge from ith person to jth person. An edge represent the relation that i th person knows j th person. You need to complete the function getId which finds the id of the celebrity if present else return -1. The function getId takes two arguments the square matrix M and its size n.

Example: Input (To be used only for expected output) 1 3 0 1 0 0 0 0 0 1 0

Output 1

Explanation For the above test case the matrix will look like 0 1 0 0 0 0 0 1 0 Here the celebrity is the person with index 1 ie id 1

Input Format

Input: The first line of input contains an element T denoting the No of test cases. Then T test cases follow. Each test case consist of 2 lines. The first line of each test case contains a number denoting the size of the matrix M. Then in the next line are space separated values of the matrix M.

Constraints

Constraints: 1<=T<=60 1<=N<=40 0<=M[][]<=1

Output Format

Output: For each test case output will be the id of the celebrity if present (0 based index). Else -1 will be printed.

Sample Input 0

1

3

0 1 0

0 0 0

0 1 0

Sample Output 0

1

Sample Input 1

1

4

1 0 0 1

0 1 0 1

0 0 0 0

1 1 1 1

Sample Output 1

-1

Sample Input 2

1

4

1 0 1 1

0 1 1 1

0 0 0 0

1 1 1 1

Sample Output 2

2

Sample Input 3

1

4

1 1 1 1

1 1 1 1

0 0 0 0

0 0 0 0

Sample Output 3

-1

Sample Input 4

1

4

1 1 1 1

1 1 1 1

0 0 0 0

0 0 1 0

Sample Output 4

2

Sample Input 5

1

4

0 0 0 0

1 1 1 1

1 1 1 1

1 1 1 1

Sample Output 5

0

Sample Input 6

1

3

0 0 0

1 0 1

0 1 0

Sample Output 6

-1

Sample Input 7

1

5

0 0 0 0 0

1 0 1 0 1

0 0 0 0 0

1 1 1 1 1

1 1 1 1 1

Sample Output 7

-1

Sample Input 8

1

4

1 0 1 0

0 0 1 1

1 0 0 0

1 1 1 1

Sample Output 8

-1

1. Max Element in Array

Find the maximum element from the given array of integers.

Input Format

The first line of input contains N - the size of the array and the second line contains the elements of the array.

Output Format

Print the maximum element of the given array.

Constraints

1 <= N <= 103

-109 <= ar[i] <= 109

Example Input 5

-2 -19 8 15 4

Output 15

1. Number Distribution

Print the count of the occurrences of positive integers, negative integers, and zeroes in the given array.

Input Format

The first line of the input contains an integer N - size of the array, second line of input contains an array elements of the array.

Output Format

Print the frequencies of zeroes, positives elements and negative elements.

Constraints

1 <= N <= 104

-103 <= arr[i] <= 103

Example Input 10

120 0 -9 89 68 -982 91 -54 -12 -139

Output 1 4 5

1. Reverse Array

Print the array in reverse order.

Note:

Try solving this using recursion. Do not use any inbuilt functions / libraries for your main logic.

Input Format

The first line of input contains N - the size of the array and the second line contains the elements of the array.

Output Format

Print the given array in reverse order.

Constraints

1 <= N <= 100

0 <= ar[i] <= 1000

Example Input 5

2 19 8 15 4

Output

4 15 8 19 2

1. Odd and Even Sum

Given an array of size N. Print the sum of odd and even numbers separated by a space.

Input Format

The first line of input contains N - the size of the array and the second line contains elements of the array.

Output Format

Print the sum of odd elements followed by sum of even elements.

Constraints

1 <= N <= 103

1 <= ar[i] <= 106

Example Input 5

4 6 9 2 5

Output

14 12

1. Mean Median Mode

Given a sorted array A, containing N integers. Calculate and print their Mean, Median and Mode.

1. For both the Mean and Median, display the values with precision up to two decimal places.
2. Print the first Mode that you encounter from the left hand side.

Input Format

First line of input contains integer N - the size of the array. Second line of input contains N integers - elements of the array A.

Output Format

Print Mean, Median and Mode, separated by spaces.

Constraints 1 <= N <=104

0 <= A[i] <=100

Example Input 8

1 2 3 4 5 5 6 6

Output

4.00 4.50 5

1. The Missing Number

Find the missing number in the given list of integers. The list contains 1 to 100 integers but one of the integer is missing. There are no duplicates in the list.

Input Format

Input contains a list of 99 integers.

Output Format

Print the missing number in the list.

Constraints

1 <= L[i] <= 100

Example Input

12 15 9 1 71 77 81 29 70 19 11 83 56 2 57 53 68 99 82 100 22 10 51 40 34 98 80

38 39 89 94 4 26 64 45 8 90 24 93 33 21 7 49 88 5 28 55 67 65 50 32 58 6 37 46

42 20 44 41 3 78 76 73 16 31 85 91 54 60 47 97 43 84 17 35 69 13 30 61 79 72

48 23 66 52 27 62 87 63 18 75 96 14 86 95 74 25 59 36

Output 92

1. Find Duplicate Number in Array

Find a duplicate element in the given array of integers. There will be only a single duplicate element in the array.

Note:

Do not use any inbuilt functions / libraries for your main logic Input Format

The first line of input contains the size of the array - N and the second line contains the elements of the array, there will be only a single duplicate element in the array.

Output Format

Print the duplicate element from the given array. Constraints

2 <= N <= 100

0 <= ar[i] <= 109

Example Input

6

5 4 10 9 21 10

Output 10

1. First and Last

You are given an array A of size N, containing integers. Your task is to find the first and last occurrences of a given element X in the array A and print them.

Input Format

The input consists of three lines. The first line contains a single integer N - the size of the array. The second line contains N integers separated by a space, representing the elements of the array A. The third line contains a single integer X.

Output Format

Print the indexes of the first and last occurrences separated by a space. Constraints

1 <= N <= 103

1 <= A[i] <= 105

X ∈ A Example Input

10

1 3 5 7 9 11 3 13 15 3

3

Output 1 9

1. Unique Elements

Print unique elements of the array in the same order as they appear in the input. Note:

Do not use any inbuilt functions / libraries for your main logic. Input Format

The first line of input contains the size of the array - N and the second line

contains the elements of the array. Output Format

Print unique elements from the given array. Constraints

1 <= N <= 100

0 <= ar[i] <= 109

Example Input

7

5 4 10 9 21 4 10

Output 5 9 21

1. Merge Two Sorted Arrays

You are given two sorted integer arrays A and B of size N and M respectively. Print the entire data in sorted order.

Input Format

First line of input contains N - the size of the array. The second line contains N integers - the elements of the first array. The third line contains M - the size of the second array. The fourth line contains M integers - the elements of the second array.

Output Format

For each test case, print the entire data in sorted order with each element separated by a space, on a new line.

Constraints

1 <= N <= 103

1 <= M <= 103

-105 <= A[i], B[i] <= 105

Example Input

7

1 1 5 8 10 12 15

5

-1 2 4 5 7

Output

-1 1 1 2 4 5 5 7 8 10 12 15

1. Print Array A Using B

Given two arrays, A and B, for each index 'i' in array B, print the corresponding element from array A if B[i] is within the range of A, otherwise print -1.

Input Format

The first line of input contains an integer N - size of array A. The Second line of input contains elements of array A. The Third line of input contains an integer M

- size of array B. The Fourth line of input contains elements of array B. Output Format

Print the values of array A for every index 'i' in B i.e. A[B[i]] if B[i] is in the range, otherwise print -1.

Constraints

1 <= N <= 100

1 <= A[k] <= 1000

1 <= M <= 100

0 <= B[i] <= 1000

Example Input

5

100 200 400 800 1000

6

4 2 0 6 10 0

Output

1000 400 100 -1 -1 100

Explanation

B[0] is 4, A[B[0]] => A[4] = 1000

B[1] is 2, A[B[1]] => A[2] = 400

B[2] is 0, A[B[2]] => A[0] = 100

B[3] is 6, size of array A is 5, any index >= 5 is an invalid index, so print -1. B[4] is 10, size of array A is 5, any index >= 5 is an invalid index, so print -1. B[5] is 0, A[B[5]] => A[0] = 100

1. Gauntlets

You have a collection of N gauntlets, each with a specific color represented by A[i]. Your goal is to maximize the number of pairs by repeatedly pairing up gauntlets of the same color. Determine the maximum number of pairs that can be formed.

Input Format

The first line of input contains an integer N. The second line of input contains an array of size N.

Output Format

For the given input, print a single line representing the answer. Constraints

1 ≤ N ≤ 102

1 ≤ Ai ≤ 103 Example Input

6

4 1 7 4 1 4

Output

2

Explanation

You can do the operation twice as follows.

Choose two gauntlets with the color 1 and pair them. Choose two gauntlets with the color 4 and pair them.

Then, you will be left with one sock with the color 4 and another with the color 7, so you can no longer do the operation. There is no way to do the operation three or more times, so you should print 2.

1. Max Altitude

Imagine a pilot starting the flight from the ground and flying over a series of different points at different heights. You are given an array, where A[i] represents heights.

Currently, if the pilot is at altitude X at ith point, and if he wants to reach (i+1)th point, his altitude will become X+A[i].

The pilot starts at altitude 0 and wants to find the highest point he can reach during the entire journey. Your task is to print the highest altitude the pilot reaches.

Input Format

The first line of input contains an integer N. The second line of input contains N space-separated integers.

Output Format

Print the highest altitude the pilot can reach.

Constraints

1 <= N <= 1000

-1000 <= A[i] <= 1000

Example Input 5

-5 1 5 0 -7

Output 1

1. Longest Contiguous 1's

Given an array of elements containing 0's and 1's. You have to find the length of longest contiguous 1's.

Input Format

First line of input contains N - size of the array. The next line contains the N integers of array A.

Output Format

Print the length of longest contiguous 1's.

Constraints 1 <= N <= 1000

Example Input 10

1 0 0 1 0 1 1 1 1 0

Output 4

1. Is Bitonic Sequence

Given an array of integers A, print true if and only if it is a valid array. A is a valid array if and only if there exists some i with 0 < i < A.length - 1 such that: A[0] < A[1] < ... < A[i - 1] < A[i] > A[i + 1] > ... > A[A.length - 1].

Input Format

The first line of the input contains N. Second line of input contains an array of size N.

Output Format

Print true if and only if it is a valid array, otherwise print false. Constraints

3 ≤ N ≤ 104

0 ≤ Ai ≤ 104 Example Input

4

0 3 2 1

Output true Explanation

ar = [0, 3, 2, 1]

idx = 0 1 2 3

So if we take i=1, then we have ar[0] < ar[1] > ar[2] > ar[3] 0 < 3 > 2 > 1

1. Max Min Partition

Given an array D of positive integers, your goal is to divide D into two separate arrays, E and F, under the following conditions:

Each element in array D must belong to either array E or array F Both arrays E and F are non-empty

The objective is to minimize the partition's value, calculated as the absolute difference between the maximum value of array E (denoted as max(E)) and the minimum value of array F (denoted as min(F))

Print the resulting integer that represents the value of this partition. Input Format

The first line of input contains N. The second line of input contains an array of size N.

Output Format

Print the minimized partition value.

Constraints

2 ≤ N ≤ 104

1 ≤ Di ≤ 109 Example Input 6

7 1 14 16 30 4

Output 2

Explanation

We can partition the array D into E = [7, 1, 14, 4] and F = [16, 30].

The maximum element of the array E is equal to 14. The minimum element of the array F is equal to 16.

The value of the partition is |14 - 16| = 2. It can be proven that 2 is the minimum value out of all the partitions.

1. Left Sum and Right Sum

Given an array A of size N. Construct an array B, such that B[i] is calculated as follows: Find leftSum => sum of elements to the left of index i in array A; if none,

use 0.

Find rightSum => sum of elements to the right of index i in array A; if none, use 0. B[i] = | leftSum - rightSum | Your task is to simply print the B array.

Input Format

The first line of input contains the N - size of the array. The next line contains N integers - the elements of array A.

Output Format

Print the elements of the B array separated by space.

Constraints

1 <= N <= 103

0 <= arr[i] <= 100000

Example Input 3

6 7 7

Output 14 1 13

Explanation At index 0:

LeftSum = 0, RightSum = 14

B[0] = | LeftSum - RightSum | = 14.

At index 1:

LeftSum = 6, RightSum = 7

B[1] = | LeftSum - RightSum | = 1.

At index 2:

LeftSum = 13, RightSum = 0

B[2] = | LeftSum - RightSum | = 13.

1. Alternate Seating

You are given an integer N, denoting the number of people who need to be seated, and a list of M seats, where 0 represents a vacant seat and 1 represents an already occupied seat. Find whether all N people can find a seat, provided that no two people can sit next to each other.

Input Format

The first line of the input contains N denoting the number of people. The second line of input contains M denoting the number of seats. The third line of input contains the seats.

Output Format

If all N people can find seats, print YES otherwise NO.

Constraints

1 ≤ N ≤ 105

1 ≤ M ≤ 105

Ai ∈ {0, 1}

Example Input

2

7

0 0 1 0 0 0 1

Output YES

Explanation

The two people can sit at index 0 and 4.

1. Ternary Array

Given an array A of size N, find the minimum cost to convert it to a ternary array

B. A ternary array can only have 0 or 1 or 2. After conversion, ensure that A[i] != B[i]. The cost of converting A[i] to B[i] is | A[i] - B[i] |.

Input Format

The first line of input contains a single integer N - the size of the array and the second line contains array elements.

Output Format

Print the minimum cost to convert array A to B. Constraints

1 <= N <= 10000

-100000 <= A[i] <= 100000

Example Input

5

1 -1 2 0 5

Output 7

Explanation

Given A = {1, -1, 2, 0, 5} can be converted to B = {2, 0, 1, 1, 2}, with a cost of

|1-2| + |-1-0| + |2-1| + |0-1| + |5-2| = 1 + 1 + 1 + 1 + 3 = 7.

1. Three Equal Parts

Given an array of integers A, print true if we can partition the array into three non-empty subarrays with equal sums.

Input Format

The first line of the input contains an integer N. Second line of input contains an array of size N.

Output Format

Print true if we can partition the array, otherwise false.

Constraints

3 ≤ N ≤ 104

-104 ≤ Ai ≤ 104

Example Input 10

3 3 6 5 -2 2 5 1 -9 4

Output true

Explanation

(3 + 3) = (6) = (5 - 2 + 2 + 5 + 1 - 9 + 4) = 6.

1. List Operations

You are tasked with implementing a program that manipulates an empty list based on a series of commands.

Input Format

The first line of input contains an integer N, indicating the number of commands to follow. The next N lines contains any of the following commands:

append X: Appends the integer X to the end of the list.

count X: Count the number of occurrences of the integer X in the list. reverse: Reverses the order of elements in the list.

insert Pos X: Inserts the integer X at the position Pos in the list. sort: Sorts the elements of the list in ascending order.

index X: Gives the index of the first occurrence of the integer X in the list, or -1 if X is not found. length: Gives the length of the list.

extend: Extends the list by appending it's current elements to itself. Output Format

For count, index, and length command, print the result. For the remaining commands, print the updated list separated by spaces.

Constraints 1 <= N <= 50

1 <= X <= 100

0 <= Pos < length of the list

Example Input 10

append 13

append 7

insert 1 6 extend index 2 reverse index 7 length sort count 6

Output 13

13 7

13 6 7

13 6 7 13 6 7

-1

7 6 13 7 6 13

0

6

6 6 7 7 13 13

2

1. Implement Bubble Sort

Given an array of size N, implement Bubble Sort.

Input Format

The first line of input contains an integer N - the size of an array. The second line contains the elements of the array.

Output Format

For each iteration of Bubble Sort, print the array elements.

Constraints

1 <= N <= 20

1 <= A[i] <= 103

Example Input

6

5 8 10 15 3 6

Output

5 8 10 3 6 15

5 8 3 6 10 15

5 3 6 8 10 15

3 5 6 8 10 15

3 5 6 8 10 15

1. Implement Selection Sort

Given an array of size N having unique elements, implement Selection Sort. Note: Implement Selection Sort by selecting smallest element at every step.

Input Format

The first line of input contains an integer N - the size of an array. The second line contains the elements of the array.

Output Format

For each iteration of Selection Sort, print the array elements.

Constraints 1 <= N <= 20

1 <= A[i] <= 103

Example Input 6

5 8 10 15 3 6

Output

3 8 10 15 5 6

3 5 10 15 8 6

3 5 6 15 8 10

3 5 6 8 15 10

3 5 6 8 10 15

1. Implement Insertion Sort

Given an array of size N, implement Insertion Sort.

Input Format

The first line of input contains an integer N - the size of an array. The second line contains the elements of the array.

Output Format

For each iteration of Insertion Sort, print the array elements. Constraints

1 <= N <= 20

1 <= A[i] <= 103

Example Input

5

8 7 1 2 4

Output 7 8 1 2 4

1 7 8 2 4

1 2 7 8 4

1 2 4 7 8

1. Implement Shell Sort

Given an array of size N, implement Shell Sort.

Note: Initially gap=N/2, for each iteration, gap reduces by half. Input Format

The first line of input contains an integer N - the size of an array. The second line contains the elements of the array.

Output Format

For each iteration of Shell Sort, print the array elements. Constraints

1 <= N <= 20

1 <= A[i] <= 103

Example Input

8

4 3 12 1 13 9 5 6

Output

4 3 5 1 13 9 12 6

4 1 5 3 12 6 13 9

1 3 4 5 6 9 12 13

Explanation

Initially gap = 4, apply Insertion Sort for elements at distance 4, you will get [4 3

5 1 13 9 12 6]

For gap = 2, again apply Insertion Sort for elements at distance 2, you will get [4 1 5 3 12 6 13 9]

For gap = 1, apply Insertion Sort for elements at distance 1, you will get [1 3 4 5

6 9 12 13]

1. Implement Merge Sort

Given an array of size N, implement Merge sort.

Input Format

The first line of input contains an integer N - the size of an array. The second line contains the elements of the array.

Output Format

For each merge call of Merge Sort, print the array elements.

Constraints 1 <= N <= 20

1 <= A[i] <= 103

Example Input 6

5 1 3 15 10 4

Output

1 5 3 15 10 4

1 3 5 15 10 4

1 3 5 10 15 4

1 3 5 4 10 15

1 3 4 5 10 15

1. Implement Linear Search

Given an array of integers, search a given key in the array using linear search. Note: Do not use any inbuilt functions / libraries for your main logic.

Input Format

The first line of input contains two integers N and K. N is the size of the array and K is the key. The second line contains the elements of the array.

Output Format

If the key is found, print the index of the array, otherwise print -1.

Constraints

1 <= N <= 102

0 <= ar[i] <= 109

Example Input 5 15

-2 -19 8 15 4

Output 3

1. Implement Binary Search

Given a sorted array A of size N, along with an integer target K, implement Binary Search to find the target K in the given array.

Input Format

The first line of input contains an integer N - the size of an array and target K. The second line contains the elements of the array.

Output Format

For each iteration of Binary Search, print the values of low, high, and mid. At the end, if the target K is found in the array, print "True" otherwise, print "False".

Constraints 1 <= N <= 20

1 <= A[i] <= 103

Example Input 1

9 12

1 4 6 7 10 11 12 20 23

Output 1

0 8 4

5 8 6

True Input 2

10 21

3 5 8 11 15 17 19 23 26 30

Output 2

0 9 4

5 9 7

5 6 5

6 6 6

False

1. Matrix Row Sum

Given a matrix of size N x M, print row-wise sum, separated by a newline.

Note:

Try to solve this without declaring / storing the matrix.

Input Format

The first line of input contains N, M - the size of the matrix, followed by N lines each containing M integers

- elements of the matrix.

Output Format

Print the row-wise sum of the matrix, separated by a newline.

Constraints

1 <= N, M <= 100

-100 <= ar[i] <= 100

Example Input 2 3

5 -1 3

19 8 -5

Output 7

22

1. Matrix Column Sum

Given a matrix of size N x M, print column-wise sum, separated by a newline.

Input Format

The first line of input contains N, M - the size of the matrix, followed by N lines each containing M integers

- elements of the matrix.

Output Format

Print the column-wise sum of the matrix, separated by newline.

Constraints

1 <= N, M <= 100

-109 <= ar[i] <= 109

Example Input 2 2

5 -1

19 8

Output 24

7

1. Submatrix Sum

Given a matrix of size N x N and four integers (i, j, k, l), calculate the sum of the sub-matrix from (i, j) to (k, l).

Input Format

The first line of input contains an integer N. Second line of input contains four integers i, j, k and l. It's followed by N lines each containing N integers - elements of the matrix.

Output Format

Print the sum of the sub-matrix from (i, j) to (k,l).

Constraints

1 <= N <= 100

0 <= i <= k < N

0 <= j <= l < N

1 <= ar[i][j] <= 100

Example Input 3

1 1 2 2

1 2 3

4 5 6

7 8 9

Output 28

Explanation

Sum of elements from {1,1} to {2, 2} is (5+6+8+9) = 28.

1. Lower Triangle

Given a square matrix of size N × N, find the sum of its lower triangle elements.

Input Format

The first line of input contains N - the size of the matrix. It is followed by N lines each containing N integers - elements of the matrix.

Output Format

Print the sum of the lower triangle of the matrix. Constraints

1 <= N <= 100

-105 <= ar[i] <= 105

Example Input

3

5 9 -2

-3 4 1

2 6 1

Output 15

Explanation

The sum of the lower triangle matrix is 5 - 3 + 4 + 2 + 6 + 1 = 15.

1. Sum of Two Matrices

Given two matrices A and B each of size N x M, print the sum of the matrices (A

+ B).

Note:

Try solving it by declaring only a single matrix. Input Format

The first line of input contains N, M - the size of the matrices. It's followed by 2\*N lines, each containing M integers - elements of the matrices. The first N lines are for matrix A and the next N lines are for matrix B.

Output Format

Print the sum of the 2 given matrices (A + B). Constraints

1 <= N, M <= 100

-109 <= ar[i] <= 109

Example Input

2 3

5 -1 3

19 8 4

4 5 -6

1 -2 12

Output 9 4 -3

20 6 16

1. Interchange Diagonals

Given a matrix A of size NxN, interchange the diagonal elements from top to bottom and print the resultant matrix.

Input Format

First line of input contains N - the size of the matrix. It is followed by N lines each containing N integers - elements of the matrix.

Output Format

Print the matrix after interchanging the diagonals.

Constraints

1 <= N <= 100

1 <= A[i][j] <= 104

Example Input 4

5 6 7 8

13 14 15 16

1 2 3 4

9 10 11 12

Output 8 6 7 5

13 15 14 16

1 3 2 4

12 10 11 9

1. Count the Elements - Matrix in Array

You are given a matrix and an array. For each row of the given matrix, for each element of that row, check if it is present in the given array. Print the count of elements present for every row.

Input Format

The first line of input contains N, M - the size of the matrix. It is followed by N lines each containing M integers - elements of the matrix. The next line of the input contains the A - the size of the array. The next line of the input contains the

array elements.

Output Format

For each row, print the count of the number of elements present, separated by a new line.

Constraints

1 <= N, M, A <= 100

-100 <= mat[i][j], ar[i] <= 100

Example Input 3 4

5 9 -2 2

-3 4 1 9

2 -2 1 -2

5

5 1 -2 2 6

Output

3

1

4

Explanation

The first row of the matrix is (5 9 -2 2), out of this, 3 elements (5 -2 2), except 9,

are present in the given array (5 1 -2 2 6)

The second row of the matrix is (-3 4 1 9), out of this, only 1 is present in the given array (5 1 -2 2 6)

The third row of the matrix is (2 -2 1 -2), all the 4 elements are present in the given array (5 1 -2 2 6)

1. Matrix Zig-Zag Traversal

Given a matrix of size N x M, print the matrix in zig-zag order. Refer example for more details.

Input Format

The first line of input contains N, M - the size of the matrix. It is followed by N lines each containing M integers - elements of the matrix.

Output Format

Print the matrix elements in zig-zag order.

Constraints

1 <= N, M <= 100

-106 <= mat[i][j] <= 106

Example Input 3 3

5 9 -2

-3 4 1

2 6 1

Output

5 9 -2 1 4 -3 2 6 1

1. Transpose Matrix

Given a matrix of size N x M, print the transpose of the matrix.

Input Format

The first line of input contains N, M - the size of the matrix. It is followed by N lines each containing M integers - elements of the matrix.

Output Format

Print the transpose of the given matrix.

Constraints

1 <= N, M <= 100

-109 <= ar[i] <= 109

Example Input 2 2

5 -1

19 8

Output 5 19

-1 8

1. Sparse Matrix

Given a matrix of size N x M, print whether it is a sparse matrix or not. Please note that if a matrix contains 0 in more than half of its cells, then it is called a sparse matrix.

Input Format

The first line of input contains N, M - the size of the matrix, followed by N lines each containing M integers

- elements of the matrix.

Output Format

Print "Yes" if the given matrix is a sparse matrix, otherwise print "No". Constraints

1 <= N, M <= 100

0 <= ar[i] <= 109

Example Input

2 3

5 0 0

0 8 0

Output Yes

1. Super One

Given a matrix of 0’s and 1’s, check if there exists a Super One. Please note that

a Super One is a 1, which is surrounded by 0 on all 8 sides. Input Format

The first line of input contains N, M - the size of the matrix. It's followed by N lines each containing M integers - elements of the matrix.

Output Format

Print "Yes" if the matrix contains Super One, otherwise print "No". Constraints

1 <= N, M <= 100

0 <= ar[i] <= 1

Example Input

4 4

1 0 0 0

0 0 0 1

0 1 0 0

0 0 0 0

Output Yes

Explanation

There's one occurrence of Super One in the matrix at [2,1]. Value 1 at index [0,0] and Value 1 at index [1,3] are not Super One's because they are not surrounded

by eight 0's.

1. Image Flip

You are given an N x M binary matrix called "image". You need to perform the following operations on the matrix (in order) and return the resulting image:

Flip the image horizontally: This involves reversing the order of elements in each row of the matrix. For example, [1,0,1,0,0,0] becomes [0,0,0,1,0,1]

Invert the image: This involves replacing 0s with 1s and 1s with 0s in the entire matrix. For example, [0,0,0,1,0,1] becomes [1,1,1,0,1,0]

Input Format

Line of input contains N - number of rows and M - number of columns. The next N lines contains M integers each denoting the elements of the matrix image.

Output Format

You have to print the resultant matrix image.

Constraints 1 <= N <=100

1 <= M <=100

Example Input 2 2

1 0

0 1

Output 1 0

0 1

1. Local Max in Matrix

Given an integer matrix C with dimensions N × N. Construct a new integer matrix D of size (N - 2) × (N - 2) such that each element D[i][j] represents the maximum value within a 3 × 3 submatrix of C, where the center of the submatrix is located at row i + 1 and column j + 1 in matrix C. We aim to identify the highest value within every continuous 3 × 3 submatrix within C. Print the resulting matrix D.

Input Format

The first line of input contains an integer N. For the next N lines, each line contains N elements separated by space.

Output Format

Print the generated matrix.

Constraints

3 ≤ N ≤ 100

-1000 ≤ Cij ≤ 1000

Example

Input 4

12 9 8 40

5 20 2 6

8 14 6 30

6 2 25 2

Output 20 40

25 30

1. Zero Row and Zero Column

Given a matrix A of size N x M. Elements of the matrix are either 0 or 1. If A[i][j] = 0, set all the elements in the ith row and jth column to 0. Print the resultant matrix.

Input Format

The first line of input contains N, M - the size of the matrix A. It is followed by N lines each containing M integers - elements of the matrix.

Output Format

Print the resultant matrix. Constraints

1 <= N, M <= 100

A[i][j] ∈ {0,1}

Example Input

4 5

0 1 1 0 1

1 1 1 1 1

1 1 0 1 1

1 1 1 1 1

Output 0 0 0 0 0

0 1 0 0 1

0 0 0 0 0

0 1 0 0 1

1. Check Bit

Given an integer N, check whether the ith bit is set or not.

Input Format

The first and only line of input contains N and i.

Output Format

Print "true" if the ith bit is set in the given integer N, "false" otherwise.

Constraints

0 <= N <= 109

0 <= i <= 30

Example Input 10 1

Output true

Explanation

The binary form of 10 is `1010`. So, the 1st bit in 10 is set. Note that the LSB bit is referred to as the 0th bit.

1. Triangle Validator

Given the length of 3 sides of a triangle, check whether the triangle is valid or not.

Input Format

The first and only line of input contains three integers A, B, C - Sides of the triangle.

Output Format

Print "Yes" if you can construct a triangle with the given three sides, "No" otherwise.

Constraints

1 <= A, B, C <= 109

Example Input 4 3 5

Output

Yes

1. Area of Rectangle

Print the area of the rectangle, given its length and breadth.

Input Format

The first and only line of input contains two positive integers L - Length of the rectangle and B - Breadth of the rectangle.

Output Format

Print the area of the rectangle.

Constraints

1 <= L, B <=109

Example Input 5 8

Output 40

1. Arithmetic Operators

Given two integers A and B. Print the sum, difference, product, division, and remainder for the corresponding values of A and B.

Input Format

First and only line of input contains two integers - A and B.

Output Format

Print the sum, difference, product, division, and remainder for the corresponding values of A and B. Refer the given example.

Constraints

1 <= A, B <= 1000

Example Input 12 5

Output Sum: 17

Difference: 7

Product: 60

Division: 2

Remainder: 2

1. Arithmetic Progression

For an Arithmetic Progression series with a given first term (a), common difference (d), and an integer N, determine the Nth term of the series.

Input Format

First and only line of input contains 3 variables a, d and N.

Output Format

Print the Nth term of the AP series.

Constraints

1 <= a, d, N <= 103

Example Input 2 1 5

Output 6

1. Compute A power B

Given two integers A and B, compute A power B.

Note: Do not use any inbuilt functions / libraries for your main logic.

Input Format

The first and only line of input contains two positive integers A and B.

Output Format Print A power B.

Constraints

1 <= A <= 100

0 <= B <= 9

Example Input 2 3

Output 8

1. Number Reverse

Given a number N, reverse the number.

Input Format

The first and only line of input contains a integer - N.

Output Format

Print the reversed number.

Constraints

-1018 <= N <= 1018

Example Input 1344

Output 4431

1. Fibonacci Number

For a given positive integer - N, compute Nth Fibonacci number.

Input Format

The first and only line of input contains a positive number - N.

Output Format

Print the Nth fibonacci number.

Constraints 0 <= N <= 20

Example Input 4

Output 3

Explanation

The fibonacci series:

0, 1, 1, 2, 3, 5, 8,......

At 4th position, we have 3.

1. Given a non-negative number - N. Print N!

Input Format

The first and only line of input contains a number - N.

Output Format Print factorial of N.

Constraints 0 <= N <= 10

Example Input 5

Output 120

1. Catalan Number

Given an integer N, generate the Nth Catalan Number.

Input Format

First and only line of input contains a non-negative integer N.

Output Format

Print the Nth Catalan Number.

Constraints 0 <= N <= 10

Example Input 3

Output 5

Explanation

3rd Catalan Number: 6C3 / 4 = 5

1. NcR Basic

Given two numbers N and R, find the value of NCR. Input Format

The first and only line of input contains integers N and R.

Output Format

Print the value of NCR Constraints

1 <= N <= 10

1 <= R <= 10

Example Input 5 3

Output 10

1. Applying Modulus

There are six positive integers A, B, C, D, E, and F, which satisfy A × B × C ≥ D

× E × F. Find the remainder when (A × B × C) - (D × E × F) is divided by (1e9+7). Note:

1. (X × Y) % M = (X % M × Y % M) % M
2. (X - Y) % M = (X % M - Y % M + M) % M

Input Format

The first and only line of input contains six space-separated integers A, B, C, D, E, and F.

Output Format

For the given input, print a single line representing the answer.

Constraints

0 ≤ A, B, C, D, E, F ≤ 1018 A × B × C ≥ D × E × F

Example Input 2 3 5 1 2 4

Output 22

Explanation

Since A × B × C = 2 × 3 × 5 = 30 and D × E × F = 1 × 2 × 4 = 8, we have (A × B

× C) - (D × E × F) = 22. When you divide 22 by (1e9+7), the remainder will be 22.

1. Factorial Hard

Given a non-negative number - N. Print N!

Input Format

The first and only line of input contains a number - N. Output Format

Print factorial of N. Since the result can be very large, print result % 1000000007 Constraints

0 <= N <= 106

Examples Input 1

3

Output 1

6

Input 2

165

Output 2

994387759

1. Minimum Subtraction

Given a number N, find a number X. On subtracting X from N, N-X should be a power of 2. Find the minimum value of X.

Input Format

First and only line of input contains an integer N. Output Format

Print the value X.

Constraints

2 <= N <= 109

Example Input

10

Output 2

Explanation N = 10

If we subtract X = 2 from N = 10, N - X = 8 is a power of 2.

1. Number of Multiples

Given a positive integer - N. Print the number of multiples of 3, 5 between [1, N].

Input Format

The first and only line of input contains a positive integer - N.

Output Format

Print the number of multiples of 3, 5 between [1, N].

Constraints

1 <= N <= 1018

Example Input 12

Output 6

Explanation

Multiples of 3 and 5 in range of 1 to 12 are 3, 5, 6, 9, 10, 12.

1. A B and X

You are given two numbers A and B along with an integer X. In one operation you can do one of the following:

Set A = A + X and B = B - X Set A = A - X and B = B + X

Determine if you can make A and B equal after applying the operation any number of times (possibly zero).

Input Format

The first and only line of input contains three integers A, B, and X separated by a space.

Output Format

For each test case, print YES if you can make A and B equal, otherwise NO.

Constraints

1 <= A, B, X <= 109

Examples Input 1

6 8 1

Output 1

YES

Input 2

15 16 2

Output 2 NO

Explanation

Example 1: The initial values of (A, B) are (6,8). We can perform the following operation. A = A + X = 6 + 1 = 7 and B = B - X = 8 - 1 = 7

A and B are equal, print YES.

Example 2: It can be proven that we cannot make A equal to B using the given operations.

1. Natural Numbers Sum

Given positive integer - N, print the sum of the first N natural numbers.

Input Format

The first and only line of input contains a positive integer - N.

Output Format

Print the sum of the first N natural numbers.

Constraints

1 <= N <= 109

Example Input 4

Output 10

1. Armstrong Number

Given an integer N, check whether it's an Armstrong number or not.

Note that an Armstrong number is a number that is equal to the sum of cubes of its digits.

Input Format

The first and only line of input contains an integer - N.

Output Format

Print "Yes" if the number is Armstrong number, "No" otherwise.

Constraints

0 <= N <= 109

Example Input 153

Output Yes

Explanation

13 + 53 + 33 = 153

1. Narcissistic Numbers

Given an integer N, check whether it is a Narcissistic number or not.

Note that a Narcissistic number is a number that is the sum of its own digits each raised to the power of the number of digits

Input Format

The first and only line of input contains an integer - N.

Output Format

Print "Yes" if the number is Narcissistic number, "No" otherwise.

Constraints

0 <= N <= 106

Example Input 8208

Output Yes

Explanation

84 + 24 + 04 + 84 = 8208

1. Harshad Numbers

Given an integer N, check whether it is a Harshad number or not.

Note that a Harshad number is an integer, that is divisible by the sum of its digits.

Input

The first and only line of input contains a integer - N. Output

Print "Yes" if the number is Harshad number, "No" otherwise.

Constraints 1 <= N <= 109

Example Input

18

Output

Yes

Explanation 18 / (1 + 8) = 2

As 18 is divisible by the sum of its digits, it is a Harshad number.

1. Compound Interest

Write a program to calculate the amount of money accrued from compound interest.

Compound interest is the interest calculated on the initial principal and also on the accumulated interest of previous periods. Given the principal amount (P), the annual interest rate (R), the number of times the interest is compounded per year (N), and the time in years (T), write a program to calculate the final amount (A) after the specified time.

Compound Interest = P(1 + R/N)NT - P

Always consider the floor value of (R/N) while computing Compound Interest. Input Format

The first and only line of input contains 4 integers P, R, N, T separated by spaces. Output Format

Print the Compound Interest for the given values of P, R, N, T. Constraints

1 <= P <= 100

1 <= R <= 10

1 <= N, T <= 5

Example Input

65 6 1 2

Output

3120

1. Quadratic Equation

Given a quadratic equation in the form ax2 + bx + c, (only the values of a, b and c are provided). Find the roots of the equation.

Note: Display the values with precision up to two decimal places, and for imaginary roots of the form (x + iy) or (x - iy), print "Imaginary Roots".

Input Format

First and only line of input contains three integers a, b, c separated by spaces. Output Format

Print the roots of the quadratic equation separated by spaces. Constraints

-1000 <= a, b, c <= 1000

Examples

Input 1

1 -2 1

Output 1

1.00 1.00

Input 2

1 7 12

Output 2

-3.00 -4.00

Input 3

1 1 1

Output 3 Imaginary Roots Explanation

Example 1: Roots are real and equal, which are (1,1) Example 2: Roots are real and distinct, which are (-3,4)

Example 3: Roots are imaginary, which are (-0.5 + i0.866025, -0.5 - i0.866025) restart\_alt
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1. Prime or Not

Given a positive integer - N, check whether the number is prime or not.

Input Format

The first and only line of input contains an integer - N.

Output Format

Print "Yes" if the number is prime, "No" otherwise.

Constraints

1 <= N <= 108

Example Input 11

Output Yes

1. Arrange Primes

Given an integer N. Print the count of permutations for the numbers from 1 to N, considering that prime numbers should be placed at positions with prime indices (1 - based indexing). As the result might be a large number, print the output % 1e9 + 7.

Input Format

The first and only line of input contains an integer N.

Output Format

Print the count of permutations.

Constraints

1 ≤ N ≤ 100

Example Input 8

Output 576

1. Fuel Tank

A truck has two fuel tanks: a main tank and an additional tank. The fuel levels in both tanks are represented by two integers: mainTank, which represents the fuel in the main tank in litres, and additionalTank, which represents the fuel in the additional tank in litres.

The truck has a mileage of 10 kilometers per litre. Whenever 5 litres of fuel are consumed from the main tank, if the additional tank has at least 1 litre of fuel, 1 litre of fuel will be transferred from the additional tank to the main tank. Print the maximum distance that can be travelled with the given fuel.

Input Format

The first and only line of input contains two integers mainTank and additionalTank.

Output Format

Print the maximum distance that can be travelled with the given fuel.

Constraints

1. <= mainTank, additionalTank <= 100

Examples Input 1

5 10

Output 1

60

Input 2

1. 2

Output 2

20

Explanation Example 1:

After spending 5 litre of fuel, fuel remaining is (5 - 5 + 1) = 1 litre and the distance travelled is 50km. After spending another 1 litre of fuel, no fuel gets injected in the main tank and the main tank becomes empty. Total distance travelled is 60km.

Example 2:

After spending 2 litre of fuel, the main tank becomes empty. Total distance travelled is 20km.

1. Min Digit

Tom and Jerry are playing a game with an integer N that doesn't contain any zeros in its decimal representation. Tom starts first and, on his turn, he can swap any two digits of the integer that are in different positions. Jerry follows by always removing the last digit of the integer. The game continues in turns until there's only one digit left. Determine the smallest integer Tom can achieve at the end if he plays optimally.

Input Format

The first and only line of input consists an integer N consisting of digits 1 - 9.

Output Format

Print the the smallest integer that Tom can achieve.

Constraints 10 < N < 109

Example Input 132

Output

1

Explanation

Tom can swap 3 and 1, N becomes 312. After that Jerry deletes the last digit, N becomes 31. Then Tom swaps 3 and 1, N becomes 13 and Jerry deletes 3, so the answer is 1.

1. Number of Rectangles

Vikram has a collection of N squares with a side length of 1. Print the number of different rectangles that can be formed using these squares.

Input Format

Print the number of different rectangles that can be formed using these squares.

Output Format

Print the number of different rectangles that can be formed using these squares.

Constraints

1 ≤ N ≤ 100

Example Input 6

Output

8

Explanation

We can create different rectangles of sizes 1×1, 1×2, 1×3, 1×4, 1×5, 1×6, 2×2,

2×3.

1. Point Location

There is a line that goes through the points P1 = (x1,y1) and P2 = (x2,y2). There is

also a point P3 = (x3,y3). Print whether P3 is located on the left or right side of the line or if it touches the line when we are looking from P1 to P2.

Input Format

The first and only line of input contains 6 integers x1, y1, x2, y2, x3, y3 separated by spaces.

Output Format

For given input, print "LEFT", "RIGHT" or "TOUCH". Constraints

-104 ≤ x1, y1, x2, y2, x3, y3 ≤ 104 x1 ≠ x2 or y1 ≠ y2

Examples Input 1

1 1 5 3 2 3

Output 1 LEFT

Input 2

1 1 5 3 4 1

Output 2 RIGHT

Input 3

1 1 5 3 3 2

Output 3 TOUCH

1. Area of Polygon

Print the area of a given polygon. The polygon consists of N vertices (x1, y1), (x2,

y2), …, (xN, yN). The vertices (xi, yi) and (xi+1, yi+1) are adjacent for i = 1, 2, …, N−1, and the

vertices (x1, y1) and (xN, yN) are also adjacent.

Input Format

The first line of input has an integer N: the number of vertices. Next N lines describe the vertices. The ith such line has two integers xi and yi separated by space. You may assume that the polygon is simple, i.e., it does not intersect itself.

Output Format

Print the area of the Polygon.

Constraints

3 ≤ N ≤ 1000

-103 ≤ xi, yi ≤ 103

Example Input

4

1 1

4 2

3 5

1 4

Output

16

1. Filled Rectangle

Given N and M, print the following rectangle pattern of size N × M. See examples for more details.

Input Format

The first line of input contains N and M. Output Format

Print the rectangle pattern. Constraints

1 <= N <= 10

1 <= M <= 10

Example Input

3 5

Output

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

1. Hollow Rectangle

Print a hollow rectangle pattern using '\*'. See the example for more details.

Input Format

The input contains two integers W - width of the rectangle and L - length of the rectangle.

Output Format

For the given integers W and L, print the hollow rectangle pattern.

Constraints 2 <= W <= 50

2 <= L <= 50

Example Input 5 4

Output

\*\*\*\*\*

\* \*

\* \*

\*\*\*\*\*

1. Rectangle Pattern

Print rectangle pattern. See the example for more details.

Input Format

The first and only line of input contains a single integer N.

Output Format

For the given integer, print a rectangle pattern as shown in the example.

Constraints 1 <= N <= 50

Example Input 5

Output 5432\*

543\*1

54\*21

5\*321

\*4321

1. Triangle Pattern

Given a value N, print a right-angled triangle pattern. See examples for more details.

Input Format

First and only line of input contains an integer N.

Output Format

Print the right angled triangle pattern.

Constraints

1 <= N <= 100

Example Input 5

Output

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

1. Floyd Pattern - 1

Print a right-angled triangle pattern using integers. See the example for more details.

Input Format

The first and only line of input contains a single integer N - the size of the triangle.

Output Format

For the given integer, print the right-angled triangle pattern.

Constraints 1 <= N <= 50

Example Input 6

Output

1

2 3

4 5 6

7 8 9 10

11 12 13 14 15

16 17 18 19 20 21

1. Floyd Pattern - 2

Print a right-angled triangle pattern. See the example for more details.

Input Format

The first and only line of input contains a single integer N - the size of the triangle.

Output Format

For the given integer, print the right-angled triangle pattern.

Constraints 1 <= N <= 50

Example Input 5

Output 1

2 6

3 7 10

4 8 11 13

5 9 12 14 15

1. Half Diamond

Print half diamond pattern using '\*'. See the example for more details.

Input Format

The first and only line of input contains a single integer N.

Output Format

For the given integer, print the half-diamond pattern.

Constraints 1 <= N <= 50

Example Input

5

Output

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

1. Half Diamond with Numbers

Given a value N, print a half diamond pattern with numbers. See examples for more details.

Input Format

First and only line of input contains an integer N.

Output Format

Print the half diamond pattern using numbers.

Constraints

1 <= N <= 100

Example Input 5

Output 1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

1 2 3 4

1 2 3

1 2

1

1. Inverted Pyramid

Print a hollow half-inverted pyramid pattern using '\*'. See the example for more details.

Input Format

The first and only line of input contains a single integer N.

Output Format

For the given integer, print hollow half-inverted pyramid pattern.

Constraints 1 <= N <= 50

Example Input 5

Output

\* \* \* \* \*

\* \*

\* \*

\* \*

\*

1. Pyramid Pattern

Print pyramid pattern using '\*'. See the example for more details.

Input Format

The first and only line of input contains a single integer N - the size of the pyramid.

Output Format

For the given integer, print the pyramid pattern.

Constraints 1 <= N <= 50

Example Input 5

Output

\*

\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

1. Palindromic Pattern

Print a palindromic right-angled triangle pattern using characters. See the example for more details.

Input Format

The first and only line of input contains an integer N - the size of the pattern.

Output Format

For the given integer N, print the palindromic right-angled triangle pattern.

Constraints 1 <= N <= 26

Example Input 5

Output A

A B A

A B C B A

A B C D C B A

A B C D E D C B A

1. Multiplication Table

Print the multiplication table for the given integer - N.

Input Format

First and only line of input contains a single integer N.

Output Format

Print multiplication table for given integer N.

Constraints

-105 <= N <= 105

Example Input 9

Output 9 \* 1 = 9

9 \* 2 = 18

9 \* 3 = 27

9 \* 4 = 36

9 \* 5 = 45

9 \* 6 = 54

9 \* 7 = 63

9 \* 8 = 72

9 \* 9 = 81

9 \* 10 = 90

1. Pascal's Triangle

Given a value N, print the Pascal's Triangle pattern.

Input Format

The first and only line of input contains an integer N.

Output Format

For the given input, print the Pascal's Triangle pattern.

Constraints

1 ≤ N ≤ 30

Example Input 10

Output 1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

1 5 10 10 5 1

1 6 15 20 15 6 1

1 7 21 35 35 21 7 1

1 8 28 56 70 56 28 8 1

1 9 36 84 126 126 84 36 9 1

1. Reverse String

Given a string, reverse the given string in place and then print it.

Note:

Do not use any inbuilt functions / libraries for your main logic.

Input Format

The input contains a string S, consisting of ASCII characters.

Output Format

Print the reversed string.

Constraints

1 <= len(s) <= 100

Example Input smart

Output Trams

1. Odd Even Index

Given a string, print all the letters present at the odd index, followed by the letters present at the even index.

Input Format

The input contains a string S, consisting of ASCII characters.

Output Format

Print letters present at odd index, followed by the letters present at even index.

Constraints

1 <= len(S) <= 100

Example Input afdg5tg

Output fgtad5g

1. Toggle Case

Given a string, toggle the case of each character in the given string.

Input Format

The first and only input line contains a string S, consisting of lowercase and uppercase characters.

Output Format

Print the toggled string.

Constraints

1 <= len(S) <= 100

Example Input HeLLo

Output hEllO

1. Vowels and Consonants

Given a string, print the count of vowels and consonants in the string.

Input Format

Input contains a string S, consisting of lowercase and uppercase characters.

Output Format

Print the count of vowels and consonants in the given string, separated by space.

Constraints 1 <= len(S) <= 100

Example Input abxbbiAaspw

Output 4 7

1. Letter Coverage

Given a string, check if it contains all the letters of the alphabet.

Input Format

Input contains a string S, consisting of lowercase and uppercase characters.

Output Format

Print "Yes" if the string contains all the letters of the alphabet, and "No" otherwise.

Constraints

1 <= len(S) <= 100

Example Input askhtwsflkqwertYuioPasdfghjklZxcvbnm

Output Yes

1. Check the Square String

Given a string, you have to check whether it is a square string. A string is said to be square if it is some string written twice in a row. For example, the strings "cc", "zazazaza", and "papa" are square. But "abc", and "abaaaabb" are not square.

Input Format

Input contains a string S.

Output Format

Print "Yes" if the string S is square. Otherwise print "No".

Constraints

1 <= |S| <= 103 'a' <= S[i] <= 'z'

Example Input

aabaabaabaab

Output Yes

Explanation

The given string can be formed by adding the string "aabaab" 2 times.

1. Balanced Splitting

A balanced string is one that contains an equal quantity of 'L' and 'R' characters. Given a balanced string S, your task is to split it into some number of substrings such that each substring is also balanced. Output the maximum number of balanced strings you can obtain through this splitting process.

Input Format

The first and only line of input contains string S.

Output Format

Print the maximum number of balanced strings you can obtain with the splitting process.

Constraints

2 ≤ len(A) ≤ 1000

Example Input LRRLLLLRRLRR

Output 3

Explanation

The string 'LRLLLRRLRR' can be split into three substrings: "LR", "RL" and "LLLRRLRR," each containing the same number of 'L' and 'R' characters

1. Digit String

Given a string, check if it contains only digits.

Input Format

The input contains a string S, consisting of ASCII characters.

Output Format

Print "Yes" if the string contains only digits, and "No" otherwise.

Constraints

1 <= len(S) <= 100

Example Input 123456786543

Output Yes

1. Digits Sum

Given a non-negative integer - N, print the sum of digits of the given number.

Input Format

The first and only line of input contains a non-negative integer N.

Output Format

Print the sum of the digits of the given number.

Constraints

1 <= length(N) <= 103

Example Input 164

Output 11

Explanation 1 + 6 + 4 = 11

1. Number of Days

Given 2 unique dates, print the number of days between the 2 given dates.

Input Format

The first and only line of input contains 2 dates separated by space.

Output Format

Print the number of days.

Constraints

The given dates are valid dates between the years 1971 and 2100.

Example Input

2000-01-16 1999-12-30

Output

17

1. AB and CD

Given a string S of length N. You can apply the following operations any number of times:

1. In one operation you can remove any one occurrence of substring "AB" from S.
2. In one operation you can remove any one occurrence of substring "CD" from S.

Print the minimum possible length of the resulting string that you can obtain. Note: The string concatenates after removing the substring and could produce new "AB" or "CD" substrings.

Input Format

First and only line of input contains a string S.

Output Format

Print the minimum possible length of string S.

Constraints

'A' <= S[i] <= 'Z' 1 <= N <= 500

Example Input CCAAABBBDE

Output 2

Explanation

You can apply the following operations to the given string:

1st operation: Remove AB from the string, and the string becomes 'CCAABBDE.'

2nd operation: Remove AB from the string, and the string becomes 'CCABDE.' 3rd operation: Remove AB from the string, and the string becomes 'CCDE.'

4th operation: Remove CD from the string, and the string becomes 'CE.'

Furthermore, we cannot apply any more operations, and the minimum possible length is 2.

1. Strong Password

Find the minimum number of characters to add to a password (P) to ensure that P meets the following criteria:

* 1. Contains at least 6 characters.
  2. Contains at least one digit.
  3. Contains at least one lowercase character.
  4. Contains at least one uppercase character.
  5. Contains at least one special character (!@#$%^&\*()-+).

Input Format

First and only line of input contains a string P.

Output Format

Print the minimum number of characters that has to be added to P.

Constraints

1 <= len(P) <=50

P[i] ∈ {[a-z], [A-Z], [0-9], or [!@#$%^&\*()-+ ]}.

Example Input He!!0

Output 1

Explanation

The given password P already contains one digit, one lowercase character, one uppercase character and one special character. However, it should also contain at least 6 characters. So we need to add 1 character to ensure it meets all the criteria.

1. Anagram Basic

Given two strings A and B consisting of lowercase characters, check if they are anagrams. An anagram is a rearrangement of the letters of one word to form another word. In other words, some permutations of string A must be the same as string B.

Input Format

The first line of input contains string A. The second line of input contains string B.

Output Format

Print "TRUE" if A and B are anagrams otherwise "FALSE".

Constraints

1 ≤ len(A), len(B) ≤ 104

Example Input

stop post

Output TRUE

1. Compress String

Given a string, compress the given string. See the example for more details.

Input Format

Input contains a string S, consisting of lowercase and uppercase characters.

Output Format

Print the compressed string.

Constraints

1 <= len(S) <= 100

Example Input aaabbbbhhheaaAsssssss

Output a3b4h3e1a2A1s7

Explanation

In the given string, a is repeating for 3 times - after compression a3. Similarly,

b is repeating for 4 times - b4 h is repeating for 3 times - h3 e is repeating for 1 time - e1 a is repeating for 2 times - a2 A is repeating for 1 time - A1 s is repeating 7 times - s7

1. Strings Rotation

Given two strings A and B of length N, check if string A is a rotation of string B.

Input Format

The first line of input contains N - the length of the strings. The second line contains A and B separated by a space.

Output Format

Print "yes" if A is a rotation of B, otherwise "no".

Constraints

1 <= N <= 500

'a' <= A[i], B[i] <= 'z'

Example Input 5

hello lohel

Output Yes

1. Prefix Suffix Equality

Given strings S and T. Print "Yes", if T is both a prefix and a suffix of S, otherwise "No".

Input Format

First and only line of input contains two strings separated by a space.

Output Format

Print "Yes", if T is both a prefix and a suffix of S, otherwise "No".

Constraints

1 <= len(S), len(T) <= 1000 'a' <= S[i], T[i] <= 'z'

Example Input smartinterviewssmart smart

Output Yes

1. Longest Prefix Suffix

Given a string, compute the length of the longest proper prefix which is same as the suffix of the given string.

Input Format

The input contains a string S, consisting of only lowercase characters.

Output Format

Print the length of the longest proper prefix which is the same as a suffix of the given string.

Constraints

1 <= len(S) <= 100

Example Input smartintsmart

Output

5

1. Morse Codes

Given an array of strings A, where each string can be formed by combining the Morse code representation of individual letters.

[".-","-...","-.-.","-..",".","..-.","--.","....","..",".---","-.-",".-..","--","-.","---",".--.","--

.-",".-.","...","-","..-","...-",".--","-..-","-.--","--.."]

The full table for the 26 letters of the English alphabet is given above. For example, "abc" can be written as ".--...-.-.", which is the concatenation of ".-", "-

...", and "-.-.". We will call such a concatenation the transformation of a word. Print the number of different transformations among all A we have.

Input Format

First line of input contains the size of the array N. The second line of input contains array of strings separated by spaces.

Output Format

Print the number of different transformations among all A we have. Constraints

1 ≤ A.length ≤ 100

1 ≤ A[i].length ≤ 12

A[i] consists of lowercase English letters. Example

Input 4

abc bze abnn xyz Output

3

Explanation "abc" -> ".--...-.-."

"bze" -> "-...--..."

"adek" -> ".--...-.-."

"xyz" -> "-..--.----.."

There are 3 different transformations: ".--...-.-." , "-...--..." and "-..--.----..".

1. Long Pressed Keys

Observing your friend as they type their name on the keyboard, you notice that occasionally a key might be held down longer, causing a character to appear multiple times. After examining the sequence of typed characters, determine whether it's possible that the typed sequence corresponds to your friend's name.

Print true if typed\_name corresponds to your friend\_name, otherwise print false.

Input Format

The first and only line of input contains two strings separated by space.

Output Format

Print true if typed\_name corresponds to your friend\_name, otherwise print false.

Constraints

1. ≤ len(friend\_name), len(typed\_name) ≤ 1000

Example Input

raju rrraaajjjjjjjjjjjjjjuuuu

Output True

1. String GCD

Given two strings, P and Q, your task is to find the largest common divisor string S, such that both P and Q are divisible by S. In other words, there exists a string 'S' for which P = S + S + ... + S and Q = S + S + ... + S. If such a string S exists, output the largest possible S, otherwise, print -1.

Note: A string X is divisible by string Y if and only if X can be obtained by concatenating Y with itself one or more times.

Input Format

The first line of input contains the string P. The Second line of input contains string Q.

Output Format

Print the largest string S.

Constraints

1 ≤ len(P), len(Q) ≤ 1000 'A' <= P[i],Q[i] <= 'Z'

Example Input ABABAB ABAB

Output AB

107 Basic Calculator

Given a mathematical expression consisting of integers, addition, subtraction,

multiplication, division, and modulo operators. Evaluate the expression and print the result.

Note:

Assume that it is a regular Calculator, where the expression will be simply evaluated from left to right, without following BODMAS Rule.

Assume that the division operator will give an integer value.

Assume that the modulo operator (say % M) will give a positive integer value in the range [0, M-1] Examples:

3 - 8 / 2 = -5 / 2 = -2

3 + 8 / 2 = 11 / 2 = 5

1. - 9 % 5 = -7 % 5 = 3

Input Format

The first line of input contains an integer N. The second line of input is a single line containing a mathematical expression. The expression will contain N integers, and (N-1) operators, separated by single spaces.

Output Format

Print a single integer, representing the result of the evaluated expression.

Constraints 2 <= N <= 8

1. <= Integer in the Expression <= 9

Example Input 6

8 + 2 \* 5 - 3 / 5 % 6

Output 3

Explanation

8 + 2 \* 5 - 3 / 5 % 6

= 10 \* 5 - 3 / 5 % 6

= 50 - 3 / 5 % 6

= 47 / 5 % 6

= 9 % 6

= 3

1. Dictionary Operations

You are tasked with implementing a program that manipulates an empty Dictionary based on a series of commands.

Input Format

The first line of input contains an integer N, indicating the number of commands

to follow. The next N lines contains any of the following commands:

insert K: Insert a key-value pair (K,1) into the Dictionary. If the key (K) already exists, increment the count associated with that key by 1.

search K: Search for a key (K) in the Dictionary. If the key exists, print True, otherwise print False.

delete K: Completely remove the key (K) from the Dictionary. remove K: If the count associated with the key (K) is greater than 1,

decrement the count by 1. If the count is 1, completely remove the key from the Dictionary.

get K: Retrieve the count associated with the key from the Dictionary. size: Gives the size of the Dictionary.

Output Format

For size and search command, print the result. For the remaining commands, print the sorted (K:V) of the Dictionary separated by spaces (see example for more details). If the Dictionary is empty, skip printing the Dictionary.

Constraints 1 <= N <= 50

1 <= K <= 100

For delete K, remove K and get K commands => K ∈ {Keys in the Dictionary} Example Input

10

insert 5

insert 10

insert 66

insert 66

remove 66

search 10

delete 10

insert 3

get 3 size

Output 5:1

5:1 10:1

5:1 10:1 66:1

5:1 10:1 66:2

5:1 10:1 66:1

True 5:1 66:1

3:1 5:1 66:1

1

3

1. HashSet Operations

Given two arrays of size N and M, insert them into two sets A and B. Implement the following operations in the same sequential order:

Union of A and B: Find the union of A and B, print the elements of the resulting set in sorted order.

Intersection of A and B: Find the intersection of A and B, print the elements of the resulting set in sorted order.

Symmetric Difference of A and B: Find the symmetric difference of A and B, print the elements of the resulting set in sorted order.

Check if A and B are disjoint sets: If yes, print true, otherwise, print false. Check if A is a subset of B: If yes, print true, otherwise, print false.

Check if A is a superset of B: If yes, print true, otherwise, print false.

Input Format

The first line of input contains N, the size of array1. The second line of input contains N elements of array1.

The third line of input contains M, the size of array2. The fourth line of input contains M elements of array2.

Output Format

For subset, superset, and disjoint operations print True or False. And for remaining all operations, if resulting set is not empty, print the sorted set separated by spaces, otherwise skip printing the set.

Constraints

1 <= N, M <= 50

1 <= array1[i], array2[i] <= 100

Example Input 4

9 6 8 7

3

9 9 6

Output 6 7 8 9

6 9

7 8

false false true

1. As the hotel manager, you have N guests to attend to, and each guest has a happiness value (Ci) that depends on when they are served. A guest’s unhappiness is determined by the difference between their happiness value (Ci) and the time (x) they are served, which is calculated as |Ci—x|.

Your goal is to find the minimum total unhappiness by serving all guests in any order you choose.

Please note that at a given time, only one guest can be served, and each guest takes exactly one unit of time to be served.

Here are the constraints:

1 <= N <= 10^3

1 <= Ci <= N

For example: Input: 4 2 2 3 3

Output: 2

Input: 4 1 1 1 1

Output: 6

1. Find the minimum possible absolute difference between the maximum and minimum sum of elements in 4 non-empty contiguous subsequences of an array A of N elements by making three cuts.

Constraints:

4 <= N <= 10^5

1 <= A[i] <= 10^4

Input:

10

10 71 84 33 6 47 23 25 52 64

Output: 36

1. You are given N people and K days, each day represented by an array of N numbers, indicating the order of the people who arrived at the theatre. Your task is to find the largest group of people who arrive in the same order for all K days.

Constraints:

1 <= N <= 1000

1 <= K <= 10

1 <= a[i][j] <= N

Sample Input:

N=4, K=3

Day 1: [1, 3, 2, 4]

Day 2: [1, 3, 2, 4]

Day 3: [1, 4, 3, 2]

Sample Output:

1. (people 1, 3, and 2 arrive in the same order for all K days)
2. You are given a string of length n consisting of numbers and question marks (# represents a mine, and the number represents the sum of the number of mines in the adjacent cells). Your task is to fill the question marks with either 0 or 1 in such a way that the string represents the correct sum of mines in the adjacent cells. Return the number of ways to fill the question marks.

Constraints:

1 <= n <= 10^5

Example Input:

??0?1?

Example Output:

2

Example explanation: Two possible ways to fill the question marks are #1001# and 00001#. Round-2 sample questions

1. Shyam has N various varieties of dishes lined up in a row: A1, A2,..., AN, where Ai signifies the type of the ith dish. He wants to select as many dishes as possible from the menu, but only if the following two requirements are satisfied:
   * He can select only one sort of dish.
   * Two adjacent dishes cannot be selected simultaneously.

Now the query is that Shyam wants to know which type of dish he should select so that he has the option of choosing the maximum number of dishes possible.

Example:

Given N = 9 and A = [1,2,2,1,2,1,1,1,1]

As we can see here, For type 1, Shyam has a maximum of four dishes to choose from. Selecting A1, A4, A7, and A9 is one of the possible ways of selecting four dishes of type 1.

For type 2, Shyam has a maximum of two dishes to choose from. One way is to select A3 and A5. In this situation, Shyam should go for type 1, which allows him to select comparatively more dishes.

Input Format

T, the number of test cases, appears on the first line. Then there are the test cases following T.

The first line of each test case contains a single integer N. And the N integers A1, A2,..., AN appears on the second line.

Constraints

1 <= T <= 10^3

1 <= N <= 10^3

1 <= Ai <= 10^3

Output Format

Print a single line for each test case containing one integer indicating the type of dish Shyam should select. Print the smallest response if there are multiple answers.

Sample Input:

3

5

1 2 2 1 2

6

1 1 1 1 1 1

8

1 2 2 2 3 4 2 1

Sample Output: 1

1

2

1. Sam is handed a rectangular piece of paper with the dimensions h\*w, where h denotes height and w denotes width. Sam wants to fold the paper in the fewest possible moves such that its dimensions are h1\*w1. The paper could only be folded parallel towards its edges, and the dimensions should be integers after folding. If h=8 and w=4, for example, fold the paper till it's h1, w1 = 6,1. First, fold the long edge 6

units to the side, resulting in a 6\*4 paper. And then, Fold the page in three folds along the width 2 units edge to achieve a 6\*1 page.

Input Format

First line contains an integer denotes h Seconds line contains an integer denotes w Third line contains an integer denotes h1

Fourth line contains an integer denotes w1

Constraints

1 <= h, w, h1, w1 <= 10^15

h1 <= h w1 <= w Output Format

Print the minimum moves required. Sample Input:

2

3

2

2

Sample Output: 1

Question 1 – The Lost Package

A delivery company is missing one package from a shipment of N packages. Each package has a unique tracking number from 1 to N, but one is missing.

The company needs to quickly identify the missing package to ensure timely delivery.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* N :: INTEGER — total number of packages (2 ≤ N ≤ 10⁶)
* A :: INTEGER ARRAY — tracking numbers of N-1 packages (1 ≤ A[i] ≤ N, all unique)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* First line: Integer N
* Second line: N-1 space-separated integers representing tracking numbers Output Format:
* For each test case, print a single integer — the missing tracking number

Example Cases:

Case 1:

Input:

1

5

1 2 3 5

Output:

4

Explanation:

The complete set is {1, 2, 3, 4, 5}. The number 4 is missing from the input list.

Case 2: Input: 1

3

2 3

Output:

1

Explanation:

The complete set is {1, 2, 3}. The number 1 is missing.

Case 3:

Input:

1

6

1 2 3 4 6

Output:

5

Explanation:

The full range is {1, 2, 3, 4, 5, 6}. Tracking number 5 is not present.

Question 2 – The Secret Message

A spy receives a coded message where words are scrambled. The message must be decrypted by reversing the order of words, while keeping the characters in each word intact.

The spy needs to decode the message before the enemy intercepts it.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* S :: STRING — the coded message (1 ≤ |S| ≤ 10⁵), consisting of words separated by single spaces

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line containing a string S — the scrambled message Output Format:
* For each test case, print the decoded message with the words in reverse order.

Example Cases:

Case 1:

Input:

1

hello world1 Output:

world hello Explanation:

There are two words: "hello" and "world". Reversing their order gives: "world hello". Case 2 :

Input:

1

spy must decode message Output:

message decode must spy

Explanation:

The words are: ["spy", "must", "decode", "message"]. After reversing: ["message", "decode", "must", "spy"].

Case 3:

Input:

1

run now Output:

now run Explanation:

Two words: "run" and "now". Reversed gives: "now run".

Question 3 – The Bank Account Validator

A bank uses a checksum validation system to verify account numbers. Given an account number, check if it follows the correct checksum rule. If the checksum is incorrect, the account number is flagged for review.

Checksum Rule:

The account number is valid if the sum of its digits is divisible by 10. Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* A :: INTEGER — the account number (1 ≤ A ≤ 10¹⁸)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line containing an integer A — the account number Output Format:
* For each test case, print "Valid" if the account number passes the checksum, otherwise print "Invalid".

Example Cases:

Case 1:

Input:

1

12340

Output:

Valid Explanation:

Sum of digits = 1 + 2 + 3 + 4 + 0 = 10. 10 is divisible by 10, so it's Valid.

Case 2:

Input:

1

987654321

Output:

Invalid

Explanation:

Sum of digits = 9 + 8 + 7 + 6 + 5 + 4 + 3 + 2 + 1 = 45. 45 is not divisible by 10, so it's Invalid.

Case 3:

Input:

1

1111111111

Output:

Valid Explanation:

Sum of digits = 1×10 = 10 → divisible by 10 → Valid.

Question 4 – The Library Book Sorting

A librarian needs to sort books by title efficiently to help visitors find books faster. The sorting must be done in alphabetical order while handling large datasets.

The system should be optimized for quick retrieval. Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 100)
* N :: INTEGER — number of books (1 ≤ N ≤ 10⁵)
* Titles :: STRING ARRAY — list of book titles (each title is a non-empty string of at most 100 characters)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* First line: Integer N, number of books
* Next N lines: each containing a string (book title) Output Format:
* For each test case, print the sorted titles — one per line Example Cases:

Case 1: Input: 1

3

Harry Potter

A Game of Thrones Cinderella Output:

A Game of Thrones Cinderella Harry Potter Explanation:

Sorted order of titles alphabetically is:

* A Game of Thrones
* Cinderella
* Harry Potter

Case 2:

Input:

1

4

Zoo Life Alpha Tales

Echoes of Time Braveheart Output:

Alpha Tales Braveheart Echoes of Time Zoo Life Explanation: Alphabetical sort yields the correct order shown above.

Case 3:

Input:

1

2

The Great Gatsby Animal Farm Output:

Animal Farm The Great Gatsby Explanation:

"A" comes before "T", so "Animal Farm" is listed before "The Great Gatsby".

Question 5 – The Restaurant Bill Splitter

A group of friends is dining at a restaurant and needs to split the bill fairly.

Given the total bill amount and the number of people, calculate how much each person should pay. The system should handle rounding errors efficiently.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* B :: INTEGER — total bill amount (1 ≤ B ≤ 10⁶)
* P :: INTEGER — number of people (1 ≤ P ≤ 100)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line containing two integers B and P Output Format:
* For each test case, print the amount each person should pay, rounded to 2 decimal places

Example Cases:

Case 1:

Input:

1

100 4

Output:

25.00

Explanation:

100 divided by 4 = 25.0 → each pays 25.00.

Case 2: Input: 1

99 3

Output:

33.00

Explanation:

99 divided by 3 = 33.0 → each pays 33.00.

Case 3:

Input:

1

250 6

Output:

41.67

Explanation:

250 ÷ 6 = 41.666... → rounded to 41.67

Question 6 – The Traffic Light Timer

A city traffic management system needs to simulate traffic light changes at fixed intervals.

The system must ensure smooth traffic flow by switching between red, yellow, and green lights in sequence:

Red → Green → Yellow → Red...

Given the durations for each light, simulate the sequence of light changes over a given time period.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 100)
* R :: INTEGER — duration of red light (1 ≤ R ≤ 100)
* Y :: INTEGER — duration of yellow light (1 ≤ Y ≤ 100)
* G :: INTEGER — duration of green light (1 ≤ G ≤ 100)
* T\_total :: INTEGER — total time to simulate the light changes (1 ≤ T\_total ≤ 1000)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line containing four integers: R, Y, G, T\_total Output Format:
* For each test case, print a single line with space-separated names of lights (Red, Green, or Yellow) indicating which light is on at each second from 1 to T\_total.

Example Cases:

Case 1:

Input:

1

2 1 1 5

Output:

Red Red Green Yellow Red Explanation:

Cycle: Red(2s) → Green(1s) → Yellow(1s) → repeat Total time = 5 seconds

Lights sequence:

1-2 → Red

1. → Green
2. → Yellow
3. → Red

Case 2:

Input:

1

1 1 1 6

Output:

Red Green Yellow Red Green Yellow Explanation:

Each light lasts 1 second → cycle is 3 seconds Repeat cycle twice to get 6 total seconds

Case 3:

Input:

1

3 2 1 10

Output:

Red Red Red Green Yellow Red Red Red Green Yellow Explanation:

Cycle: Red(3s) → Green(1s) → Yellow(2s) → total cycle = 6 seconds Next cycle continues from second 7 to 10

Question 7 – The Movie Ticket Booking

A cinema hall has multiple available seats, and customers want to book the best seat.

The system should recommend the seat closest to the center for an optimal viewing experience.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 100)
* N :: INTEGER — number of available seats (1 ≤ N ≤ 1000)
* Seats :: INTEGER ARRAY — seat numbers (positive integers)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* First line: Integer N, number of seats
* Second line: N space-separated integers denoting available seat positions Output Format:
* For each test case, print the seat number that is closest to the center position of all available seats.
* If there are multiple such seats, print the smallest seat number.

Example Cases:

Case 1:

Input:

1

5

10 20 30 40 50

Output:

30

Explanation:

Center = (min + max) / 2 = (10 + 50) / 2 = 30

30 is present → print 30.

Case 2:

Input:

1

6

1 2 3 7 8 9

Output:

3

Explanation:

Center = (1 + 9) / 2 = 5

Closest seats: 3 and 7 (both 2 away) → choose smaller = 3.

Case 3: Input: 1

4

13 17 20 25

Output:

17

Explanation:

Center = (13 + 25) / 2 = 19 Closest:

* 17 (distance 2)
* 20 (distance 1) → closer

So, output = 20

Question 8 – The Weather Forecast Analyzer

A meteorological department records temperature readings daily.

Given a set of temperature readings, find the highest and lowest temperatures recorded to help predict weather trends.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 100)
* N :: INTEGER — number of temperature readings (1 ≤ N ≤ 1000)
* Temp :: INTEGER ARRAY — list of temperature readings (−50 ≤ Temp[i] ≤ 50)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* First line: Integer N, number of temperature readings
* Second line: N space-separated integers representing temperatures Output Format:
* For each test case, print two space-separated integers: highest temperature and lowest temperature

Example Cases:

Case 1:

Input:

1

5

10 20 -5 30 15

Output:

30 -5

Explanation:

Maximum = 30, Minimum = -5 → output 30 -5

Case 2:

Input:

1

4

0 0 0 0

Output:

0 0

Explanation:

All readings are the same. Both max and min = 0

Case 3:

Input:

1

6

-10 -20 -5 -30 -1 -25

Output:

-1 -30

Explanation:

Highest = -1, Lowest = -30 → output -1 -30

Question 9 – The Social Media Username Generator

A social media platform needs to generate unique usernames for new users.

The username should be based on the user's name and birth year, ensuring uniqueness by combining them.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* Name :: STRING — user's name (consisting of alphabets, length ≤ 100)
* Year :: INTEGER — birth year (1900 ≤ Year ≤ 2025)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line with string Name
* One line with integer Year Output Format:
* For each test case, print the generated username as: lowercase(name) + last two digits of year

Example Cases:

Case 1:

Input:

1

Alice 1995 Output:

alice95 Explanation:

Name in lowercase: alice

Last two digits of year 1995: 95 Username: alice95 Case 2:

Input:

1

Bob 2001

Output:

bob01 Explanation:

Name lowercase: bob

Last two digits of year 2001: 01 Username: bob01 Case 3:

Input:

1

Eve 1987

Output:

eve87 Explanation:

Name lowercase: eve

Year: 1987 last two digits: 87 Username: eve87

Question 10 – The Online Shopping Discount Calculator

An e-commerce website applies discounts to shopping carts based on predefined rules.

Given a list of item prices and a discount percentage, calculate the final price after applying the discount.

Parameters:

* T :: INTEGER — number of test cases (1 ≤ T ≤ 1000)
* N :: INTEGER — number of items (1 ≤ N ≤ 100)
* Prices :: INTEGER ARRAY — prices of items (positive integers)
* D :: INTEGER — discount percentage (1 ≤ D ≤ 50)

Input Format:

* First line: Integer T, number of test cases
* For each test case:
* One line: Integer N
* One line: N space-separated integers — prices of items
* One line: Integer D — discount percentage Output Format:
* For each test case, print the final price after applying the discount, rounded to 2 decimal places.

Example Cases:

Case 1:

Input:

1

3

100 200 300

10

Output:

540.00

Explanation:

Sum = 100+200+300 = 600

Discount = 10% → 600 \* 0.10 = 60

Final price = 600 - 60 = 540.00

Case 2 :

Input:

1

2

150 350

20

Output:

400.00

Explanation: Sum = 500

Discount 20% → 100 Final price = 400.00 Case 3:

Input:

1

5

50 50 50 50 50

5

Output: 237.50

Explanation:

Sum = 250

Discount 5% → 12.5 Final price = 237.50

Question 11 – The Bank Fraud Detection

Banks monitor transactions for suspicious activities to prevent fraud. Given a series of financial transactions, your task is to find the longest sequence of consecutive transactions that add up to a target suspicious sum K. This will help detect potential fraud patterns.

Parameters:

* N: number of transactions
* K: suspicious sum to detect
* Transactions: list of transaction amounts Input Format:

First line contains two integers N and K.

Second line contains N space-separated integers representing transaction amounts. Output Format:

Print the length of the longest sequence with sum K. Example Cases:

Example Case 1:

Input:

5 12

1. 4 2 8 1

Output:

3

Explanation:

The longest sequence with sum 12 is [2, 4, 2, 8], but only the subarray [4, 2, 6] adds exactly to 12;

length is 3.

Example Case 2:

Input:

6 15

1 2 3 4 5 6

Output:

5

Explanation:

The longest sequence with sum 15 is [1, 2, 3, 4, 5], length is 5.

Example Case 3: Input:

4 10

1 2 3 4

Output:

0

Explanation:

No consecutive sequence sums to 10, output is 0. Question 12 – The Hacker’s Challenge

A hacker is trying to decipher a password by generating the smallest lexicographical permutation of a given string. The password system shuffles characters randomly, making it hard to guess. Can you help the hacker find the smallest permutation possible?

Parameters:

* S: input string Input Format:

A single string S.

Output Format:

Print the smallest lexicographical permutation of S. Example Cases:

Example Case 1:

Input:

dcba Output:

abcd Explanation:

The smallest lex order permutation of 'dcba' is 'abcd'. Example Case 2:

Input: aabbcc Output: aabbcc

Explanation:

The string is already the smallest permutation. Example Case 3:

Input:

zyx Output:

xyz Explanation:

The smallest lex order permutation of 'zyx' is 'xyz'. Question 13 – The Warehouse Inventory Tracker

A warehouse manages thousands of items daily. Some items sell more frequently than others, and your task is to determine the most frequently sold product. By tracking sales patterns, inventory can be adjusted to meet customer demand effectively.

Parameters:

* N: number of items sold
* Items: list of item names sold Input Format:

First line contains integer N.

Second line contains N space-separated item names. Output Format:

Print the most frequently sold item. Example Cases:

Example Case 1:

Input:

6

apple banana apple orange banana apple Output:

apple Explanation:

'apple' sold 3 times, more than any other.

Example Case 2:

Input:

4

pen pen pencil pen Output:

pen Explanation:

'pen' sold 3 times, most frequent. Example Case 3:

Input:

5

chair table chair table chair Output:

chair Explanation:

'chair' sold 3 times, highest frequency. Question 14 – The Flight Route Optimizer

An airline wants to provide the shortest flight route between two cities to save fuel and reduce travel time. Given multiple flight routes, find the shortest path between two specified cities while ensuring safety and efficiency.

Parameters:

* N: number of cities
* M: number of flight routes
* A,B,C: direct flight from city A to B with cost C
* X,Y: source and destination cities Input Format:

First line contains two integers N and M. Next M lines contain three integers A,B,C. Last line contains two integers X and Y. Output Format:

Print the shortest cost from X to Y. Example Cases:

Example Case 1:

Input:

4 4

1 2 5

2 3 10

1. 4 3

1 4 20

1 4

Output:

18

Explanation:

Shortest path from 1 to 4 is 1->2->3->4 with cost 5+10+3=18.

Example Case 2:

Input:

3 3

1 2 4

2 3 6

1 3 15

1 3

Output:

10

Explanation:

Shortest path 1->2->3 costs 4+6=10, better than direct 15.

Example Case 3:

Input:

2 1

1 2 7

2 1

Output:

No path Explanation:

No flight from 2 to 1, output accordingly. Question 15 – The Smart Home Energy Saver

In a smart home, appliances consume electricity based on predefined schedules. To optimize energy consumption, you must determine the best time slots to turn appliances ON/OFF to minimize overall power usage while meeting household needs.

Parameters:

* N: number of appliances
* T: total time slots available
* S,E: appliance start and end time slots Input Format:

First line contains two integers N and T. Next N lines contain two integers S and E. Output Format: Print the optimized schedule minimizing energy consumption.

Example Cases:

Example Case 1:

Input:

3 24

1 5

6 10

11 15

Output:

Schedule with minimal overlap Explanation:

Turn on appliances in non-overlapping slots to save power. Example Case 2:

Input:

2 12

1 6

7 12

Output:

Schedule all appliances fully Explanation:

Appliances run sequentially without overlap.

Example Case 3:

Input:

1. 24

1 4

3 8

7 12

11 16

Output:

Optimized schedule minimizing conflicts Explanation:

Adjust start/end times to minimize peak consumption. Question 16 – The Online Auction System

An online auction platform needs a mechanism to determine the highest bid for an item in real-time. Each bidder places their bid, and the system must identify the highest valid bid before the auction closes.

Parameters:

* N: number of bids
* B,A: bidder B placing bid amount A Input Format:

First line contains integer N.

Next N lines contain two integers B and A. Output Format:

Print the highest bid amount and the bidder’s ID.

Example Cases:

Example Case 1:

Input:

3

1 100

2 150

3 120

Output:

150 2

Explanation:

Bidder 2 has the highest bid 150. Example Case 2:

Input:

5

1 200

2 180

3 210

4 190

1. 205

Output:

210 3

Explanation:

Bidder 3 has the highest bid 210. Example Case 3:

Input:

2

1 50

2 50

Output:

50 1

Explanation:

Both bid 50, bidder 1 wins as first highest bid. Question 17 – The Emergency Evacuation Plan

An emergency occurs in a large building, and an evacuation plan needs to be executed efficiently. Given a building layout with multiple rooms, your task is to find the shortest escape path from a given starting location to the nearest exit.

Parameters:

* N: number of rooms
* M: number of hallways
* A,B: hallway connecting room A to B
* X: starting room Input Format:

First line contains two integers N and M. Next M lines contain two integers A and B. Last line contains integer X.

Output Format:

Print the shortest distance to the nearest exit. Example Cases:

Example Case 1: Input:

5 5

1 2

2 3

3 4

4 5

1 5

1

Output:

1

Explanation:

From room 1, nearest exit is room 5 reachable in 1 step. Example Case 2:

Input:

4 3

1 2

2 3

3 4

2

Output:

2

Explanation:

Starting at room 2, nearest exit at room 4 is 2 steps away. Example Case 3:

Input:

3 2

1 2

2 3

3

Output:

0

Explanation:

Starting room 3 is already an exit, distance 0. Question 18 – The Stock Market Trend Analyzer

A stock analyst wants to identify long-term stock price trends. Given a list of stock prices recorded over N days, determine the longest consecutive increasing trend. This helps traders make informed investment decisions.

Parameters:

* N: number of days
* A[i]: stock price on day i Input Format:

First line contains integer N.

Second line contains N space-separated integers representing stock prices. Output Format:

Print the length of the longest consecutive increasing trend. Example Cases:

Example Case 1:

Input:

7

100 101 102 90 91 92 93

Output:

4

Explanation:

Longest increasing trend is days 4 to 7: 90, 91, 92, 93.

Example Case 2: Input:

5

5 4 3 2 1

Output:

1

Explanation:

No increasing trend, each day alone is length 1. Example Case 3:

Input:

6

1 2 3 4 5 6

Output:

6

Explanation:

Prices increase every day, length 6. Question 19 – The Music Playlist Generator

A music streaming platform wants to generate the most popular playlist based on listening history. Given a list of songs played, identify the top K most frequently played songs.

Parameters:

* N: number of song plays
* K: number of top songs to return
* Songs: list of song names played Input Format:

First line contains two integers N and K.

Second line contains N space-separated song names. Output Format:

Print K most frequently played songs. Example Cases:

Example Case 1:

Input:

7 2

song1 song2 song1 song3 song2 song1 song4 Output:

song1 song2 Explanation:

'song1' played 3 times, 'song2' played 2 times. Example Case 2:

Input:

5 3

a b a b c Output:

a b c Explanation:

'a' and 'b' played twice, 'c' once. Example Case 3:

Input:

4 1

a a b c Output:

a Explanation:

'a' is most played.

Question 20 – The Hospital Patient Queue Management

A hospital emergency room must prioritize patients based on severity. Each incoming patient is assigned a severity score, and the system must always serve the most critical patient first.

Parameters:

* N: number of patients
* P,S: patient ID P with severity score S Input Format:

First line contains integer N.

Next N lines contain two integers P and S. Output Format:

Print the patient ID with the highest severity. Example Cases:

Example Case 1:

Input:

3

101 5

102 10

103 7

Output:

102

Explanation:

Patient 102 has the highest severity 10. Example Case 2:

Input:

4

201 8

202 8

203 7

204 6

Output:

201

Explanation:

Tie in severity 8, earliest patient 201 chosen. Example Case 3:

Input:

2

301 3

302 4

Output:

302

Explanation:

Patient 302 has higher severity 4.

Sample 1

Today you decided to go to the gym. You currently have E energy. There are N exercises in the gym. Each of these exercises drains Ai amount of energy from your body.

You feel tired if your energy reaches 0 or below. Calculate the minimum number of exercises you have to perform such that you become tired. Every unique exercise can only be performed at most 2 times as others also have to use the machines.

If performing all the exercises does not make you feel tired, return

-1.

Parameters:

E :: INTEGER

The first line contains an integer, E, denoting the Energy. E :: 1 -> 10^5 N :: INTEGER

The next line contains an integer, N, denoting the number of exercises.

N :: 1 -> 10^5

A :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing the amount of energy

drained by ith exercise.

A[i] :: 1 -> 10^5

Case#: 1 Input:

6

2

1

2

Output:

4

E = 6

Do 1st exercise 2 times Do 2nd exercise 2 times Hence, total exercise done 4. Case#: 2

Input:

10

2

1

2

Output:

-1

E = 10

By doing both the exercises 2 times you won’t feel tired. Case#: 3

Input:

2

3

1

5

2

Output:

1

E = 2

Use 3rd exercise 1 time. Hence, total exercise done 1.

Sample 2

There is a battle between heroes and villains going on. You have M heroes, all of them have the same health H. There are N villains, health of the ith villain is Vi.

When a hero, with health H battles a villain with health Vi, one of the three scenarios can happen: if H > Vi: The villain is defeated and the health of the hero is decreased by Vi

if H < Vi: The villain wins, his health is not affected and the hero is no longer able to fight. if H = Vi: Both of them are considered defeated and neither can fight.

The heroes start fighting villains one by one in the same order, first villain 1 then villain 2 and so on. It is might be possible that before defeating all the villains, all the heroes are defeated. Therefore, to ensure the victory of the heroes, you want to remove some villains from the front.

Your task is to find the minimum number of villains you need to remove from the front such that the victory of the heroes is guaranteed.

Note: If in the last battle, both the hero and villain are defeated and no more heroes or villains remain, it would still be considered a victory since all the villains are defeated.

Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of villains N :: 1 -> 2\*10^5 M :: INTEGER

The next line contains an integer, M, denoting the number of heroes M :: 1 -> 2\*10^5 H :: INTEGER

The next line contains an integer, H, denoting the health of each of the heroes H :: 1 -> 10^9

array :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing the health of each of the villains.

array[i] :: 1 -> 10^9 Case#: 1 Input:

4

4

3

3

1

3

3

Output:

0

[3, 1, 3, 3]. We have 4 heroes will health 3. The heroes 1 will fight villain 1. Both get defeated. The hero 2 fights villain 2. It wins the battle and now his health is 2. He fights the third villain and loses, the villain still has health 3. The hero 3 fights villain 3 and both get defeated. Hero 4 fights villain 4 and both get defeated. So no need to remove any villain.

Case#: 2 Input:

5

3

3

1

2

3

1

1

Output:

0

The fight will take place and hero 1 will defeat villain 1 and 2. Hero 2 will defeat villain 2. Hero 3 will defeat villain 3 and 4

Case#: 3 Input:

5

1

4

1

2

3

1

3

Output:

3

Only 1 hero is present with health 4. Since you can only remove villain from the front, you will have to remove the first 3 villains to ensure victory. The hero can fight the last 2 villain of health 1 and 3 respectively and win the battle.
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Sample 3

You need to build a road in a rugged terrain. You know the sea level of each segment of the rugged terrain, i.e. the i-th segment is Li meters from sea level.

You needs to transform the terrain into a strictly downward sloping terrain for the road, i.e, for each i-th segment where 2 <= i

<= N, resultant Li-1 > Li. In order to do so, you employ a powerful digging team to help you dig and reduce the sea level of the segments. On day D, the team can reduce the sea level for each segments that you scheduled that day by 2D-1 meters each.

You are allowed to assign the team to dig on multiple segments and/or dig on the same segments for multiple days.

Your task is to find the minimum number of days needed to transform the terrain as per your requirements.

Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of elements in L. N :: 1 -> 10^5

L :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 < i ≤ N) contains an integer describing Li, the sea level of the

i-th segment.

L[i] :: -10^9 -> 10^9

Case#: 1 Input:

2

3

3

Output:

1

We can dig on the 2nd segment, reducing it from 3-meter sea level to 2. Resulting in {3, 2} which is strictly decreasing.

Case#: 2 Input:

2

5

-3

Output:

0

It is already strictly decreasing before start. Case#: 3 Input:

4

-1

1

1

1

Output:

3

One of the possible way:

On day 1, we can dig on 1st and 4th segment, resulting in {-2, 1, 1, 0} On day 2, we can dig on 3rd and 4th segments, resulting in {-2, 1,

-1, -2}

On day 3, we can dig on 2nd, 3rd and 4th segments, resulting in

{-2, -3, -5, -6}
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Sample 4

You are given an array of size N. You need to change this array into a mountain. By mountain we mean, the either ends of the array should have equal elements. Then as we move towards the

middle from both ends, the next element is just one more than the previous one. So it would have a peak in the middle and decreases if you go towards either end, just like a mountain.

Examples of mountains are [1, 2, 3, 2, 1] or [6, 7, 8, 8, 7, 6]. But

the array [1, 2, 4, 2, 1] is not a mountain because from 2 to 4 the

difference is 2. The array [1, 2, 3, 1] is also not a mountain because the elements 2 and 3 are not equal from both ends.

You need to find the minimum number of elements that should be changed in order to make the array a mountain. You can make the elements negative or zero as well.

Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of elements in array.

N :: 1 -> 10^5

array :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing i-th element of array. array[i] :: 1 -> 10^6 Case#: 1

Input:

5

1

2

3

4

5

Output:

2

array = [1, 2, 3, 4, 5] . We can change 4 and 5 to make it [1, 2, 3, 2, 1]

Case#: 2 Input:

9

1

1

1

2

3

2

1

1

1

Output:

4

array = [1, 1, 1, 2, 3, 2, 1, 1, 1]. We can change the array to [-1, 0, 1, 2,

3, 2, 1, 0, -1]

Case#: 3 Input:

6

3

3

4

4

5

5

Output:

3

array = [3, 3, 4, 4, 5, 5]. We can chage the array to [2, 3, 4, 4, 3, 2]

Sample 5

You have an interesting string S of length N. It is interesting because you can rearrange the characters of this string in any order. You want to cut this string into some contiguous pieces such that after cutting, all the pieces are equal to one another.

You can’t rearrange the characters in the cut pieces or join the pieces together. You want to make the

number of pieces as large as possible. What is the maximum number of pieces you can get?

Note: You can observe that you may not want to cut the string at all, therefore the number of pieces is 1. Hence, the answer always exists.

Parameters:

S :: STRING

The first line contains a string, S, denoting the string. len(S) :: 1 -> 2 \* 10^5 Case#: 1

Input:

zzzzz Output:

5

You can cut it into 5 pieces “z” + “z” + “z” + “z” + “z” Case#: 2

Input:

ababcc Output:

2

Rearrange the string as abcabc. you can cut it into “abc” + “abc”, hence the answer is 2

Case#: 3 Input: abccdcabacda Output:

2

Rearrange the string as “dcbaca” + “dcbaca”, the answer is 2. Sample 6

You are given an array A of size N.

You are allowed to choose at most one pair of elements such that distance (defined as the difference of their indices) is at most K and swap them.

Find the smallest lexicographical array possible after swapping. Notes:

An array x is lexicographically smaller than an array y if there exists an index i such that xi<yi, and xj=yj for

all 0≤j<i. Less formally, at the first index i in which they differ, xi<yi

Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of elements in A. N :: 1 -> 10^5

A :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing A[i].

A[i] :: 1 -> 10^5 K :: INTEGER

The next line contains an integer, K, denoting the upper bound on distance of index. K :: 1 -> N

Case#: 1 Input:

3

2

2

2

1

Output:

2

2

2

Here as all the array values are equal swapping will not change the final result. Case#: 2

Input:

5

5

4

3

2

1

3

Output:

2

4

3

5

1

Here A=[5,4,3,2,1] K=3, we can swap elements at index 0 and index 3 which makes A=[2,4,3,5,1]. Case#: 3

Input:

5

2

1

1

1

1

3

Output:

1

1

1

2

1

Here A=[2,1,1,1,1] K=3, we can swap elements at index 0 and index 3 which makes A=[1,1,1,2,1].

Sample 7

There is a restaurant that offers different types of dishes.

Your friend knows that there are exactly N dishes in the restaurant. The type of the dishes is described by an array Arr. This means that if two elements of Arr have the same value, then they are from the same type.

Your friend wants to eat as many dishes as possible. However, your friend will never order more than one serving of a particular dish.

It is given that the restaurant will not let you order the dishes of the same type more than once. Moreover, if you order A dishes in the restaurant your next order must contain (2\*A) dishes. It is also given that the restaurant does not accept orders containing more than one type of dishes in the same order.

Your friend can start eating with any number of dishes. Find the maximum number of dishes that your friend can eat.

Notes:

Your friend is a foodie and can eat any amount of food that is served to him by the restaurant. Parameters:

N :: INTEGER

The first line contains an integer, N, denoting the number of elements in Arr. N :: 1 -> 10^5

Arr :: INTEGER ARRAY

Each line i of the N subsequent lines (where 0 ≤ i < N) contains an integer describing Arr[i].

Arr[i] :: 1 -> 10^9

Case#: 1 Input:

5

1

2

4

2

3

Output:

3

N=5

A=[1,2,4,2,3]

For example, start with type 1 or 4, then double the amount by eating two of type 2 dishes. Case#: 2

Input:

7

2

2

1

1

1

1

1

Output:

6

N=7 A=[2,2,1,1,1,1,1]

Start with eating two dishes of type 2, then eat four dishes of type 1.

Note that you can’t start with one dish of type one, then two dishes of type 2, and get back to eat to a dish of size 1 again, your friend cannot eat the same type of dishes multiple times.

Case#: 3 Input:

4

1

1

1

1

Output:

4

N=4 A=[1,1,1,1]

Your friend can eat all 4 dishes in the first order.

Problem Statement:

You are given a grid of size n × m where some cells are known to be either light (0) or dark

1. Your task is to count the number of valid full configurations such that:
   * Every unknown cell is assigned either light (0) or dark (1).
   * The XOR of colors of all adjacent pairs of cells is even (i.e., total XOR is 0).

Two cells are adjacent if they share an edge.

Parameters

* + t: Number of test cases
  + For each test case:
* n: Number of rows
* m: Number of columns
* k: Number of known cells
* For k lines: xi, yi, ci representing a known cell at (xi, yi) with color ci

Input

2

3 3 5

1 1 0

1 2 1

2 2 0

3 2 1

3 3 0

2 2 4

1 1 0

1 2 1

2 1 1

2 2 0

Output

4

0

Given an array, delete the minimum number of elements to make it a "good" array. An array is good if:

* + Its length is even.
  + Every consecutive pair of elements has the same sum.

Parameters

* + T: Number of test cases
  + For each test case:
* N: Length of the array
* A: The array of integers Input

1

6

1 3 2 2 1 3

Output

0

You are given students' predictions for boarding on days. Vadim wants to ensure that at least one student

sees both of their predictions come true on consecutive days. Determine if it’s guaranteed.

Parameters

* + t: Number of test cases
  + For each test case:
* n: Number of students
* a: List of n integers (predicted days)

Input

2

3

1 2 3

4

5 5 5 5

Output

Yes No

You have n sticks of unique lengths 1 to n. Arrange them to satisfy a string s consisting of '<' and '>' characters.

Parameters

* + t: Number of test cases
  + For each test case:
* n: Number of sticks
* s: A string of length n-1 containing '<' or '>' Input

1

4

<><

Output

1 4 2 3

Given an array of integers, remove any number of elements (without rearranging) to maximize the number of non-overlapping contiguous subarrays with positive sum.

Parameters

* + T: Number of test cases
  + For each test case:
* N: Length of array
* A: Array of integers Input

2

5

1 -2 3 4 -1

4

-1 -2 -3 -4

Output

2

0

Given a string S, find the lexicographically largest subsequence possible by removing characters (order must be maintained).

Parameters

* + T: Number of test cases
  + For each test case:
* S: The input string

Input

2

abcbdab edcba

Output

ddb e

reach all other nodes directly or indirectly. Count how many nodes are essential.

Parameters

* + T: Number of test cases
  + For each test case:
* N, M: Number of nodes and edges
* M lines of edges u v

Input

1

4 4

1 2

2 3

3 4

1 3

Output

1

Parameters

* + T: Number of test cases
  + For each test case:
* N, M: Number of nodes and edges
* M lines of edges u v

Input

2

3 3

1 2

2 3

3 1

4 2

1 2

3 4

Output

Yes No

value x, find the maximum XOR between x and any value in u’s subtree.

Parameters

* + N: Number of nodes
  + A: List of N values
  + N-1 lines of edges
  + Q: Number of queries
  + Q lines of queries: u x

Input

|  |  |  |
| --- | --- | --- |
| 5 |  | |
| 1 | 2 3 | 4 5 |
| 1 | 2 |  |
| 1 | 3 |  |
| 2 | 4 |  |
| 2 | 5 |  |
| 3 |  |  |
| 1 | 1 |  |
| 2 | 6 |  |
| 3 | 7 |  |

Output

5

7

4

You are given an array of N integers. Answer Q queries: for each, find the K-th smallest number in subarray A[L...R].

Parameters

* + N: Length of array
  + A: The array
  + Q: Number of queries
  + Q queries: L R K

Input

5

1 5 2 6 3

3

1 3 2

2 5 3

1 5 4

Output

2

5

5

Neo wants to escape from the Matrix. In front of him are n buttons arranged in a row, each with an

integer weight a₁, a₂, …, aₙ. Neo is immobilized but can create and move clones. Each clone:

* + Can be created in front of any button.
  + Can move one position left or right.

Whenever a clone stands in front of an unpressed button, it presses it instantly. Buttons can only be pressed once. To escape, the sequence of button weights pressed must be non- increasing.

Find the minimum number of clones Neo needs to create to press all buttons in such an order.

Parameters

* + t: Number of test cases (1 ≤ t ≤ 10⁴)
  + For each test case:
* n: Number of buttons (1 ≤ n ≤ 2⋅10⁵)
* a₁, a₂, ..., aₙ: Integer weights of buttons (1 ≤ aᵢ ≤ 10⁹)

Input

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 4 |  | | | |
| 5 |
| 4 | 3 | 2 | 1 | 5 |
| 3 |  |  |  |  |
| 1 | 1 | 1 |  |  |
| 6 |  |  |  |  |
| 7 | 8 | 1 | 5 | 9 2 |
| 10 |  |  |  |  |
| 1 | 7 | 9 | 7 | 1 10 2 10 10 7 |

Output

2

1

2

3

Given a binary string s of length n, a grid g of size n x n is constructed such that row i is the result of flipping the i-th character of s. A good set S of size k consists of unique cell coordinates (x, y) such that:

* + Each g[x][y] = 0
  + All cells in S are part of a single connected region (adjacent in 4 directions) Determine the maximum size of such a good set for each test case.

Parameters

* + t: Number of test cases (1 ≤ t ≤ 10³)
  + For each test case:
* n: Length of binary string (1 ≤ n ≤ 2⋅10⁵)
* s: Binary string of length n

Input

6

3

000

4

0010

7

1011001

4

0001

2

11

1

0

Output

3

9

10

7

1

0

For each integer x from 1 to n, define the string S(x) as:

1. Compute x+1
2. Concatenate x and x+1 as strings
3. Sort the resulting string’s digits in non-decreasing order Determine how many distinct strings S(x) exist for x ∈ [1, n]. Parameters
   * t: Number of test cases (1 ≤ t ≤ 10⁴)
   * For each test case:

* n: Upper bound (1 ≤ n ≤ 10⁹ - 2) Input

2

42

1337

Output

42

948

You are given a final binary grid n × m. Balls can be pushed from the left (into rows) or top (into columns). Rules:

* + Balls move forward to the first empty cell.
  + If they hit another ball, the new ball stops and pushes the existing one.
  + No push is allowed if the row/column is full.

Determine if it’s possible to reach the given final configuration.

Parameters

* + t: Number of test cases (1 ≤ t ≤ 10⁴)
  + For each test case:
* Two integers n and m (1 ≤ n, m ≤ 50)
* n binary strings of length m representing the grid

Input

5

3 3

001

001

110

3 3

010

111

010

3 3

111

111

111

3 3

000

000

000

3 3

000

000

001

Output

YES YES YES YES NO

You have two lanes starting with 1 person each. You're given n pairs of gates. Each gate can be:

• + a: Add a people

* + x a: Multiply by a

Gained people can be added to either lane. Find the maximum total people after all operations.

Parameters

* + t: Number of test cases (1 ≤ t ≤ 10⁴)
  + For each test case:
* n: Number of gate pairs (1 ≤ n ≤ 30)
* n lines, each with two gate operations Input

|  |  |  |  |
| --- | --- | --- | --- |
| 4 |  | | |
| 3 |
| + | 4 | x | 2 |
| x | 3 | x | 3 |
| + | 7 | + | 4 |
| 4 |  |  |  |
| + | 9 | x | 2 |
| x | 2 | x | 3 |
| + | 9 | + | 10 |
| x | 2 | + | 1 |
| 4 |  |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| x | 2 | + | 1 |
| + | 9 | + | 10 |
| x | 2 | x | 3 |
| + | 9 | x | 2 |
| 5 |  |  |  |
| x | 3 | x | 3 |
| x | 2 | x | 2 |
| + 21 + 2 |  |  |  |
| x 2 x 3 |  |  |  |
| + 41 x 3 |  |  |  |

Output

32

98

144

351

You are given a string s consisting of characters A and B. Your task is to split it into blocks of length 1 and 2 such that:

* + No more than a blocks equal to "A",
  + No more than b blocks equal to "B",
  + No more than ab blocks equal to "AB",
  + No more than ba blocks equal to "BA",
  + Blocks "AA" and "BB" are prohibited.

Each character of s must belong to exactly one block.

Parameters

* + t: Number of test cases
  + For each test case:
* s: A string of characters A and/or B
* a, b, ab, ba: Maximum allowed counts for "A", "B", "AB", and "BA" blocks respectively

Input

|  |  |
| --- | --- |
| 7  A |  |
| 0 0 | 10 10 |
| B |  |
| 0 1 | 0 0 |
| ABA |  |
| 0 0 | 1 1 |

ABBABAAB 5 5 0 0

ABABBAABBAAB 1 1 2 3 ABBBBAB

0 3 2 0

BAABBA 1 3 2 0

Output

NO YES NO YES YES YES NO

You have two bags. Initially, the first contains n numbers, the second is empty. You can:

1. Move any number from the first to the second.
2. Increase a number in the first by 1, if the same number exists in the second.

Can you make both bags identical?

Parameters

* + t: Number of test cases
  + For each test case:
* n: Number of elements (even number)
* a: Array of integers (length n)

Input

|  |  |
| --- | --- |
| 9 |  |
| 2 |  |
| 1 | 1 |
| 2 |  |
| 2 | 1 |
| 4 |  |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 4 | 4 |  |  |  |
| 4 |  |  |  |  |  |
| 3 | 4 | 3 | 3 |  |  |
| 4 |  |  |  |  |  |
| 2 | 3 | 4 | 4 |  |  |
| 6 |  |  |  |  |  |
| 3 | 3 | 4 | 5 | 3 | 3 |
| 6 |  |  |  |  |  |
| 2 | 2 | 2 | 4 | 4 | 4 |
| 8 |  |  |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 4 |
| 10 |  |  |  |  |  |  |

9 9 9 10 10 10 10 10 10 10

Output

Yes No Yes Yes No Yes No Yes Yes

Given a non-zero array a of length n, you start with 0 coins. Repeatedly:

1. Choose index i (1 ≤ i ≤ n).
2. Gain |a[i]| coins.
3. If a[i] < 0, cut array from the beginning to a[i−1].
4. If a[i] > 0, cut array from a[i+1] to the end. Maximize your coin count.

Parameters

* + t: Number of test cases
  + For each test case:
* n: Array length
* a: Array of integers (non-zero)

Input

3

6

3 1 4 -1 -5 -9

6

-10 -3 -17 1 19 20

1

1

Output

23

40

1

There are n pupils with heights a[i]. The lineup is comfortable if a[i] \* 2 ≥ a[i+1] for all valid i.

Each pizza increases any pupil's height by 1. Distribute at most k pizzas to maximize max(a) while keeping the lineup comfortable.

Parameters

* + t: Number of test cases
  + For each test case:
* n, q: Number of pupils, number of queries

|  |  |  |
| --- | --- | --- |
| o | a: Initial heights |  |
|  | o q integers: k₁, ..., | kq: Number of pizzas for each query |
| Input |  |  |
| 3 |  |  |
| 2 1 |  |  |
| 10 20 |  |  |
| 10 |  |  |
| 6 7 |  |  |
| 3 1 2 | 4 5 6 |  |
| 1 |  |  |
| 2 |  |  |
| 4 |  |  |
| 8 |  |  |
| 16 |  |  |
| 32 |  |  |
| 64 |  |  |
| 10 4 |  |  |
| 1 2 4 | 8 16 32 64 128 256 512 |  |
| 10 |  |  |
| 100 |  |  |
| 1000 |  |  |
| 10000 |  |  |

Output

26

7 8 10 12 19 35 67

513 560 1011 10001

There are n lilypads, Alice and Bob start on different pads a and b.

On each turn, the frog must jump left or right if not occupied. Alice moves first. If a frog has no valid move, it loses. Determine if Alice can guarantee a win.

Parameters

* + t: Number of test cases
  + For each test case:
* n: Number of lilypads
* a, b: Starting positions of Alice and Bob Input

5

2 1 2

3 3 1

4 2 3

5 2 4

7 6 2

Output

NO YES NO YES YES

# Q1. Problem Statement

You are given a set of items, each with a specific weight and value. Your task is to determine the maximum value that can be obtained by selecting a combination of these items, considering a knapsack with a limited capacity. You are allowed to take fractions of items into the knapsack.

Write a program to implement the fractional knapsack problem.

# Input format:

The input consists of several lines, each representing an item.Each item is represented by two

integers separated by a space: the weight of the item followed by its value.The input terminates with a line containing a single integer -1. After the items, there is an integer representing the maximum weight capacity.

# Output format:

The output prints "The maximum value of the current list is: ", followed by a double value, representing the maximum value that can be obtained by selecting fractions of items to fit into the knapsack, rounded off to two decimal points.

# Code constraints:

1 ≤ weight and values ≤ 1000

1. ≤ capacity ≤ 100

# Sample test cases:

**Input 1:**

10 60

20 100

30 120

-1

50

# Output 1:

The maximum value of the current list is: 240.00

# Explanation:

We have 3 items:

Item 1: weight = 10, value = 60 → value/weight = 6.0

Item 2: weight = 20, value = 100 → value/weight = 5.0

Item 3: weight = 30, value = 120 → value/weight = 4.0 Capacity of knapsack = 50.

Take all of Item 1 (weight 10): Remaining capacity = 40, total value = 60.

Take all of Item 2 (weight 20): Remaining capacity = 20, total value = 160. Take 20/30 = 2/3 of Item 3:

Value = (2/3) × 120 = 80

Remaining capacity = 0, total value = 240. Thus, the maximum value is 240.00.

# Q2. Problem Statement

Charlie is the Physical Education trainer in a school. The students of a class are standing in a line. The students can have the same or different weights. He wants to make the sum of the weights of alternative students equal to the sum of the weights of other alternative students. But he can’t achieve this in a simple way.

First of all, he needs to figure out how many ways he can remove any student from the line and achieve his goal.

Can you help Charlie find a number of possible ways?

**Example Input:**

**5**

**6 1 7 2 1**

**Output:**

**1**

**Explanation:**

He can remove the second student from the line and now the order will be 6,7,2,1. And now he can easily achieve the goal. 6+2 = 7+1 = 8. So there is one possible way and the output is 1.

# Input format:

The first line of input denotes the size of an array, N.

The next line contains N space-separated integer elements of the array.

# Output format:

The output prints the number of possible ways Charlie can remove any student from the line to

achieve his goal.

**Code constraints:**

**1 < N < 10001**

**1 ≤ array[i] ≤ 100001 Sample test cases: Input:**

**5**

**6 1 7 2 1**

**Output: 1**

**Input: 5**

**2 2 2 2 2**

**Output:**

**5**

**Q3. Problem Statement**

You are given the time at which customers enter a barbershop and leave after the service. You need to find the minimum number of barbers required so that no customer waits for the service but is served instantly.

Use **greedy algorithm** to solve the given problem.

# Input format:

The first line of input is an integer value representing the total number of customers n. The second line is space-separated integer values representing the arrival time.

The third line is space-separated integer values representing the leaving time.

# Output format:

The output prints the number of barbers required.

# Code constraints:

1. ≤ n ≤ 5
2. ≤ arrival time & leaving time ≤ 10

# Example:

**Input:**

5

1 2 3 4 5

1. 3 4 6 7

# Output:

2

# Explanation:

All men arriving at times 1, 3, and 5 can be served by Barber 1. Here, Barber 2 serves all men who enter the shop at times 2 and 4, so another barber is needed. Therefore, a total of two people is required.

# Sample test cases:

**Input 1:**

5

1 2 3 4 5

2 3 4 6 7

# Output 1:

2

# Input 2:

2

1 3

2 4

# Output 2:

1

# Q4. Problem Statement

You are working on a smart detection tool for essays. Given a large document, you need to search for instances of a particular text using the Rabin-Karp algorithm.

Implement the **Rabin-Karp** algorithm to find and return all starting positions of the text in the document.

# Input format:

The first line consists of the document text.

The second line consists of the text to be searched.

# Output format:

The output prints the starting indices of all occurrences of the sentence in the document, separated by spaces.

# Code constraints:

The document text can hold up to 1000 characters. The text to be searched can hold up to 100 characters.

The text to be searched is case-sensitive.

# Sample test cases:

**Input:**

The quick brown fox jumps over the lazy dog. The quick brown fox is clever. quick brown fox

# Output:

4 49

# Input:

The early bird catches the worm. Persistence pays off in the end.

bird **Output:** 10

Q5. Problem Statement

Given a string S that consists of only alphanumeric characters and dashes. The string is separated into N + 1 groups by N dashes. Also given an integer K. We want to reformat the string S, such that each group contains exactly K characters, except for the first group, which could be shorter than K but still must contain at least one character. Furthermore, a dash must be inserted between two groups, and you should convert all lowercase letters to uppercase. Return the reformatted string.

# Input:

5F3Z-2e-9-w

4

# Output:

5F3Z-2E9W

# Explanation:

The string S has been split into two parts; each part has 4 characters.

**Note:** Two extra dashes are not needed and can be removed.

# Input:

2-5g-3-J

2

# Output:

2-5G-3J

# Explanation:

The string s has been split into three parts; each part has 2 characters except the first part as it could be shorter as mentioned above.

# Input format:

The first line contains a string **S** which represents the original string that needs to be reformatted. The string can contain alphanumeric characters and dashes (-).

The second line contains an integer **K** which represents the length of each group after reformatting.

# Output format:

The output is a single string that represents the reformatted version of the input string S, grouped

according to the integer K.

# Code constraints:

1 ≤ S.length() ≤ 100

S contains only alphanumeric characters and dashes (-). 1 ≤ K ≤ 100

# Sample test cases: Input 1:

2-5g-3-J

2

# Output:

2-5G-3J

# Input:

5F3Z-2e-9-w

4

# Output:

5F3Z-2E9W

# Q6. Problem Statement

Given a set of integers, the task is to divide it into two sets S1 and S2 such that the absolute difference between their sums is minimum.

If there is a set S with n elements, then if we assume Subset1 has m elements, Subset2 must have n- m elements and the value of abs(sum(Subset1) – sum(Subset2)) should be minimum.

To achieve this, use **dynamic programming** to determine the closest possible sum to half of the total sum of the set.

# Input format:

The first line contains an integer n, representing the number of elements in the array.

The second line contains n space-separated integers, representing the elements of the array.

# Output format:

The output prints a single integer representing the minimum difference between the sums of two subsets of the given array.

# Code constraints:

1 ≤ n ≤ 10

1. ≤ elements ≤ 100

# Example Input

4

1. 6 11 5

# Output

1

# Explanation:

Subset1 = {1, 5, 6}, sum of Subset1 = 12 Subset2 = {11}, sum of Subset2 = 11

# Sample test cases:

**Input 1:**

6

3 1 4 2 2 1

# Output 1:

1

# Input 2:

4

1 6 11 5

# Output 2:

1

# Q7. Problem Statement

Hannah is monitoring a live data stream and needs to identify if any segment of the stream is an anagram of a given pattern. An anagram is a rearrangement of the letters in the pattern.

She needs to implement the Rabin-Karp algorithm to detect and return all starting indices where an anagram of the pattern appears in the data stream. Help her with the program.

# Input format:

The first line consists of a string.

The second line consists of a string for which Hannah wants to find anagrams in the stream.

# Output format:

The output prints the starting indices of all segments in the stream where an anagram of the pattern

appears, separated by spaces.

Code constraints:

Both the stream and pattern contain only lowercase English letters.

# Sample test cases:

**Input 1:**

cbaebabacd abc

# Output 1:

Anagram found at index 0 Anagram found at index 6 **Input 2:**

xyzzyxzyxzyxzyxyz xyz

# Output 2:

Anagram found at index 0 Anagram found at index 3 Anagram found at index 4 Anagram found at index 5 Anagram found at index 6 Anagram found at index 7 Anagram found at index 8 Anagram found at index 9 Anagram found at index 10 Anagram found at index 11 Anagram found at index 12 Anagram found at index 14

# Q8. Problem Statement

Nira is studying the **N-Queens problem** and needs to write a program to solve it. The program should find a valid arrangement of queens on a size N x N board, ensuring that no two queens can attack each other. Once a solution is found, the program should display the board with the queens correctly placed.

# Input format:

The input consists of an integer **N**, representing the size of the chessboard (N x N).

# Output format:

The output prints the configuration of the chessboard, with queens placed so that no two queens threaten each other.

# Code constraints:

4 ≤ N ≤ 20 **Example Input:**

4

# Output:

0 0 1 0

1 0 0 0

0 0 0 1

0 1 0 0

**Explanation:** The output represents a valid arrangement of queens on the 4x4 chessboard, where 1 indicates the position of a queen and 0 indicates an empty cell.

In the first row, a queen is placed in the third column.

In the second row, a queen is placed in the first column. In the third row, a queen is placed in the fourth column. In the fourth row, a queen is placed in the second column.

This arrangement of queens on the board ensures that no two queens threaten each other.

# Sample test cases:

**Input:**

4

# Output:

0 0 1 0

1 0 0 0

0 0 0 1

0 1 0 0

# Input:

6

# Output:

0 0 0 1 0 0

1 0 0 0 0 0

0 0 0 0 1 0

0 1 0 0 0 0

0 0 0 0 0 1

0 0 1 0 0 0

# Q9. Problem Statement

In a bioinformatics project, you are given a long DNA sequence. You need to find occurrences of a specific gene sequence within this DNA strand. Use the **Rabin-Karp** algorithm to locate all occurrences of the gene sequence within the DNA strand and return their starting indices.

# Input format:

The first line consists of a string representing a long DNA sequence consisting of characters 'A', 'C', 'G', 'T'. The second line consists of the specific gene sequence to search for.

# Output format:

The output prints the starting indices of all occurrences of the sentence in the document,

separated by spaces.

# Code constraints:

The DNA strand string can hold up to 1000 characters.

The gene sequence to be searched can hold up to 100 characters. The gene sequence to be searched is case-sensitive.

# Sample test cases: Input 1:

AGCTTAGCTAGCTGCTAAGCTT AGCT

# Output:

0 5 9 17

**Input:** AGCTCAG CA

# Output:

4

Q10. Problem Statement

Given the dimension of a sequence of matrices in an array arr[], where the dimension of the ith matrix is (arr[i-1] \* arr[i]), the task is to find the most efficient way to multiply these matrices together such that the total number of element multiplications is minimum.

# Code constraints:

1 ≤ n ≤ 10

1. ≤ elements ≤ 100

# Example Input:

5

40 20 30 10 30

# Output:

26000

# Explanation:

There are 4 matrices of dimensions 40×20, 20×30,

30×10, 10×30.

Let the input 4 matrices be A, B, C, and D.

The minimum number of multiplications is obtained by

putting parenthesis in following way (A(BC))D. The minimum is 20\*30\*10 + 40\*20\*10 + 40\*10\*30 **Example 2**

# Input

5

1. 2 3 4 3

# Output:

30

# Explanation:

There are 4 matrices of dimensions 1×2, 2×3, 3×4,

4×3.

Let the input 4 matrices be A, B, C, and D.

The minimum number of multiplications is obtained by

putting parenthesis in following way ((AB)C)D. The minimum number is 1\*2\*3 + 1\*3\*4 + 1\*4\*3 = 30 **Input format:**

The first line contains an integer n, representing the number of matrices.

The second line contains n integers, where the ith integer represents the dimension of the matrix. **Output format:**

The output prints a single integer representing the minimum number of scalar multiplications needed to multiply the chain of matrices.

# Sample test cases: Input 1:

5

40 20 30 10 30

# Output 1:

26000

# Input 2:

5

1 2 3 4 3

# Output 2:

30

# Q11. Problem Statement

At a cybersecurity agency, around 100 encrypted messages come in for processing. Since the length of the messages is quite long, manual labor does not help much. Hence, you are appointed to create a program that helps in decoding the messages, given the following information:

Messages come in a binary array format, i.e., an array where the elements are 0 and 1. A meaningful message is formed if all the 1s are grouped together.

The number of swaps must be minimal to get a meaningful message.

For example. If an array is 1 0 0 1 0 1, then the minimum number of swaps is 1 so that all 1s come together, thereby forming 0 0 0 1 1 1.

# Input Format:

The first line has the number of elements in the binary array. The second line consists of the elements separated by a space.

# Output Format:

The output will display the minimum number of swaps required to group all 1s together, in the

following format:

Minimum number of swaps to group all ones together: <number\_of\_swaps>

# Code Constraints:

1 ≤ n ≤ 30

The elements of the array are either 0 or 1.

# Sample Input:

6

1 0 0 1 0 1

# Sample Output:

Minimum number of swaps to group all ones together: 1

# Sample Input:

4

1 0 0 1

# Sample Output:

Minimum number of swaps to group all ones together: 1

# Q12. Problem Statement

Siva is a math teacher. He conducted a class test for the students. To avoid mall practices in the test, he gave two sets of questions. To identify the answer sheets of different sets, he asked the students to mark them as 0 in their answer sheets if they had taken the first set of questions and 1 for the second set of questions. After collecting the answer sheets, he needs to separate the answer sheets into 0 and 1 Help Siva with this task.

# Input Format:

The first line of the input consists of the value of n. The next input is the array of elements separated by a space, which is either '0' or '1'.

# Output Format:

The output displays the arranged array so that 0s and 1s are separated.

Code Constraints:

1 ≤ n ≤ 20

1. ≤ each element ≤ 1

# Sample Input:

6

1. 0 0 1 1 1

# Sample Output:

0 0 1 1 1 1

# Sample Input:

5

1 0 0 1 0

# Sample Output:

0 0 0 1 1

# Q13. Problem Statement

Guru is teaching a math class where he asks his students to work on finding pairs of numbers that add up to a given sum. He has an array of numbers, and he wants to help his students find all pairs whose sum equals a specified target value. To make it more interesting, he gives the task as a challenge to his students. The task is to write a program that helps Guru's students efficiently find and print all such pairs in an array that sum up to the target value.

# Sample Input:

18

8

7 12 5 10 13 3 8 9

# Sample Output:

5 + 13 = 18

10 + 8 = 18

# Sample Input

100

10

20 50 30 80 45 60 75 40 20 60

# Sample Output:

20 + 80 = 100

60 + 40 = 100

**Note:** Print only unique value pairs in the order they first appear in the array. Once a pair of values has been printed, any other occurrences of the same pair (regardless of position) should be ignored.

# Input Format:

The first line of input consists of an integer sum, representing the target sum to be found.

The second line of input consists of an integer n, representing the number of elements in the array.

The third line of input consists of n space-separated integers, representing the elements of the array.

# Output Format:

The first line of output consists of all pairs (if any) whose sum is equal to the given value. Each output line should be in the format:

a + b = sum, where a and b are the numbers from the array that sum up to the given value

# Code Constraints:

1 ≤ n ≤ 105

103 ≤ targetSum ≤ 103

-103 ≤ arr[i] ≤ 103

# Q14. Problem Statement

Consider a fleet of soldiers from a country who are being assembled for a rehearsal session. The enemy country secretly surrounds them and has a special strategy to kill the soldiers in a particular

pattern. Assume that the soldiers are standing in a single straight line. The enemies will repeatedly scan through this line and kill soldiers who are all matching the given pattern.

Find the list of soldiers who are surviving at last or find if all of them are killed. Here soldiers are represented as alpha-numeric letters, irrespective of cases.

Implement the "FindRemainingSoldiers" class with the "defeatSoldiers(String soldiers, String

pattern)" method to find the left-out soldiers if any, else print "Defeat" as a result.

# Sample Input:

xAbcyAAbcbAbccz Abc

# Sample Output:

xyz

# Explanation:

soldiers: xAbcyAAbcbAbccz pattern: Abc Iteration:

0: xAbcyAAbcbAbccz

1: xyAAbcbAbccz

2: xyAbAbccz

3: xyAbcz

4: xyz

# Input Format:

The first line of input represents "a fleet of soldiers" (an alphanumeric string). The second line of input represents the kill "pattern" (alpha-numeric string).

# Output Format:

The first line of output prints the remaining sequence of soldiers as a string, or "Defeat" if all soldiers

have been killed.

# Code Constraints:

1. ≤ length of soldiers ≤ 100 1 ≤ length of pattern ≤ 100

# soldiers and pattern only consist of alphanumeric characters (0-9, a-z, A-Z).

Input 2:

AbAAbcbcc Abc **Output 2:**

Defeat

# Input 3:

AAbAbccc Abc **Output 3:**

Ac

# Q15. Problem Statement

Manoj is working as a ticket checker at Satyam Cinemas. Due to overcrowding, everyone is asked to form a queue. so people who came together got separated in the queue. People who come together are considered to be a single group. Always assume that the person of each group who is standing first in the queue holds the ticket. You have to check the ticket of each person and make sure all the members of his group enter the screen along with him.

# Sample Input:

abcaaubcc

# Sample Output:

aaabbcccu

# Explanation

Imagine **"abcaaubcc"** as a queue, and each alphabet represents a person standing in a queue. People of the same group are represented using the same alphabet. The first person you will be checking is **"a".** You have to allow all the people in group "**a".** Then the list will be like this: "**aaabcubcc".** The next person you will be checking is **"b"** Now the list will be updated as **"aaabbcucc".** After checking c list, it will be **"aaabbcccu".** Then after checking "**u**" the list will be the same as "**aaabbcccu**"

# Sample Input:

zaynzaakony

# Sample Output:

zzaaayynnko

# Explanation

The output for the given test case will be "zzaaayynnko". It groups the characters 'z', 'z', 'a', 'a', 'a', 'y', 'y', 'n', 'n', 'k', 'o' together, which represent the grouped people standing in the queue.

**Note:** People of the same group will be represented using the same alphabetic character. Also, only lowercase letters will be used.

# Input format:

The first line of input consists of a string **queue**, representing the people standing in the queue. Each character represents a person, and people in the same group are represented by the same character. **Output format:**

The output prints the characters in the order they would enter the hall after grouping all people of the same group together, maintaining their original order of appearance.

# Code constraints:

The string contains only lowercase letters (a-z).

1 ≤ length of string ≤ 100.

# Sample test cases:

**Input 1:**

abcaaubcc

# Output 1:

aaabbcccu

# Input 2:

zaynzaakony

# Output 2:

zzaaayynnko

# Q16. Problem Statement

Given a string **s** that consists of lowercase letters, return the length of the longest palindrome that can be built with those letters. Letters are case- sensitive. For example, "Aa" is not considered a palindrome here.

**Input:** s = "abccccdd"

# Output: 7

**Explanation:** One longest palindrome that can be built is "dccaccd", whose length is 7.

# Input format:

The input consists of a string.

# Output format:

The output prints the length of the longest palindrome that can be built with the given letters.

#### Code constraints:

The input string can be up to 50 characters long.

# Sample test cases:

**Input 1:**

abccccdd

# Output 1:

7

# Input 2:

madam

# Output 2:

5

# Input 3:

abc

# Output 3:

1

# Input 4:

Aa

# Output 4:

1

# Q17.Problem Statement

We are given n-platform and two main running railway track for both direction. Trains which needs to stop at your station must occupy one platform for their stoppage and the trains which need not to stop at your station will run away through either of main track without stopping. Now, each train has three value first arrival time, second departure time and third required platform number.

We are given m such trains you have to tell maximum number of train for which you can provide stoppage at your station.

Examples:

# Input: n = 3, m = 6

Train no.| Arrival Time |Dept. Time | Platform No.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 1 | | 10:00 | | | 10:30 | | | 1 |
| 2 | | 10:10 | | | 10:30 | | | 1 |
| 3 | | 10:00 | | | 10:20 | | | 2 |
| 4 | | 10:30 | | | 12:30 | | | 2 |
| 5 | | 12:00 | | | 12:30 | | | 3 |
| 6 | | 09:00 | | | 10:05 | | | 1 |

**Output: Maximum Stopped Trains = 5 Explanation:** If train no. 1 will left to go without stoppage then 2 and 6 can easily be accommodated on platform 1. And 3 and 4 on platform 2 and 5 on

platform 3.

# Input: n = 1, m = 3

Train no.|Arrival Time|Dept. Time | Platform No.

1 | 10:00 | 10:30 | 1

2 | 11:10 | 11:30 | 1

3 | 12:00 | 12:20 | 1

**Output: Maximum Stopped Trains = 3 Explanation:** All three trains can be easily stopped at platform 1.

**Input format:** two integers **n** no of

platforms, **m** number of trains, and array trains[] as input parameter and

**Output format:** returns an integer.

# Code Constraints:

1 <= N <= 100

1 <= M <= 104

# Q18. Problem Statement

A new variety of rice has been brought in supermarket and being available for the first time, the quantity of this rice is limited. Each customer demands the rice in two different packaging of size a and size b. The sizes a and b are decided by staff as per the demand. Given the size of the packets a and b, the total quantity of rice available d and the number of customers n, find out maximum number of customers that can be satisfied with the given quantity of rice. Display the total number of customers that can be satisfied and the index of customers that can be satisfied.

# Note: If a customer orders 2 3, he requires 2 packets of size a and 3 packets of size b. Assume indexing of customers starts from 1.

**Input format:** The first line of input contains two integers n and d; next line contains two integers a and b. Next n lines contain two integers for each customer denoting total number of bags of size a and size b that customer requires.

**Output format:** Print the maximum number of customers that can be satisfied and in the next line print the space-separated indexes of satisfied customers.

# Input: n = 5, d = 5

a = 1, b = 1

2 0

3 2

4 4

10 0

0 1

# Output: 2

5 1

# Input: n = 6, d = 1000000000

a = 9999, b = 10000

10000 9998

10000 10000

10000 10000

70000 70000

10000 10000

10000 10000

# Output: 5

1 2 3 5 6

**Explanation:** In first example, the order of customers according to their demand is:

|  |  |
| --- | --- |
| Customer ID | Demand |
| 5 | 1 |
| 1 | 2 |
| 2 | 5 |

|  |  |
| --- | --- |
| 3 | 8 |
| 4 | 10 |

From this, it can easily be concluded that only customer 5 and customer 1 can be satisfied for total demand of 1 + 2 = 3. Rest of the customer cannot purchase the remaining rice, as their demand is greater than available amount.

# Code Constraints:

1 <= n <= 10^5

(Up to 100,000 customers) 1 <= d <= 10^12

(Available rice quantity is very large, up to 1 trillion) 1 <= a, b <= 10^6 (Packet sizes a and b can be up to 1 million grams or units)

1. <= number of bags requested by a customer <= 10^6 Customer indexing is from 1 to n

Sum of rice needed by all customers will not exceed 10^18. The customer demands are always non-negative integers.

You can serve customers in any order to maximize number of customers.

# Q19. Problem Statement

You are given an array of ‘N’ distinct integers and an integer ‘X’ representing the target sum.

You have to tell the minimum number of elements you have to take to reach the target sum ‘X’.

# Note:

You have an infinite number of elements of each type.

# For example:

If N=3 and X=7 and array elements are [1,2,3].

Way 1 - You can take 4 elements [2, 2, 2, 1] as 2 + 2

+ 2 + 1 = 7.

Way 2 - You can take 3 elements [3, 3, 1] as 3 + 3 +

1 = 7.

Here, you can see in Way 2 we have used 3 coins to reach the target sum of 7. Hence the output is 3.

# Input Format:

The first line of input contains an Integer T denoting the number of test cases.

The first line of each test contains 2 space separated integers, N and X denoting the size of the array and given target sum.

The second line of each test contains contains N elements space separated denoting the elements of the array.

# Output format:

print a separate line integer output for each test case.

# Code Constraints:

1. <= T <= 10

1 <= N <= 15

1 <= nums[i] <= (2^31) - 1

1 <= X <= 10000

Note:All the elements of the “nums” array will be unique.

# Sample Input 1:

2

1. 7

1 2 3

1 0

1

# Sample output 1:

3

0

# Explanation For Sample Output 1:

For the first test case,

Way 1 - You can take 4 elements [2, 2, 2, 1] as 2 + 2

+ 2 + 1 = 7.

Way 2 - You can take 3 elements [3, 3, 1] as 3 + 3 +

1 = 7.

Here, you can see in Way 2 we have used 3 coins to reach the target sum of 7. Hence the output is 3.

For the second test case To reach X = 0, you don’t need to take any elements from the array. The sum is already 0, so the total number of elements used is 0.

# Sample Input 2:

2

3 4

12 1 3

1. 11
2. 1

# Sample output 2:

2

6

# Q20. Problem Statement

A **path** in a binary tree is a sequence of nodes where each pair of adjacent nodes in the sequence has an edge connecting them. A node can only appear in the sequence **at most once**.

Note that the path does not need to pass through the root.

The **path sum** of a path is the sum of the node's values in the path.

Given the root of a binary tree, return *the maximum* ***path sum*** *of any* ***non-empty*** *path*.

**Input format:** First line: Space-separated list of integers representing node values in **level-order traversal**. If a node is absent (null), use "null" in its place.

**Output format:** single integer — the maximum path sum from any non-empty path.
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**Input:** root = [1,2,3]

# Output: 6

**Explanation:** The optimal path is 2 -> 1 -> 3 with a path sum of 2 + 1 + 3 = 6.

![A diagram of a network  Description automatically generated](data:image/jpeg;base64,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)

**Input:** root = [-10,9,20,null,null,15,7]

# Output: 42

**Explanation:** The optimal path is 15 -> 20 -> 7 with a path sum of 15 + 20 + 7 = 42.

# Code Constraints:

The number of nodes in the tree is in the range [1, 3 \* 104].

-1000 <= Node.val <= 1000

# Q21. Problem Statement

Given an array arr of n integers, where arr[i] represents price of the stock on the ith day. Determine the **maximum profit** achievable by buying and selling the stock at most once. The stock should be purchased before selling it, and both actions cannot occur on the same day.

# Input Format:

First line: An integer n, the size of the array (number of days).

Second line: n space-separated integers representing arr[i], the stock prices on each day.

# Output Format:

A single integer: the maximum profit achievable.

If no profit is possible, print 0

**Input:** arr = [10, 7, 5, 8, 11, 9]

# Output: 6

**Explanation:** Buy on day 3 (price = 5) and sell on day 5 (price = 11), profit = 11 - 5 = 6.

**Input:** arr = [5, 4, 3, 2, 1]

# Output: 0

**Explanation:** In this case, no transactions are made. Therefore, the maximum profit remains 0.

# Code Constraints:

1 <= n<= 105

0 <= arr[i] <= 106

# Q22. Problem Statement

The three stacks s1, s2 and s3, each containing positive integers, are given. The task is to find the maximum possible equal sum that can be achieved by removing elements from the top of the stacks. Elements can be removed from the top of each stack, but the final sum of the remaining elements in all three stacks must be the same. The goal is to determine the maximum possible equal sum that can be achieved after removing elements.

Note: The stacks are represented as arrays, where the first index of the array corresponds to the top element of the stack.

**Input Format:** First line contains 3 integer inputs representing the size of the stack 1,stack 2 and stack 3 respectively.

Second third and fourth lines represent the space separated integers representing the stack elements of stack 1 stack 2 and stack 3 respectively.

# Output Format:

A single integer: the maximum equal sum achievable after removing some top elements.

# Input:

1. 4 2
2. 2 3

1 1 2 3

1 4

# Output:

5

# Explanation:

We can pop 1 element from the 1st stack, and 2 elements from the 2nd stack. Now remaining elements yield the equal sum of the three stacks, that is 5.

![Find-maximum-sum-possible-equal-sum-of-three-stacks-2](data:image/png;base64,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)

# Code Constraints:

1 <= n1, n2, n3 <= 104

(where n1, n2, n3 are the number of elements in stacks s1, s2, and s3 respectively) 1 <= element <= 105

(elements are positive integers)

Stacks may have different sizes (n1 ≠ n2 ≠ n3).

You can only remove elements from the top (start of the array). At any time, you can remove zero or more elements from any stack. The stacks must be non- empty initially (i.e., each has at least 1 element). Final sum must be equal for all three stacks after removals. You need to maximize the common sum after removals. If it's not possible to achieve any common sum, the result must be 0.

# Q23. Problem Statement

Given a weighted, undirected, and connected graph with V vertices and E edges, your task is to find the sum of the weights of the edges in the Minimum Spanning Tree (MST) of the graph. The graph is represented by an adjacency list, where each element adj[i] is a vector containing vector of integers. Each vector represents an edge, with the first integer denoting the endpoint of the edge and the second integer denoting the weight of the edge.

# Input Format:

First line: Two integers V and E — the number of vertices and edges.

Next E lines: Each line contains three integers u v w, meaning there is an undirected edge between vertex u and vertex v with weight w.

# Output Format:

A single integer: the sum of the weights of all edges in the Minimum Spanning Tree (MST).

# A diagram of a triangle with green circles and numbers AI-generated content may be incorrect.Input:

1. 3

0 1 5

1 2 3

0 2 1

# Output:

4

Explaination: The Spanning Tree resulting in a weight of 4 is shown below.

![A diagram of a number and a line  AI-generated content may be incorrect.](data:image/jpeg;base64,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)

# Code Constraints:

2 ≤ V ≤ 1000

V-1 ≤ E ≤ (V\*(V-1))/2

1 ≤ w ≤ 1000

The graph is connected and doesn't contain self- loops & multiple edges.

# Q24: Problem Statement

You are given the arrival times **arr[]** and departure times **dep[]** of all trains that arrive at a railway station on the same day. Your task is to determine the minimum number of platforms required at the station to ensure that no train is kept waiting.

At any given time, the same platform cannot be used for both the arrival of one train and the departure of another. Therefore, when two trains arrive at the same time, or when one arrives before another departs, additional platforms are required to accommodate both trains.

# Input format:

First line: An integer n, representing the number of trains.

Second line: n integers, representing the arrival times arr[] of the trains. Third line: n integers, representing the departure times dep[] of the trains.

All times are given in 24-hour format without a colon (e.g., 9:00 AM is 900, 11:30 AM is 1130, etc.).

# Output Format:

A single integer: minimum number of platforms needed so that no train waits**.**

# Sample Test cases:

**Input**: 6

900 940 950 1100 1500 1800

910 1200 1120 1130 1900 2000

**Output**: 3

**Explanation**: There are three trains during the time 9:40 to 12:00. So we need a minimum of 3 platforms. **Input**: arr[] = [900, 1235, 1100], dep[] = [1000, 1240,

1200]

**Output**: 1

**Explanation**: All train times are mutually exclusive. So we need only one platform.

# Input

3

1000 935 1100

1200 1240 1130

**Output**: 3

**Explanation**: All 3 trains have to be there from 11:00 to 11:30 Code Constraints:

1≤ number of trains ≤ 50000 0000 ≤ arr[i] ≤ dep[i] ≤ 2359

Note: Time intervals are in the 24-hour format(HHMM) , where the first two characters represent hour (between 00 to 23 ) and the last two characters represent minutes (this will be

<= 59 and

>= 0).

# Q25. Problem Statement

Given 2 arrays **deadline[],** and **profit[],** which represent a set of jobs, where each job is associated with a **deadline**, and a **profit**. Each job takes 1 unit of time to complete, and only one job can be scheduled at a time. You will earn the profit associated with a job only if it is completed by its deadline.

Your task is to find:

The **maximum number of jobs** that can be completed within their deadlines. The **total maximum profit** earned by completing those jobs.

# Input Format:

First line: Single integer n (number of jobs). Second line: n space-separated integers representing the deadline[] array.

Third line: n space-separated integers representing the profit[] array.

# Output Format:

Output two integers separated by a space: First integer: Maximum number of jobs done. Second integer: Maximum profit earned.

# Sample test cases:

**Input:** 4

1. 1 1 1

20 10 40 30

Output:

2 60

**Explanation:** Job1 and Job3 can be done with maximum profit of 60 (20+40).

**Input:**

**5**

**2 1 2 1 1**

**100 19 27 25 15**

**Output:**

**2 127**

**Explanation:** Job1 and Job3 can be done with maximum profit of 127 (100+27).

# Code Constraints:

1 ≤ deadline.size() == profit.size() ≤ 105 1 ≤ deadline[i] ≤ deadline.size() 1 ≤ profit[i] ≤ 500

# Q26. Problem Statement

A celebrity is a person who is known to all but does not know anyone at a party. A party is being organized by some people. A square matrix mat[][] (n\*n) is used to represent people at the party such that if an element of row i and column j is set to 1 it means ith person knows jth person. You need to return the index of the celebrity in the party, if the celebrity does not exist, return -1.

Note: Follow 0-based indexing.

# Input Format:

The first line contains an integer n, the number of people at the party (size of the matrix). The next n lines contain n integers, where each integer is either 0 or 1, representing the matrix mat[][].

# Output Format:

Print the index of the celebrity if one exists. Otherwise, print -1 if no celebrity exists. Examples:

# Input:

3

1 1 0

0 1 0

0 1 1

# Output: 1

Explanation: 0th and 2nd person both know 1st person. Therefore, 1 is the celebrity person.

# Input:

2

1 1

1 1

**Output**: -1

Explanation: Since both the people at the party know each other. Hence none of them is a celebrity person.

# Input:

1

1

# Output: 0

**Code Constraints:**

1 <= mat.size()<= 1000

0 <= mat[i][j]<= 1

mat[i][i] == 1

# Q27. Problem Statement

You are given an weighted directed graph, represented by an adjacency matrix, dist[][] of size n x n, where dist[i][j] represents the weight of the edge from node i to node j. If there is no direct edge, dist[i][j] is set to a large value (i.e., 108) to represent infinity. The graph may contain negative edge weights, but it does not contain any negative weight cycles.

Your task is to find the shortest distance between every pair of nodes i and j in the graph.

# Input Format:

The first line contains an integer n, the number of nodes in the graph (size of the matrix).

The next n lines contain n integers, where each integer represents the weight of the edge between nodes. A value of 108 indicates that there is no direct edge between the nodes (infinity).

Note: Modify the distances for every pair in place. Output Format:

Print the updated adjacency matrix after applying the Floyd-Warshall algorithm, which gives the shortest distances between every pair of nodes in the graph.

**Input:** dist[][] = [[0, 4, 108, 5, 108], [108, 0, 1, 108,

6], [2, 108, 0, 3, 108], [108, 108, 1, 0, 2], [1, 108, 108,

4, 0]]

![A diagram of a network  AI-generated content may be incorrect.](data:image/jpeg;base64,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)

![A grid of numbers with black numbers  AI-generated content may be incorrect.](data:image/jpeg;base64,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)

**Output:** [[0, 4, 5, 5, 7], [3, 0, 1, 4, 6], [2, 6, 0, 3, 5],

[3, 7, 1, 0, 2], [1, 5, 5, 4, 0]]

**Explanation:** Each cell dist[i][j] in the output shows the shortest distance from node i to node j, computed by considering all possible intermediate nodes.

# Constraints:

1 ≤ dist.size() ≤ 100

-1000 ≤ dist[i][j] ≤ 1000

# Q28. Problem Statement

Assume you are an awesome parent of some children and want to give your children some cookies. But, you should give each child at most one cookie. Each child **i** has a greed factor **greed[i]**, which is the minimum size of cookie that the child will be content with and each cookie **j** has a size **cookie[j]**. If **cookie[j] >= greed[i]**, we can assign the cookie **j** to **j** to the child **ith**, and the child **i** will be content. Find the maximum number of child that can be content.

# Input Format:

The first line contains two integers n and m, representing the number of children and the number of cookies.

The second line contains n integers, representing the greed factor of each child (greed[i]). The third line contains m integers, representing the size of each cookie (cookie[j]).

# Output Format:

**Example test cases:**

**Input:** 3 2

1 2 3

1 1

# Output: 1

**Explanation:** You can only assign cookie 0 or 1 to child 0.

# Input:

2 3

1 2

1 2 3

# Output: 2

**Explanation:** You can assign cookie 0 to child 0 and cookie 1 to child 1.

# Constraints:

1 ≤ greed.size() ≤ 105

1 ≤ cookie.size() ≤ 105

1 ≤ greed[i] , cookie[i] ≤ 109

# Q29. Problem Statement

Given an array of integers of size **N** and a number **K**., You must modify array **arr[]** exactly **K** number of times. Here modify array means in each operation you can replace any array element either **arr[i]** by **- arr[i]** or **-arr[i]** by **arr[i]**. You need to perform this operation in such a way that after K operations, the sum of the array must be maximum.

# Input Format:

The first line contains two integers N and K, where N is the number of elements in the array

and K is the number of modifications you must perform.

The second line contains N integers representing the array arr[].

# Output Format:

A single integer representing the maximum sum of the array after exactly K modifications.

# Example test cases:

**Input:**

1. 1

1 2 -3 4 5

# Output:

15

# Explanation:

We have k=1 so we can change -3 to 3 and sum all the elements to produce 15 as output.

# Input:

10 5

1. -2 5 -4 5 -12 5 5 5 20

# Output:

68

# Explanation:

Here we have k=5 so we turn -2, -4, -12 to 2, 4, and 12 respectively. Since we have performed 3 operations so k is now 2. To getnmaximum sum of array we can turn positive turned 2 into negative and then positive again so k is 0. Now sum is

5+5+4+5+12+5+5+5+20+2 = 68

# Constraints:

1 ≤ N,K ≤ 105

-109 ≤ Ai ≤ 109

# Q30. Problem Statement

There are N Mice and N holes that are placed in a straight line. Each hole can accomodate only 1 mouse. The positions of Mice are denoted by array A and the position of holes are denoted by array B.

A mouse can stay at his position, move one step right from x to x + 1, or move one step left from x to x −

1. Any of these moves consumes 1 minute.

Assign mice to holes so that the time when the last mouse gets inside a hole is minimized.

# Input Format:

First argument is an integer array A. Second argument is an integer array B. **Output Format:**

Return an integer denoting the minimum time when the last mouse gets inside the holes.

# Example test cases:

**Input:**

-4 2 3

0 -2 4

# Output:

2

# Explanation:

Assign the mouse at position (-4 to -2), (2 to 0) and

(3 to 4). The number of moves required will be 2, 2 and 1 respectively. So, the time taken will be 2.

# Input:

-2

6

# Output:

4

# Explanation:

Assign the mouse at position -2 to -6. The number of moves required will be 4. So, the time taken will be 4.

# Q31. Problem Statement

As it is Tushar's Birthday on March 1st, he decided to throw a party to all his friends at TGI

Fridays in Pune. Given are the eating capacity of each friend, the filling capacity of each dish and the cost of each dish. A friend is satisfied if the sum of the filling capacity of dishes he ate is equal to his capacity. Find the minimum cost such that all of Tushar's friends are satisfied (reached their eating capacity).

NOTE:

Each dish is supposed to be eaten by only one person. Sharing is not allowed. Each friend can take any dish an unlimited number of times.

There always exists a dish with a filling capacity of 1 so that a solution always exists.

# Input Format:

Friends: A: List of integers denoting eating capacity of friends separated by space. Capacity: B: List of integers denoting filling capacity of each type of dish.

Cost: C: List of integers denoting cost of each type of dish.

# Output Format:

A single integer representing the minimum cost to satisfy all the friends

# Example Input:

1. 6

1 3

1. 3

# Example Output:

14

**Explanation:** The first friend will take 1st and 2nd dish, the second friend will take 2nd dish twice. Thus, total cost = (5+3)+(3\*2)= 14

# Code Constraints:

1. <= Capacity of friend <= 1000 1 <= No. of friends <= 1000 1 <= No. of dishes <= 1000

# Q32. Problem Statement

Given an integer **A** you have to find the **number of ways** to fill a 3 x A board with 2 x 1 dominoes.

Return the answer modulo **109 + 7**.

# Input Format:

First and only argument is an integer **A**. **Output Format:**

Return an integer denoting the **number of ways** to fill a 3 x A board with 2 x 1 dominoes with modulo **109 + 7**.

# Example Test case:

Input:

2

Output:

3

Explanation:

Following are all the 3 possible ways to fill up a **3 x 2** board.
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Input:

1

Output:

0

Explanation: Not a even a single way exists to completely fill the grid of size **3 x 1**.

Problem 1

In the land of Numerica, the Council of Integers faced a grand challenge issued by the wise Mathmagician:

"Rearrange yourselves in such a way that, when read side by side, you form the largest number possible.

Only then will you prove you might and earn the title of the Great Sequence!"

The integers need your help to determine the correct order to maximize their combined value. (Return a single 0, if the answer is 0.)

Parameters:

T :: INTEGER

The number of test cases.

T :: 1 → 100

N :: INTEGER

The number of integers in the array. N :: 1 → 1000

A :: INTEGER ARRAY

The N integers separated by spaces.

Each A[i] :: 1 → 10⁶

Case#: 1 Input:

1

5

101 21 92 97 203

Output:

97 92 21 203 101

Explanation:

The goal is to arrange the integers so their concatenation forms the largest possible number. E = [101, 21, 92, 97, 203]

Sorted with custom comparator (xy > yx), we get: 97, 92, 21, 203, 101 Resulting string: 979221203101 is the largest.

Case#: 2 Input:

1

4

0 0 0 0

Output:

0

Explanation:

All elements are zero. Any permutation gives 0000, which simplifies to a single 0. Case#: 3

Input:

1

6

8 90 89 908 898 9

Output:

9 90 908 89 898 8

Explanation:

Using the same custom sort logic:

Compare combinations like 90890 vs 90908, and reorder accordingly. Final sorted order: 9, 90, 908, 898, 89, 8

Resulting number: 9 90908898988 is the largest possible. Problem 2

The Professor has discovered that a vast amount of gold is hidden beneath the Bank of Spain. To execute a perfect heist, he first needs to calculate the total gold stored inside.

The gold is stored across a grid floor of size N x N, where each cell represents a room. The room number is defined as the sum of its row and column indices.

The amount of gold in a room is calculated as the absolute difference between the sum of even digits and the sum of odd digits in the room number.

You must compute the total gold units stored across all rooms in the bank for each test case. Parameters:

T :: INTEGER

The number of test cases.

T :: 1 → 10⁵

N :: INTEGER

The size of the grid (N x N).

N :: 1 → 10⁶

Case#: 1 Input:

1

1

Output:

2

Grid size: 1x1

Room (1,1) → Room number = 2

Even digits = 2, Odd digits = 0 → |2 - 0| = 2 Total = 2

Case#: 2 Input:

1

2

Output:

12

Grid size: 2x2 → Rooms: (1,1) → 2 → |2 - 0| = 2

(1,2) → 3 → |0 - 3| = 3

(2,1) → 3 → |0 - 3| = 3

(2,2) → 4 → |4 - 0| = 4

Sum = 2 + 3 + 3 + 4 = 12

Case#: 3 Input:

1

3

Output:

36

Grid size: 3x3 → Room numbers:

(1,1)=2, (1,2)=3, (1,3)=4

(2,1)=3, (2,2)=4, (2,3)=5

(3,1)=4, (3,2)=5, (3,3)=6

Gold units per room:

2, 3, 4, 3, 4, 5, 4, 5, 6

Total = 36

Problem 3

You are a cricket analyst preparing a presentation for team owners. You have access to N match scores of a player.

To highlight the player's performance, you want to display the longest increasing subsequence of these scores — this means a sequence that is strictly increasing and not necessarily from consecutive matches.

Find and return the length of this longest increasing subsequence (LIS) for each test case.

Winning the owners’ approval depends on this.

Parameters:

T :: INTEGER

The number of test cases.

T :: 2 → 9

N :: INTEGER

The number of scores.

N :: 2 → 999

scores :: INTEGER ARRAY

N space-separated integers denoting match scores.

Each score :: 1 → 299

Case#: 1 Input:

1

6

10 22 9 33 21 50

Output:

4

One possible longest increasing subsequence is: 10, 22, 33, 50

Length = 4

Case#: 2 Input:

1

5

5 4 3 2 1

Output:

1

All scores are decreasing. Any single score is a valid LIS of length 1. So the answer is 1.

Case#: 3 Input:

1

8

1 3 2 5 4 7 6 9

Output:

5

A longest increasing subsequence: 1, 2, 4, 6, 9

Length = 5

Problem 4

There are N people in a meeting. These N people are sitting in a circle. Each person has already shaken hands with their two adjacent neighbors (left and right).

Now, every person must shake hands with all the remaining people except the adjacent ones. No two persons shake hands more than once.

Find the number of additional handshakes required so that every pair of non-adjacent people shakes hands exactly once.

Parameters:

N :: INTEGER

The number of people sitting in a circle.

N :: 1 → 10^4

Case#: 1 Input:

2

Output:

0

Each person has already shaken hands with their only neighbor. No other person remains to shake hands with.

So, 0 handshakes are needed. Case#: 2

Input:

4

Output:

2

Total possible handshakes without restriction = C(N, 2) = 6 Initial handshakes with neighbors in a circle = N = 4 Remaining handshakes = 6 - 4 = 2

Case#: 3

Input:

6

Output:

9

Total possible handshakes = C(6, 2) = 15

Handshakes already done (one per neighbor per person, divided by 2 to avoid double-counting): 6 Remaining = 15 - 6 = 9

Problem 5

You are given an array of integers V1, V2, ..., VN,

Your task is to count the number of non-decreasing subarrays. A subarray V[i, j] is considered non-decreasing if:

Vi, Vi+1, ..., Vj

Each individual element is trivially a non-decreasing subarray.

You are required to compute this count for each test case and output it. Parameters:

T :: INTEGER

The number of test cases.

T :: 1 → 10

N :: INTEGER

The number of elements in the array.

N :: 1 → 10⁵

V :: INTEGER ARRAY

The array elements.

Each element Vᵢ :: 1 → 10⁹

Case#: 1

Input:

1

4

1 4 2 3

Output:

6

All valid non-decreasing subarrays:

(1), (1 4), (4), (2), (2 3), (3)

Total = 6

Case#: 2 Input:

1

1

5

Output:

1

Only one subarray possible: (5), which is non-decreasing. Total = 1

Case#: 3 Input:

1

5

1. 2 2 2 2

Output:

15

All elements are equal → every subarray is non-decreasing. Total subarrays = N \* (N + 1) / 2 = 5 \* 6 / 2 = 15

Problem 6

A string is called an "ab string" if it is composed of characters 'a' and 'b' and follows either of these patterns:

All 'a' characters come before all 'b' characters: "aa...abbb...b" All 'b' characters come before all 'a' characters: "bb...baaa...a" You are given a string S consisting only of 'a' and 'b'.

You are allowed to remove any number of characters (possibly zero) from the string.

Your task is to determine the maximum possible length of a valid ab string that can be obtained after such removals.

Parameters:

T :: INTEGER

The number of test cases.

T :: 1 → 100 S :: STRING

A string of characters 'a' and 'b'.

Length |S| :: 1 → 10⁶

Case#: 1 Input:

1

abaababbbaaaabaaab Output:

14

We can remove characters at indices 2, 5, 14, and 18 to get: aa...aaabbbb...b

Resulting string is of the form "aaaaabbbbb", which is valid and of length 14. Case#: 2

Input:

1

bab Output:

3

The string is already valid in form "bb...baaa...a" No characters need to be removed.

Maximum length = 3 Case#: 3

Input:

1

bbbbababb Output:

8

Remove one 'a' in the middle to get:

bbbbbbbb or bbbbbabb → which is valid (bbbbbbbb)

Problem 7

A factory has a set of machines, each assigned a specific task. The tasks are scheduled in the order they arrive. If a machine is idle, it begins working on the next available task immediately.

You are given the time required to complete each task.

Your task is to compute and print the completion time for each machine's task, assuming each begins execution immediately after the previous one completes.

Parameters:

T :: INTEGER

The number of test cases. T :: 1 → 10

N :: INTEGER

Number of tasks in a test case.

N :: 1 → 10⁵

T[] :: INTEGER ARRAY

The time required for each task.

Each T[i] :: 1 → 10⁴

Case#: 1 Input:

1

3

4 5 7

Output:

4 9 16

Explanation:

* Task 1 finishes at time 4
* Task 2 starts at 4, finishes at 4+5 = 9
* Task 3 starts at 9, finishes at 9+7 = 16

Case#: 2 Input:

1

5

2 3 1 4 6

Output:

2 5 6 10 16

* Task 1: 2
* Task 2: 2+3 = 5
* Task 3: 5+1 = 6
* Task 4: 6+4 = 10
* Task 5: 10+6 = 16

Case#: 3 Input:

1

4

1 1 1 1

Output:

1 2 3 4

Each task takes 1 unit time and starts right after the previous one.

Problem 8

You are given a string s which contains lowercase and uppercase characters along with the asterisk (\*) character.

In one operation:

You choose a star \* in the string.

You remove the closest non-star character to its left, and also remove the star itself.

You must perform this operation for every star in the string, exactly once per star, and print the final resulting string after all stars and the respective characters are removed.

It is guaranteed that:

The operation is always possible for each star. The resulting string is always unique.

Parameters:

T :: INTEGER

Number of test cases.

T :: 1 → 100

S :: STRING

A string consisting of uppercase/lowercase letters and \* characters.

Length :: 1 → 1000

Case#: 1 Input:

1

Dinesh\*\*reddy\*\*\*\* Output:

Diner

* 'h' is removed with '\*'
* 's' is removed with '\*'
* 'y' is removed with '\*'
* 'd' is removed with '\*'
* 'd' is removed with '\*'
* 'e' is removed with '\*' Resulting string: Diner

Case#: 2 Input:

1

abcdef\*\* Output:

abcd

* Remove 'f' and '' → "ade"
* Remove 'e' and '\*' → "ad"

Case#: 3 Input:

1

ABCDEFG

Output:

ABCDEFG

* There are no \* characters, so no operations are performed.
* The string remains as it is.

Problem 9

You are given an array arr of integers indexed from 0. Your task is to find the greatest common divisor (GCD) of the smallest and largest numbers in the array.

The GCD of two numbers is the largest positive integer that divides both numbers without leaving a remainder.

Parameters:

n :: INTEGER

The number of elements in the array.

n :: 1 → 10⁵

arr :: INTEGER ARRAY

Each line i of the array contains an integer value.

arr[i] :: 1 → 10⁹

Case#: 1 Input:

5

2 4 6 8 10

Output:

2

* Minimum: 2
* Maximum: 10
* GCD(2, 10) = 2

Case#: 2 Input:

4

15 25 35 45

Output:

15

* Minimum: 15
* Maximum: 45
* GCD(15, 45) = 15

Case#: 3 Input:

6

17 34 51 68 85 102

Output:

17

* Minimum: 17
* Maximum: 102
* GCD(17, 102) = 17

Problem 10

Leo and his friend Max are playing a game with two stacks of nuts. Initially, the stacks have A and B nuts respectively. They take turns, starting with Leo. The rules are as follows:

On a turn, a player:

Eats all the nuts from one of the stacks.

Splits the other stack into two non-empty stacks.

If the remaining stack has only 1 nut, it cannot be split, and the player loses. Determine the winner assuming both players play optimally.

Parameters:

T :: INTEGER

The number of test cases.

T :: 1 → 1000

A, B :: INTEGER

Each test case contains two integers, the count of nuts in the two stacks.

A, B :: 1 → 10⁴

Case#: 1 Input:

1

1 1

Output:

Max

Leo starts, but both stacks have only 1 nut. If Leo eats one stack, the other cannot be split. So Leo loses.

Case#: 2 Input:

1

1 2

Output:

Leo

Leo eats stack with 1 nut, splits the 2-nut stack into (1, 1). Now Max has no valid move, so Leo wins. Case#: 3

Input:

1

4 5

Output:

Leo

Leo has many possible valid moves (e.g., eat 4 and split 5 into 2,3). With optimal strategy, Leo forces Max into a losing position.

Problem 11

Rahul and Sameer are seated next to each other during an exam and want to share answers. There are p different sets of questions numbered from 0 to p−1, assigned based on each student’s roll number using the formula (roll number - 1) % p. They can only share answers if assigned the same set of questions. Given Rahul’s roll number A and Sameer’s roll number B, find how many different values of p allow them to have the same set of questions.

Parameters:

T :: INTEGER

Number of test cases. 1 ≤ T ≤ 100

A :: INTEGER

Rahul’s roll number. 1 ≤ A ≤ 10^8

B :: INTEGER

Sameer’s roll number. 1 ≤ B ≤ 10^8

Case#: 1 Input:

1

2 8

Output:

4

They get the same set if (A−1) % p == (B−1) % p → p divides |(B−A)| = |8−2| = 6.

Number of divisors of 6 = 4 (1, 2, 3, 6). Hence, output is 4.

Case#: 2 Input:

1

15 1

Output:

4

p divides |1−15| = 14. Divisors of 14 are (1, 2, 7, 14). Hence, output is 4.

Case#: 3 Input:

1

10 5

Output:

2

p divides |5−10| = 5. Divisors are (1, 5). Hence, output is 2.

Problem 12

Aman loves chocolates and there are N chocolates in a bowl. Aman can only take m chocolates such that m is a power of 2 and m ≤ N. The goal is to find the maximum number of chocolates Aman can take.

Parameters:

T :: INTEGER

Number of test cases. 1 ≤ T ≤ 100

N :: INTEGER

Initial number of chocolates in the bowl. 1 ≤ N ≤ 10^5

Case#: 1 Input:

1

1

Output:

1

The maximum power of 2 less than or equal to 1 is 1. Case#: 2

Input:

1

25

Output:

16

Powers of 2 ≤ 25 are 1, 2, 4, 8, 16. The maximum is 16.

Case#: 3 Input:

1

59

Output:

32

Powers of 2 ≤ 59 are 1, 2, 4, 8, 16, 32. The maximum is 32.

Problem 13

You are given two positive integers A and B. Your task is to find and print the sum of all prime numbers between A and B (inclusive).

Parameters:

T :: INTEGER

Number of test cases. 1 ≤ T ≤ 10

A :: INTEGER

Start of the range. 1 ≤ A ≤ 10^6

B :: INTEGER

End of the range. 1 ≤ B ≤ 10^6

Case#: 1 Input:

1

18 35

Output:

102

Prime numbers between 18 and 35 are: 19, 23, 29, 31

Sum = 19 + 23 + 29 + 31 = 102

Case#: 2 Input:

1

1 20

Output:

77

Prime numbers between 1 and 20 are: 2, 3, 5, 7, 11, 13, 17, 19

Sum = 2 + 3 + 5 + 7 + 11 + 13 + 17 + 19 = 77

Case#: 3 Input:

1

10 10

Output:

0

No prime numbers between 10 and 10 (since 10 is not prime). Sum = 0

Problem 14

In a desolate, frozen wasteland, Alice and her family find themselves trapped inside a deserted outpost with no escape. The only lifeline they have is a stockpile of frozen meals that have miraculously survived the apocalyptic conditions.

In this icy realm, sustenance comes in the form of frozen meals, and each family member requires a daily intake of X meals to stave off starvation. However, the twist lies in their ability to endure beyond the depletion of their food supply.

After the last meal is consumed, the family can endure for an additional D days before succumbing to the harsh environment.

Given the scarcity of resources, the pressing question is: for how many days can Alice and her family brave the frozen desert?

Your task is to compute and output, for each test case, the total number of days Alice and her family can endure in this frozen desert.

Parameters:

T :: INTEGER

[The number of scenarios to be evaluated. 1≤T≤1051 ≤ T ≤ 10^5]

N :: INTEGER

[Total number of frozen meals available. 0≤N<5000 ≤ N < 500]

X :: INTEGER

[Daily requirement per family member. 1≤X≤101 ≤ X ≤ 10]

D :: INTEGER

[Number of days the family can endure without sustenance after meals run out. 0≤D<200 ≤ D < 20]

Case#: 1 Input:

245 4 9

Output:

70

Total meals = 245 Daily need = 4

They survive 245 // 4 = 61 days with food They survive +9 days without food

Total = 61 + 9 = 70

Case#: 2 Input:

405 2 0

Output:

202

With 405 meals and a daily need of 2, they survive 405 // 2 = 202 days. Since D = 0, no extra days.

Total = 202

Case#: 3 Input:

188 3 5

Output:

67

Meals = 188, Daily requirement = 3

They survive 188 // 3 = 62 days with food Then +5 days without food

Total = 62 + 5 = 67

Problem 15

There are three students: Krishna, Ram, and Vishnu. Each is assigned a positive integer roll number: a, b, and c. You are given min(a, b), min(b, c), and min(c, a). Determine if there exist positive integers a, b, and c satisfying these three values.

Your goal is to output "YES" if such three integers exist, and "NO" otherwise. Parameters:

T :: INTEGER

Numberoftestcases.(1≤T≤1000)Number of test cases. (1 ≤ T ≤ 1000)

minAB :: INTEGER

Minimumof‘a‘and‘b‘.(1≤minAB≤10)Minimum of `a` and `b`. (1 ≤ minAB ≤ 10)

minBC :: INTEGER

Minimumof‘b‘and‘c‘.(1≤minBC≤10)Minimum of `b` and `c`. (1 ≤ minBC ≤ 10)

minCA :: INTEGER

Minimumof‘c‘and‘a‘.(1≤minCA≤10)Minimum of `c` and `a`. (1 ≤ minCA ≤ 10)

Case#: 1 Input:

4 9 4

Output:

YES

Values a=9, b=4, c=9 satisfy all minimums. Case#: 2

Input:

1. 4 5

Output:

NO

No triple satisfies all three mins together. Case#: 3

Input:

5 10 5

Output:

YES

Values a=10, b=5, c=10 match all conditions.

Problem 16

San Te is starting the 37th Chamber of Shaolin to teach women self-defence. A woman is eligible for training if her age is between 10 and 60 (inclusive). Given the ages of women in the village, determine how many are eligible.

Your goal is to output the number of eligible women for each test case. Parameters:

T :: INTEGER

Numberoftestcases.(1≤T≤20)Number of test cases. (1 ≤ T ≤ 20)

N :: INTEGER

Numberofwomeninthetestcase.(1≤N≤100)Number of women in the test case. (1 ≤ N ≤ 100)

A1, A2, ..., AN :: INTEGER ARRAY

Agesofthewomen.Each1≤Ai≤100Ages of the women. Each 1 ≤ Ai ≤ 100

Case#: 1 Input:

6

53 39 4 10 37 32

Output:

5

All except 4 are between 10 and 60.

Case#: 2 Input:

3

3 52 1

Output:

1

Only 52 is eligible.

Case#: 3

Input:

5

9 10 60 61 30

Output:

3

Only 10, 60, and 30 fall within the eligible range.

Problem 17

You are given a string of lowercase English letters. Construct a new string based on the following rules:

1. Characters with higher frequency come first.
2. After placing a character once, reduce its count by one and repeat the process.
3. If two characters have the same frequency, choose the lexicographically smaller character first. Your goal is to output the rearranged string following these rules.

Parameters:

t :: INTEGER

Numberoftestcases.(1≤t≤100)Number of test cases. (1 ≤ t ≤ 100)

len :: INTEGER

Lengthoftheinputstring.(1≤len≤100)Length of the input string. (1 ≤ len ≤ 100)

string :: STRING

Thelowercasealphabetstringtoberearranged.The lowercase alphabet string to be rearranged. Case#: 1

Input:

13

abcdccbacbcbc Output:

ccbcbcabcabcd

‘c’ appears most, followed by ‘b’, then ‘a’, and finally ‘d’.

Case#: 2 Input:

47

sjdfvhwebuyuuuuuuuuuuuunndcvshhhhhhhvuiwoqwjeoqpo Output: uuuuuuhuhuhuhuhuhouvwdehjnoqsuvwbcdefhijnopqsuvwy

‘u’ appears most, followed by ‘h’, then sorted by frequency and lexicographical order.

Case#: 3 Input:

8

aabbccdd Output:

abcdabcd

Each character has equal frequency. Sorted lexicographically.

Problem 18

007 is preparing for an ambush mission. Out of N available weapons, each with a certain attack rating, he can select any number of weapons as long as their total attack rating does not exceed a specified limit K. His goal is to maximize the number of weapons he can carry without violating the total attack rating limit.

Your goal is to output the maximum number of weapons 007 can carry within the given constraint. Parameters:

T :: INTEGER

Numberoftestcases(1≤T≤10)Number of test cases (1 ≤ T ≤ 10)

N :: INTEGER

Numberofweaponsavailable(1≤N≤105)Number of weapons available (1 ≤ N ≤ 10⁵)

K :: INTEGER

Maximumallowedtotalattackrating(1≤K≤109)Maximum allowed total attack rating (1 ≤ K ≤ 10⁹)

attack\_ratings :: LIST[INTEGER]

ListofattackratingsfortheNweapons(1≤attackrating≤109)List of attack ratings for the N weapons (1 ≤ attack\_rating ≤ 10⁹)

Case#: 1 Input:

1

1. 3

4 5 2 1

Output:

2

Selected weapons: 2 and 1 → total = 3

(Max possible within K) Case#: 2

Input:

1

1. 15

10 2 3 4 5

Output:

4

Selected: 2, 3, 4, 5 → total = 14

(Max number of weapons without exceeding 15) Case#: 3

Input:

1

3 2

3 4 5

Output:

0

No weapon with attack rating ≤ 2.

Problem 19

Nikola Tesla wants to study N subjects numbered from 1 to N. He is given M prerequisite pairs [a, b], meaning subject a must be completed before subject b. Determine if it is possible for Tesla to study all subjects following these prerequisite conditions.

Parameters:

T :: INTEGER

Numberoftestcases(1≤T≤10)Number of test cases (1 ≤ T ≤ 10)

N :: INTEGER

Numberofsubjects(1≤N≤105)Number of subjects (1 ≤ N ≤ 10^5)

M :: INTEGER

Numberofprerequisitepairs(1≤M≤105)Number of prerequisite pairs (1 ≤ M ≤ 10^5)

pairs :: LIST of pairs [a, b]

Eachpairindicatessubject‘a‘mustbedonebefore‘b‘(1≤a,b≤N)Each pair indicates subject `a` must be done before `b` (1 ≤ a,b ≤ N)

Case#: 1 Input:

1

2 1

1 2

Output:

Yes

Prerequisite order is possible, so Tesla can study all subjects. Case#: 2

Input:

1

3 3

1 2

2 3

3 1

Output:

No

There is a cycle in prerequisites, so Tesla cannot complete all subjects. Case#: 3

Input:

1

4 3

1 2

2 3

3 4

Output:

Yes

Linear prerequisite order allows studying all subjects.

Problem 20

A number is unlucky if it contains the substring "13". All other numbers are lucky. Given n, find how many lucky numbers of length n digits can be formed. Leading zeros are allowed.

Parameters:

T :: INTEGER

Numberoftestcases(1≤T≤10)Number of test cases (1 ≤ T ≤ 10)

N :: INTEGER

Lengthofthenumber(1≤N≤10000)Length of the number (1 ≤ N ≤ 10000)

Case#: 1 Input:

2

1

2

Output:

10

99

Explanation:

* For n=1, all digits 0-9 are lucky (no "13" possible). So 10 lucky numbers.
* For n=2, total numbers = 100; exclude numbers with "13" as substring → 100 - 1 = 99. Case#: 2

Input:

1

3

Output:

989

Explanation:

Count all 3-digit numbers (with leading zeros) excluding those containing substring "13". Case#: 3

Input:

1

4

Output:

9801

Explanation:

Count all 4-digit numbers without substring "13". Note: Outputs are modulo 10^9+7.

Problem 21

Tribonacci Numbers: We all know about Fibonacci numbers where Fibonacci(n) = Fibonacci(n-1) + Fibonacci(n-2), where Fibonacci(n) = n where 0 <= n <= 1. Tribonacci numbers are those numbers whose value is equal to the sum of the previous 3 numbers of the same sequence, whereas in Fibonacci it's just 2. So, given the N value, you are supposed to print the Nth Tribonacci number.

NOTE :tribonnaci(n) = n where 0 <= n <= 2.The value can be a huge value, So print the answer in mod 10^9+7

Parameters:

T :: INTEGER

Numberoftestcases(1≤T≤10)Number of test cases (1 ≤ T ≤ 10)

N :: INTEGER

IndexofTribonaccinumbertofind(0≤N≤500)Index of Tribonacci number to find (0 ≤ N ≤ 500)

Case#: 1 Input:

4

1

2

3

4

Output:

1

2

3

6

* Tribonacci(1) = 1
* Tribonacci(2) = 2
* Tribonacci(3) = Tribonacci(2)+Tribonacci(1)+Tribonacci(0) = 2+1+0 = 3
* Tribonacci(4) = Tribonacci(3)+Tribonacci(2)+Tribonacci(1) = 3+2+1 = 6 Case#: 2

Input:

1

0

Output:

0

Tribonacci(0) = 0

Case#: 3

Input:

1

5

Output:

11

Tribonacci(5) = Tribonacci(4)+Tribonacci(3)+Tribonacci(2) = 6+3+2 = 11

Problem 22

Climb steps:You are on the ground level basically not on any step. In one instance you can either climb 1 or 2 steps. Suppose you want to reach the Nth step.Print the total number of ways you can reach your desired location.NOTE:The answer can be a large value, so print it in mod 10^9+7 format.

Print the total number of ways you can reach the Nth step under mod 10^9+7 Parameters:

T :: INTEGER

Numberoftestcases(1≤T≤10)Number of test cases (1 ≤ T ≤ 10)

N :: INTEGER

Targetstepnumber(1≤N≤10,000)Target step number (1 ≤ N ≤ 10,000)

Case#: 1 Input:

2

2

3

Output:

2

3

* For N=2: Ways = {1+1, 2} = 2
* For N=3: Ways = {1+1+1, 1+2, 2+1} = 3

Case#: 2 Input:

1

1

Output:

1

Only one way to reach step 1 (a single step). Case#: 3

Input:

1

4

Output:

5

Ways to reach step 4 are 5 in total (1+1+1+1, 1+1+2, 1+2+1, 2+1+1, 2+2).

Problem 23

Ganesh Chaturthi is near, given n entries of donations where each entry has a group number (1 to 10) and the amount of money donated by a person, print the total amount collected by each group from 1 to 10.

Parameters:

n :: INTEGER

NumberofdonationentriesNumber of donation entries For each entry:

group\_number :: INTEGER

Groupnumber(1≤groupnumber≤10)Group number (1 ≤ group\_number ≤ 10)

money :: INTEGER

AmountdonatedbythepersonAmount donated by the person Case#: 1

Input:

5

1 12

1. 4
2. 4

2 56

1 22

Output:

1 34

2 60

3 4

1. 0
2. 0
3. 0
4. 0
5. 0
6. 0

10 0

Sum donations group-wise, print all groups 1 through 10. Case#: 2

Input:

3

10 100

10 200

1 50

Output:

1 50

2 0

3 0

4 0

5 0

6 0

7 0

8 0

9 0

10 300

Case#: 3 Input:

1

5 75

Output:

1 0

2 0

3 0

4 0

5 75

6 0

7 0

8 0

9 0

10 0

Problem 24

Since her childhood Goldy loves playing with toys.On a fine day she went to a toy shopping mall with her father and brought some set of toys of her choice to her home.Now she wants to arrange them in such a ways that all the toys with same size should be at one place and while arranging, the count of toys also matters i.e the size with maximum number of toys will be placed first and then with second maximum number of toys and so on until all the toys get arranged. If number of toys of two or more sizes are equal then arrange the toys with smaller size first. As Goldy is very confused about how to arrange, she asked your help to do so. Output the toys arranged accordingly.

Parameters:

N :: INTEGER

TotalnumberoftoysTotal number of toys A :: ARRAY[INTEGER]

SizesofthetoysSizes of the toys Case#: 1

Input:

8

2 5 2 8 5 6 8 8

Output:

8 8 8 2 2 5 5 6

Count: 8 -> 3, 2 -> 2, 5 -> 2, 6 -> 1

Order: 8 (3 times), 2 (2 times), 5 (2 times, but 5 > 2 so after 2), 6 (1 time)

Case#: 2 Input:

6

1 1 2 2 3 3

Output:

1 1 2 2 3 3

Counts equal (2 each), sorted by size ascending. Case#: 3

Input:

7

4 4 4 1 2 2 3

Output:

4 4 4 2 2 1 3

Count: 4->3, 2->2, 1->1, 3->1

Order by count descending, tie by size ascending.

Problem 25

Yashwanth was so hungry so he went to KFC to eat, while he was eating his mobile suddenly fell down from his hand and broke. so, now he cannot pay online. Now he has to pay hand cash. He has many 2000,500,200,100,50,20,10,5,2,1 coins. He wants to pay the bill with fewer coins. So, he is asking for your help to find it.

Note: He should pay with fewer coins

Find the minimum number of coins needed. Parameters:

T :: INTEGER

NumberoftestcasesNumber of test cases N :: INTEGER

AmounttopayforeachtestcaseAmount to pay for each test case Case#: 1

Input:

5

547

673

556

9989

2550

Output:

5

6

4

5

3

Explanation for 547: 5001 + 202 + 51 + 21 = 5 coins

Case#: 2 Input:

3

1235

4222

489

Output:

6

5

8

Explanation for 1235: 2000(0), 500(2), 200(1), 100(0), 50(0), 20(1), 10(1), 5(1), 2(0), 1(0) = 6 coins

Case#: 3 Input:

2

45454

87778

Output:

29

52

Large numbers broken down greedily by largest coin first

Problem 26

Given an array A, count the number of inversion pairs (j, k) such that j < k and A[j] > A[k]. Parameters:

n :: INTEGER

NumberofelementsinthearrayNumber of elements in the array A :: ARRAY of INTEGER

ArrayelementsArray elements Case#: 1

Input:

5

1

20

6

4

5

Output:

5

Inversions are (20,6), (20,4), (20,5), (6,4), (6,5)

Case#: 2 Input:

4

4

3

2

1

Output:

6

All pairs form inversions: (4,3), (4,2), (4,1), (3,2), (3,1), (2,1)

Case#: 3 Input:

3

1

2

3

Output:

0

No inversions as array is sorted in ascending order.

Problem 27

Given an encrypted string where characters are followed by their frequency, find the Nth character in the decrypted string. If N is larger than the length of the decrypted string, print -1.

Parameters:

s :: STRING

Encryptedstringintheformatcharacter+frequencyEncrypted string in the format character + frequency

N :: INTEGER

Indexofcharactertofindinthedecryptedstring(1−based)Index of character to find in the decrypted

string (1-based) Case#: 1

Input:

a1b1c3d23 5

Output:

c

Decrypted string = "abcccddddddddddddddddddddddd", 5th character is 'c' Case#: 2

Input:

a1b1c3 10

Output:

-1

Decrypted string = "abccc", 10th character does not exist Case#: 3

Input:

x2y10z1 12

Output:

y

Decrypted string = "xxyyyyyyyyyyz", 12th character is 'y'

Problem 28

A factory has a set of machines, each assigned a specific task. The tasks are scheduled in the order they arrive. If a machine is idle, it begins working on the next available task immediately.

You are given the time required to complete each task.

Your task is to compute and print the completion time for each machine's task, assuming each begins execution immediately after the previous one completes.

Parameters:

T :: INTEGER

The number of test cases. T :: 1 → 10

N :: INTEGER

Number of tasks in a test case.

N :: 1 → 10⁵

T[] :: INTEGER ARRAY

The time required for each task.

Each T[i] :: 1 → 10⁴

Case#: 1 Input:

1

3

4 5 7

Output:

4 9 16

Explanation:

* Task 1 finishes at time 4
* Task 2 starts at 4, finishes at 4+5 = 9
* Task 3 starts at 9, finishes at 9+7 = 16

Case#: 2 Input:

1

5

1. 3 1 4 6

Output:

2 5 6 10 16

* Task 1: 2
* Task 2: 2+3 = 5
* Task 3: 5+1 = 6
* Task 4: 6+4 = 10
* Task 5: 10+6 = 16

Case#: 3 Input:

1

4

1 1 1 1

Output:

1 2 3 4

Each task takes 1 unit time and starts right after the previous one.

Problem 29

MTV is given an integer sequence of N numbers. But he only likes natural numbers. So he removes some numbers from the given sequence of N numbers so that the formed sequence is contiguous natural number sequence starting from 1.

Let us say there are K numbers after removing some numbers from initial sequence, MTV will be satisfied if, for each integer i (1 ≤ i ≤ K) , the i-th of those numbers from the left is equal to i. See sample test cases for better understanding.

Print the minimum number of numbers that MTV has to remove from the initial sequence(i.e, K should be maximized). If no sequence can be formed the print -1.

Parameters:

N :: INTEGER

Number of integers in the sequence (1 ≤ N ≤ 10^5)

arr :: ARRAY of INTEGER

The sequence of N integers Case#: 1

Input:

3

2 1 2

Output:

1

Removing the first element gives [1, 2], which forms a natural sequence starting from 1. So minimum removals = 1.

Case#: 2 Input:

5

1 3 2 4 5

Output:

0

The sequence already contains [1,2,3,4,5] in order, so no removal needed. Case#: 3

Input:

4

2 3 4 5

Output:

-1

There's no 1 in the sequence, so no natural sequence starting from 1 can be formed.

Problem 30

You are given an integer array A. Your task is to calculate the sum of absolute difference of indices of first and last occurrence for every integer that is present in array A.

Formally, if element x occurs m times in the array at indices B1, B2, B3, ...,Bm, then the answer for x

will be Bm−B1 if array B is sorted.

You are required to calculate the sum of the answer for every such x that occurs in the array. Output this sum for each test case.

Parameters:

T :: INTEGER

Number of test cases (1 ≤ T ≤ 1000)

N :: INTEGER

Number of elements in the array for a test case (1 ≤ N ≤ 200000)

A[i] :: INTEGER

Element of the array (1 ≤ A[i] ≤ 1e9). Total N across all test cases ≤ 200000.

Case#: 1 Input:

1

5

1 2 3 3 2

Output:

4

* 1 appears once → 0
* 2 appears at indices 1 and 4 → 4 - 1 = 3
* 3 appears at indices 2 and 3 → 3 - 2 = 1

Total = 0 + 3 + 1 = 4

Case#: 2 Input:

1

6

5 5 5 5 5 5

Output:

5

Only 5 appears at indices 0 to 5 → 5 - 0 = 5

Case#: 3 Input:

1

4

10 20 30 40

Output:

0

All elements are unique, so the first and last index are same → all differences = 0 → 0.

Easy

1. Collecting Baskets

Problem Statement:

There is a long stretch of market stalls. Each stall has a certain number of fruit baskets. You start at the first stall and can only move forward. At every step, you are allowed to pick up baskets from that stall—but there’s a twist.

You can only collect baskets in increasing order of quantity (strictly). That means, if the last basket you collected had X baskets, you can only pick a basket with more than X baskets next.

You want to know the maximum number of baskets you can collect following this rule.

Input Format:

* + First line contains an integer N, the number of stalls.
  + Second line contains N integers separated by space, where each integer A[i] denotes the number of baskets at the i-th stall.

Output Format:

* + A single integer — the maximum number of baskets you can collect in increasing order.

Sample Input 1:

6

1 3 2 5 4 6

Sample Output 1:

4

Explanation:

One of the longest increasing sequences: 1 → 2 → 4 → 6. Total baskets = 4.

Sample Input 2:

5

5 4 3 2 1

Sample Output 2:

1

Explanation:

Only one basket can be collected at most, since all are in decreasing order.

Test Cases Input 1

1

10

Output 1

1

Input 2

3

1. 3 3

Output 2

1

Input 3

6

1 2 3 4 5 6

Output 3

6

Input 4

5

7 7 7 7 7

Output 4

1

Input 5

8

10 22 9 33 21 50 41 60

Output 5

5

Input 6

6

1 3 2 4 3 5

Output 6

4

Input 7

10

100 90 80 70 60 50 40 30 20 10

Output 7

1

Input 8

7

2 4 6 8 10 12 14

Output 8

7

Code

def max\_baskets(arr):

from bisect import bisect\_left

# This will store the smallest tail of all increasing subsequences # with different lengths.

tails = []

for basket in arr:

pos = bisect\_left(tails, basket) if pos == len(tails):

tails.append(basket) else:

tails[pos] = basket

return len(tails)

# Read input

n = int(input())

arr = list(map(int, input().split()))

# Print output print(max\_baskets(arr))

1. Ticket Counter Time

Problem Statement:

There’s a single ticket counter and a line of people waiting. Each person needs a specific amount of

time to be served, which is represented by an array T.

The counter serves people in order, but here's the rule: the counter works in rounds. In each round, the person at the front gets served for 1 time unit, then goes to the back of the queue if their remaining time is more than 0.

You are given the time required for each person, and you are asked to calculate how many time units it will take before the K-th person (0-indexed) in the original queue completes their service.

Input Format:

* First line contains two integers N (number of people) and K (index of target person).
* Second line contains N space-separated integers, where T[i] is the total time required for the i-th person.

Output Format:

* A single integer — total time taken until the K-th person completes service.

Sample Input 1:

1. 2

1 2 3 4

Sample Output 1:

8

Explanation:

[1,2,3,4] → [2,3,4] after 1 (P0 done)

[2,3,4,1] → [3,4,1] after 1 (P1: 1 left)

[3,4,1,1] → [4,1,1] after 1 (P2: 2 left)

[4,1,1,2] → [1,1,2] after 1 (P3: 3 left)

[1,1,2,3] → [1,2,3] after 1 (P1 done)

[2,3] → [3,2] after 1 (P2: 1 left)

[2,1] → [1,1] after 1 (P3: 1 left)

[1] → P2 done after 1 more

Sample Input 2:

1. 0

5 1 1 1 1

Sample Output 2:

9

Test Cases Input 1

1 0

1

Output 1

1

Input 2

3 2

1 1 1

Output 2

3

Input 3

3 0

3 3 3

Output 3

7

Input 4

5 4

1 1 1 1 5

Output 4

9

Input 5

1. 2

3 3 1 3 3 3

Output 5

3

Input 6

5 2

2 2 2 2 2

Output 6

8

Input 7

5 2

10 2 3 1 1

Output 7

10

Input 8

4 3

1 1 1 5

Output 8

8

Code

from collections import deque

def ticket\_counter\_time(n, k, times):

queue = deque([(i, t) for i, t in enumerate(times)]) total\_time = 0

while queue:

idx, time\_left = queue.popleft() time\_left -= 1

total\_time += 1

if time\_left == 0: if idx == k:

return total\_time else:

queue.append((idx, time\_left))

return -1 # Should never reach here if input is valid

# Read input

n, k = map(int, input().split())

times = list(map(int, input().split()))

# Output result print(ticket\_counter\_time(n, k, times))

1. Repeating Pairs

Problem Statement:

You are given a string S. Your task is to count how many distinct pairs of characters occur more than once as consecutive characters in the string.

A "pair" means two characters next to each other. Pairs are considered the same if they have the same characters in the same order (e.g., ab and ab are the same, ab and ba are different).

Input Format:

* + A single line containing a string S.

Output Format:

* + Print a single integer — the number of distinct character pairs that appear more than once as consecutive characters.

Sample Input 1: ababcabc

Sample Output 1:

2

Explanation: Consecutive pairs:

ab, ba, ab, bc, ca, ab, bc ab occurs 3 times

bc occurs 2 times

Output = 2 (pairs ab and bc)

Sample Input 2: aaaa

Sample Output 2:

1

Test Cases Input 1 abcdef Output 1

0

Input 2

a

Output 2

0

Input 3 abababa Output 3

2

Input 4 abcabcabc Output 4

3

Input 5 aaaaaa Output 5

1

Input 6 abcdefg Output 6

0

Input 7 abababab Output 7

2

Input 8 z

Output 8

0

Code

from collections import defaultdict

def count\_repeating\_pairs(s): pair\_count = defaultdict(int)

for i in range(len(s) - 1):

pair = s[i] + s[i + 1] pair\_count[pair] += 1

# Count pairs that appear more than once

return sum(1 for count in pair\_count.values() if count > 1)

# Read input

s = input().strip()

# Output result print(count\_repeating\_pairs(s))

1. Most Frequent Character After Cleanup

Problem Statement:

You are given a string S that may contain:

* + Lowercase letters (a-z)
  + Uppercase letters (A-Z)
  + Digits (0-9)
  + Special characters (punctuation, symbols, whitespace, etc.) Your task is to:

1. Remove all non-alphabetic characters (digits, special characters, whitespace).
2. Ignore case — that is, treat A and a as the same.
3. Find the most frequent alphabetic character in the cleaned string.

If multiple characters have the same maximum frequency, return the one that comes first in alphabetical order.

Input Format:

* + A single line containing a string S.

Output Format:

* + A single lowercase letter — the most frequent alphabetic character (after cleanup).

Sample Input 1:

Hello, World! 123

Sample Output 1:

l Explanation:

Cleaned string: helloworld → Frequencies: h:1, e:1, l:3, o:2, w:1, r:1, d:1

Most frequent: l

Sample Input 2: A@aaBBccC1234# Sample Output 2:

a

Test Cases Input 1 aaBBccC Output 1 c

Input 2 aaBBccCaa Output 2

a

Input 3 AAAAaaaaAAAaaa!!!@@@ Output 3

a

Input 4 xxYYzz!! Output 4 x

Input 5 QWERTYQWERTY

Output 5 e

Input 6

!!!@@@###bbb%%%^^^ Output 6

b

Input 7 aAbBcCdDeEfFgGhHiIjJkKlLmMnNoOpPqQrRsStTuUvVwWxXyYzZ1234567890!@#$ Output 7

a

Input 8 z

Output 8 z

Code

from collections import defaultdict

def most\_frequent\_letter(s): freq = defaultdict(int)

for char in s:

if char.isalpha(): # Only consider alphabetic characters char = char.lower()

freq[char] += 1

if not freq:

return "No alphabetic characters" # No alphabetic characters

# Find the character with highest frequency, break ties by alphabetical order max\_freq = max(freq.values())

result = min([ch for ch in freq if freq[ch] == max\_freq]) print(result)

# Read input

s = input().strip() most\_frequent\_letter(s)

1. Lonely Light

Problem Statement:

In a row of street lights, only one light is faulty — it flickers only when it receives power an odd number of times.

You are given an array of integers, where each integer represents the ID of a street light that received power. Every light gets powered an even number of times — except for one faulty light that was powered an odd number of times.

Your task is to find the ID of that faulty street light.

Input Format:

* + First line contains an integer N — the number of entries.
  + Second line contains N space-separated integers representing the light IDs that received power.

Output Format:

* + A single integer — the ID of the faulty light.

Sample Input 1:

5

1 2 3 2 1

Sample Output 1:

3

Explanation:

1. appears twice, 2 appears twice, 3 appears once → faulty = 3

Sample Input 2:

7

5 7 5 4 7 9 4

Sample Output 2:

9

Test Cases Input 1

1

42

Output 1

42

Input 2

7

4 5 6 5 4 7 7

Output 2

6

Input 3

3

10 20 10

Output 3

20

Input 4

9

8 3 8 6 3 2 2 5 5

Output 4

6

Input 5

11

9 10 10 12 13 9 13 15 15 12 11

Output 5

11

Input 6

7

11 12 13 11 12 13 14

Output 6

14

Input 7

5

5 6 7 6 5

Output 7

7

Input 8

3

1000 2000 1000

Output 8

2000

Code

def find\_faulty\_light(arr): result = 0

for num in arr:

result ^= num # XOR cancels out pairs return result

# Read input

n = int(input())

arr = list(map(int, input().split()))

# Output result print(find\_faulty\_light(arr))

1. Sum of Array Pairs

Problem Statement:

You are given an array of integers. Your task is to find all unique pairs of integers in the array whose sum is equal to a given target value.

Input Format:

* + The first line contains an integer n (1 ≤ n ≤ 1000), the number of elements in the array.
  + The second line contains n space-separated integers, representing the elements of the array.
  + The third line contains an integer target, representing the sum you need to find pairs for.

Output Format:

* + Output all unique pairs of integers whose sum equals the given target.
  + Each pair should be printed on a new line, with the two integers separated by a space.
  + If no such pairs exist, print No pairs found.

Sample Input 1:

6

1 4 2 3 3 5

6

Sample Output 1:

1 5

1. 4
2. 3

Sample Input 2:

5

10 20 30 40 50

100

Sample Output 2: No pairs found

Test Cases Input 1

1

5

10

Output 1

No pairs found

Input 2

4

2 2 2 2

4

Output 2

2 2

Input 3

8

3 1 4 5 6 2 7 9

10

Output 3

1 9

3 7

1. 6

Input 4

4

1 2 3 4

10

Output 4

No pairs found

Input 5

6

1. 1 3 7 2 4

8

Output 5

1 7

3 5

Input 6

5

-1 -2 3 4 5

3

Output 6

-2 5

-1 4

Input 7

6

3 3 3 3 3 3

6

Output 7

3 3

Input 8

1

5

10

Output 8

No pairs found

Code

def find\_pairs(arr, target):

seen = set() # To keep track of elements we've already visited result = set() # To store unique pairs

for num in arr:

complement = target - num if complement in seen:

# To ensure pairs are added in a sorted order (for uniqueness) result.add(tuple(sorted((num, complement))))

seen.add(num)

if result:

for pair in sorted(result):

print(pair[0], pair[1]) else:

print("No pairs found")

# Reading input

n = int(input()) # Number of elements in the array

arr = list(map(int, input().split())) # The array of integers target = int(input()) # The target sum

# Calling the function to find and print pairs find\_pairs(arr, target)

1. Count Set Bits in an Integer

Problem Statement:

Given a non-negative integer n, your task is to count the number of set bits (1s) in its binary representation.

Input Format:

* + A single line containing the integer n (0 ≤ n ≤ 10⁹)

Output Format:

* + Print the number of set bits in n.

Sample Input 1:

5

Sample Output 1:

2

Explanation:

Binary of 5 = 101, which has two 1s.

Sample Input 2:

15

Sample Output 2:

4

Explanation:

Binary of 15 = 1111, which has four 1s.

Test Cases Input 1

0

Output 1

0

Input 2

64

Output 2

1

Input 3

255

Output 3

8

Input 4

254

Output 4

7

Input 5

164

Output 5

3

Input 6

128

Output 6

1

Input 7

42

Output 7

3

Input 8

1024

Output 8

1

Code

def count\_set\_bits(n): count = 0

while n:

n &= (n - 1) # clears the lowest set bit count += 1

print(count)

# Input parsing n = int(input())

count\_set\_bits(n)

1. Weighted Digit Power Sum

Problem Statement:

A number is considered digit-power-weighted if the sum of its digits raised to their position from left to right, multiplied by their position, results in a unique score.

Given a positive integer n, calculate its weighted digit power sum using the formula:

For a number with digits d₁ d₂ ... dₖ, compute: d₁^1 \* 1 + d₂^2 \* 2 + d₃^3 \* 3 + ... + dₖ^k \* k Return the final value of this computation.

Input Format:

* + A single line containing the integer n (0 ≤ n ≤ 10⁹)

Output Format:

A single integer – the weighted digit power sum.

Sample Input 1:

321

Sample Output 1:

14

Explanation:

Digits: 3 2 1

* + 3^1 \* 1 = 3
  + 2^2 \* 2 = 4 \* 2 = 8
  + 1^3 \* 3 = 1 \* 3 = 3

Total = 3 + 8 + 3 = 14

Sample Input 2:

245

Sample Output 2:

409

Explanation:

* + 2^1 × 1 = 2
  + 4^2 × 2 = 16 × 2 = 32
  + 5^3 × 3 = 125 × 3 = 375

Sum = 2 + 32 + 375 = 409

Corrected Output: 409

Test Cases Input 1

7

Output 1

7

Input 2

111

Output 2

6

Input 3

1

Output 3

1

Input 4

222

Output 4

34

Input 5

123

Output 5

90

Input 6

321

Output 6

14

Input 7

406

Output 7

652

Input 8

105

Output 8

376

Code

def weighted\_digit\_power\_sum(n): s = str(n)

total = 0

for i, ch in enumerate(s): digit = int(ch)

power = digit \*\* (i + 1) total += power \* (i + 1)

print(total)

# Read input

n = int(input()) weighted\_digit\_power\_sum(n)

1. Chef’s Energy Boost Plan

Problem Statement:

Chef Rahul has recently taken a pledge to improve his health. Every morning, he drinks different fruit smoothies lined up in a long queue at his smoothie bar. Each smoothie has a certain energy value, which can be positive (if it boosts his energy) or negative (if it's a detox smoothie that lowers it).

Chef wants to figure out which k-day stretch of smoothies gives him the maximum total energy. He can only pick a consecutive sequence of k smoothies.

You must help Chef find the maximum energy he can gain in any stretch of k consecutive days.

Input Format:

* + First line: Two integers n (number of days/smoothies) and k (length of stretch)
  + Second line: n space-separated integers representing the energy values of the smoothies.

Output Format:

A single integer – the maximum total energy Chef can gain from any k consecutive smoothies.

Sample Input 1:

1. 6

1 2 3 4 5 6

Sample Output 1:

21

Sample Input 2:

5 2

-1 -2 -3 -4 -5

Sample Output 2:

-3

Test Cases Input 1

1 1

5

Output 1

5

Input 2

5 3

1 2 3 4 5

Output 2

12

Input 3

6 2

-1 -2 -3 -4 -5 -6

Output 3

-3

Input 4

1. 4

3 -1 2 -5 4 6 -2

Output 4

7

Input 5

1. 3

1 -1 2 -2 3 -3 4 -4

Output 5

4

Input 6

6 3

10 9 8 -1 -2 -3

Output 6

27

Input 7

6 2

-1 -2 -3 4 5 6

Output 7

11

Input 8

1. 5

2 2 2 2 2 2 2 2 2

Output 8

10

Code

def max\_energy\_window(n, k, energy): window\_sum = sum(energy[:k]) max\_sum = window\_sum

for i in range(k, n):

window\_sum += energy[i] - energy[i - k] max\_sum = max(max\_sum, window\_sum)

return max\_sum

# Read input

n, k = map(int, input().split())

energy = list(map(int, input().split())) print(max\_energy\_window(n, k, energy))

1. Lucky Locker Code Problem Statement:

An ancient locker in a treasure vault opens only when you enter a "Lucky Code". A number is considered lucky if the sum of its digits is a multiple of 4.

You're given a number N. Your task is to find the smallest integer greater than or equal to N which is a lucky code.

Input Format:

* + One line containing an integer N (1 ≤ N ≤ 10⁶)

Output Format:

* + A single integer – the smallest lucky code ≥ N.

Sample Input 1:

100

Sample Output 1:

103

Explanation:

Sum of digits of 100 → 1 → not a multiple of 4

101 → 1 + 0 + 1 = 2 → No

102 → 1 + 0 + 2 = 3 → No

103 → 1 + 0 + 3 = 4 → Correct

Sample Input 2:

1234

Sample Output 2:

1236

Test Cases Input 1

1

Output 1

4

Input 2

16

Output 2

17

Input 3

9999

Output 3

9999

Input 4

256

Output 4

259

Input 5

1006

Output 5

1007

Input 6

2017

Output 6

2019

Input 7

10

Output 7

13

Input 8

45

Output 8

48

Code

def is\_lucky(n):

return sum(int(d) for d in str(n)) % 4 == 0

def find\_lucky\_code(n): while not is\_lucky(n):

n += 1

return n

# Read input

n = int(input()) print(find\_lucky\_code(n))

1. The River Crossing - Find a Pair of Rocks with a Specific Problem Statement:

In a small village by the river, the villagers are crossing a stream using rocks. The rocks are placed at varying distances from each other along the riverbank. A young boy wants to cross the river, but he is only allowed to jump between rocks that are at a specific distance apart. You are tasked with helping the boy identify all the pairs of rocks where the difference between their positions equals a given distance.

Input Format:

* + The first line contains an integer n (1 ≤ n ≤ 1000), the number of rocks placed along the river.
  + The second line contains n integers rocks[0], rocks[1], ..., rocks[n-1] (1 ≤ rocks[i] ≤ 10^6),

representing the positions of the rocks in sorted order.

* + The third line contains an integer target\_distance (1 ≤ target\_distance ≤ 10^6), the distance

between the rocks the boy can jump.

Output Format:

* + For each pair of rocks whose difference in positions equals the target\_distance, print the pair on a new line as (rock1, rock2).
  + If no such pairs exist, print No pairs found.

Sample Input 1:

6

1 3 5 7 9 11

2

Sample Output 1:

(1, 3)

(3, 5)

(5, 7)

(7, 9)

(9, 11)

Sample Input 2:

5

2 4 6 8 10

5

Sample Output 2: No pairs found

Test Cases Input 1

5

2 4 6 8 10

3

Output 1

No pairs found Input 2

4

1 3 5 7

4

Output 2

(1, 5)

(3, 7)

Input 3

6

1 3 5 7 9 11

2

Output 3

(1, 3)

(3, 5)

(5, 7)

(7, 9)

(9, 11)

Input 4

7

1 2 3 4 5 6 7

1

Output 4

(1, 2)

(2, 3)

(3, 4)

(4, 5)

(5, 6)

(6, 7)

Input 5

7

5 1 10 8 6 4 3

2

Output 5

No pairs found

Input 6

5

10 15 20 25 30

5

Output 6

(10, 15)

(15, 20)

(20, 25)

(25, 30)

Input 7

6

1 2 3 4 5 6

1

Output 7

(1, 2)

(2, 3)

(3, 4)

(4, 5)

(5, 6)

Input 8

1

100

5

Output 8

No pairs found

Code

def find\_pairs\_with\_distance(rocks, target\_distance): left = 0

right = 1 pairs = []

while right < len(rocks):

current\_diff = rocks[right] - rocks[left]

if current\_diff == target\_distance: pairs.append((rocks[left], rocks[right])) left += 1

right = left + 1 # Reset the right pointer to one step ahead of the left elif current\_diff < target\_distance:

right += 1 else:

left += 1

if left == right: right += 1

if not pairs:

print("No pairs found") else:

for pair in pairs:

print(f"({pair[0]}, {pair[1]})")

# Example usage

if name == " main ": # Sample Input 1

n = int(input()) # Number of rocks

rocks = list(map(int, input().split())) # List of rock positions target\_distance = int(input()) # The target distance

# Call the function to find pairs find\_pairs\_with\_distance(rocks, target\_distance)

1. Undo the Typos Problem Statement:

Sara is writing her college essay in a simple text editor that only supports typing lowercase alphabets and undoing the last letter using the backspace key (represented by #). She types a sequence of characters, and for every #, the last typed character (if any) gets removed.

Can you help her figure out the final text after all typing and backspaces?

Input Format:

* + A single line string s (1 ≤ |s| ≤ 10^5), consisting of lowercase letters and the # character. Output Format:
  + A single line containing the final string after processing all characters.

Sample Input 1: abc#d##

Sample Output 1: a

Sample Input 2: a#bc##d

Sample Output 2: d

Test Cases Input 1 ##abc Output 1 abc

Input 2 hello Output 2 hello

Input 3 abc###xyz Output 3 xyz

Input 4 helloworld Output 4 helloworld

Input 5 a#b#c#d#e Output 5

e

Input 6 abc##de# Output 6 Ad

Input 7 a#bc#d#efg#h#

Output 7 bef

Input 8 a#b#c#d#e#f#z Output 8

z

Code

def process\_typing(s):

stack = [] for ch in s:

if ch == '#':

if stack:

stack.pop() else:

stack.append(ch) return ''.join(stack)

# Example usage:

if name == " main ": s = input().strip() print(process\_typing(s))

1. Balanced Boxes Problem Statement:

A warehouse robot is stacking boxes represented by opening [ and closing ] brackets. It follows a sequence of commands, where:

* + [ means it places a box on the stack.
  + ] means it removes the top box (only if there is one).

Your job is to determine whether the robot has stacked and unstacked the boxes correctly. That is, every opening [ must have a corresponding closing ], and the order must be valid.

Input Format:

* + A single line string s consisting only of the characters [ and ].
  + Length: 1 ≤ |s| ≤ 10^5

Output Format:

* + Print "Balanced" if all boxes are stacked and unstacked properly.
  + Otherwise, print "Unbalanced".

Sample Input 1: [[]]

Sample Output 1: Balanced

Sample Input 2:

][][

Sample Output 2: Unbalanced

Test Cases Input 1

[]

Output 1 Balanced

Input 2 [[[]]]

Output 2 Balanced

Input 3

][

Output 3 Unbalanced

Input 4 [[[]]

Output 4 Unbalanced

Input 5 []][[]

Output 5 Unbalanced

Input 6 [[[[[]]]]]

Output 6 Balanced

Input 7 [][[[[]]]]

Output 7 Balanced

Input 8

]]]]

Output 8

Unbalanced

Code

def is\_balanced\_boxes(s): stack = []

for ch in s:

if ch == '[':

stack.append(ch) elif ch == ']':

if not stack:

return "Unbalanced" stack.pop()

return "Balanced" if not stack else "Unbalanced"

# Example usage

if name == " main ": s = input().strip() print(is\_balanced\_boxes(s))

Medium

1. The Thief of Time Problem Statement:

In the ancient kingdom of Chronosia, there exists a legendary thief named Kael who can steal time from time crystals. Each time crystal has a time value and a steal time (how long it takes to steal from it). Kael has T minutes before the royal guards catch him. His goal is to maximize the amount of time he can steal from the available crystals before he gets caught.

Each crystal can only be stolen once and stealing must be completed fully to obtain the time value.

Kael decides to steal from the most "efficient" crystals first, where efficiency is defined as the highest time value per unit of steal time. Help Kael make the optimal choice.

Input Format:

* + The first line contains an integer N — the number of time crystals.
  + The second line contains an integer T — the total time Kael has before the guards arrive.
  + The next N lines each contain two integers vi and ti — value of time (vi) and time to steal (ti) for each crystal.

Output Format:

* + Print a single integer — the maximum total value of time Kael can steal before getting caught.

Sample Input 1:

4

10

60 2

100 4

120 6

30 1

Sample Output 1:

190

Sample Input 2:

3

5

50 3

70 4

30 2

Sample Output 2:

70

Test Cases

Input 1

0

100

Output 1

0

Input 2

3

0

100 1

200 2

300 3

Output 2

0

Input 3

3

1000000000

10000 10000

10000 10000

10000 10000

Output 3

30000

Input 4

5

15

50 5

60 4

70 6

80 3

30 2

Output 4

240

Input 5

4

10

100 5

200 10

150 7

50 2

Output 5

200

Input 6

3

4

10 5

100 4

5 1

Output 6

100

Input 7

3

1

100 2

200 3

300 4

Output 7

0

Input 8

3

6

100 2

150 2

120 2

Output 8

370

Code

def max\_stolen\_time\_value(n, t, crystals): # Sort by value per time descending

crystals.sort(key=lambda x: x[0] / x[1], reverse=True)

total\_value = 0 remaining\_time = t

for value, steal\_time in crystals:

if steal\_time <= remaining\_time:

total\_value += value remaining\_time -= steal\_time

else:

continue

return total\_value

# Input reading

if name == " main ": n = int(input())

t = int(input())

crystals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_stolen\_time\_value(n, t, crystals))

1. The Thief of Time

Problem Statement:

There’s a single ticket counter and a line of people waiting. Each person needs a specific amount of

time to be served, which is represented by an array T.

The counter serves people in order, but here's the rule: the counter works in rounds. In each round, the person at the front gets served for 1 time unit, then goes to the back of the queue if their remaining time is more than 0.

You are given the time required for each person, and you are asked to calculate how many time units it will take before the K-th person (0-indexed) in the original queue completes their service.

Input Format:

* First line contains two integers N (number of people) and K (index of target person).
* Second line contains N space-separated integers, where T[i] is the total time required for the i-th person.

Output Format:

* A single integer — total time taken until the K-th person completes service.

Sample Input 1:

4 2

1 2 3 4

Sample Output 1:

8

Explanation:

[1,2,3,4] → [2,3,4] after 1 (P0 done)

[2,3,4,1] → [3,4,1] after 1 (P1: 1 left)

[3,4,1,1] → [4,1,1] after 1 (P2: 2 left)

[4,1,1,2] → [1,1,2] after 1 (P3: 3 left)

[1,1,2,3] → [1,2,3] after 1 (P1 done)

[2,3] → [3,2] after 1 (P2: 1 left)

[2,1] → [1,1] after 1 (P3: 1 left)

[1] → P2 done after 1 more

Sample Input 2:

5 0

5 1 1 1 1

Sample Output 2:

9

Test Cases Input 1

1 0

1

Output 1

1

Input 2

3 2

1 1 1

Output 2

3

Input 3

3 0

3 3 3

Output 3

7

Input 4

5 4

1 1 1 1 5

Output 4

9

Input 5

6 2

3 3 1 3 3 3

Output 5

3

Input 6

5 2

2 2 2 2 2

Output 6

8

Input 7

5 2

10 2 3 1 1

Output 7

10

Input 8

4 3

1 1 1 5

Output 8

8

Code

def max\_stolen\_time\_value(n, t, crystals): # Sort by value per time descending

crystals.sort(key=lambda x: x[0] / x[1], reverse=True)

total\_value = 0 remaining\_time = t

for value, steal\_time in crystals:

if steal\_time <= remaining\_time:

total\_value += value remaining\_time -= steal\_time

else:

continue

return total\_value

# Input reading

if name == " main ": n = int(input())

t = int(input())

crystals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_stolen\_time\_value(n, t, crystals))

1. Festival of Lanterns

Problem Statement:

In the kingdom of Lumora, every year a lantern festival is held where participants light floating lanterns along a river. Each lantern must be lit and launched at a specific time interval, and each one brings a certain amount of joy to the crowd.

The Grand Organizer can only allow one lantern to be launched at any given second (due to narrow river constraints). You're given N lanterns, each with:

* + A deadline (the latest second it can be launched),
  + A joy value.

Your task is to select the subset of lanterns to maximize total joy, ensuring no two lanterns are launched at the same time, and each is launched on or before its deadline.

This is a classic Greedy + Priority Queue problem (variant of Job Scheduling with Deadlines).

Input Format:

* + First line: Integer N — number of lanterns.
  + Next N lines: Each line has two integers:
* di — deadline of the i-th lantern (1 ≤ di ≤ 10^5)
* ji — joy value of the i-th lantern

Output Format:

* + One integer — maximum total joy that can be obtained.

Sample Input 1:

5

2 100

1 50

2 200

1 20

3 300

Sample Output 1:

600

Explanation:

We can launch 3 lanterns (at most 1 per second):

* + Choose lanterns with highest joy but that can meet their deadline:
* Launch 300 at time 3
* Launch 200 at time 2
* Launch 100 at time 1

Total Joy = 300 + 200 + 100 = 600

Sample Input 2:

4

1 40

2 50

2 30

1 70

Sample Output 2:

120

Test Cases Input 1

1

1 9999

Output 1

9999

Input 2

4

1 10

1 20

1 5

1 100

Output 2

100

Input 3

3

1 100

2 200

3 300

Output 3

600

Input 4

6

1 5

2 20

2 30

2 25

3 50

3 90

Output 4

170

Input 5

4

1 10

2 10

3 10

4 10

Output 5

40

Input 6

3

5 100

6 200

1. 300

Output 6

600

Input 7

5

2 10

2 20

2 30

2 40

2 50

Output 7

90

Input 8

5

1 10000

1 9000

1 8000

1 7000

1 6000

Output 8

10000

Code

import heapq

def max\_total\_joy(n, lanterns): # Sort lanterns by deadline

lanterns.sort(key=lambda x: x[0]) min\_heap = []

for deadline, joy in lanterns:

heapq.heappush(min\_heap, joy)

# If we have more lanterns than we can schedule by this deadline, remove the least joyful one if len(min\_heap) > deadline:

heapq.heappop(min\_heap)

return sum(min\_heap)

# Input Reading

if name == " main ": n = int(input())

lanterns = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_total\_joy(n, lanterns))

1. The Merchant's Caravan Problem Statement:

A wealthy merchant is heading to the annual Golden Dunes Market, carrying items of different values and weights. His caravan can only carry a maximum weight W due to desert travel constraints.

He wants to maximize his profit by selecting the subset of items that can be carried without exceeding the total weight limit.

This is a 0/1 Knapsack-like greedy problem, but the twist is:

He can take fractions of an item if needed — i.e., this is the Fractional Knapsack Problem, solved greedily by value per unit weight.

Input Format:

* + First line: Two integers N and W
* N: number of items
* W: maximum weight capacity
  + Next N lines: Each line contains two integers:
* value and weight of the item

Output Format:

* + A single floating-point number — the maximum total value the merchant can carry.
  + Round off your answer to 2 decimal places.

Sample Input 1:

3 50

60 10

100 20

120 30

Sample Output 1:

240.00

Explanation:

Sort by value/weight:

* + 60/10 = 6.0
  + 100/20 = 5.0
  + 120/30 = 4.0

Pick:

* + 60 (10)
  + 100 (20)
  + Remaining capacity: 20 → take 2/3 of item worth 120 → value = 80

Total = 60 + 100 + 80 = 240.00

Sample Input 2:

1 1

100 2

Sample Output 2:

50.00

Test Cases Input 1

2 30

100 10

120 30

Output 1

220.00

Input 2

3 60

60 10

100 20

120 30

Output 2

280.00

Input 3

3 10

60 10

100 20

120 30

Output 3

60.00

Input 4

2 5

100 10

120 30

Output 4

50.00

Input 5

4 10

10 1

20 2

30 3

40 4

Output 5

100.00

Input 6

3 50

500 50

400 40

300 30

Output 6

500.00

Input 7

1 2

100 4

Output 7

50.00

Input 8

5 100

10 10

20 20

30 30

40 40

50 50

Output 8

100.00

Code

def max\_value(n, w, items):

items.sort(key=lambda x: x[0]/x[1], reverse=True) total\_value = 0.0

for value, weight in items:

if w == 0:

break

if weight <= w:

total\_value += value w -= weight

else:

total\_value += value \* (w / weight) w = 0

return round(total\_value, 2)

# Driver code

if name == " main ":

n, w = map(int, input().split())

items = [tuple(map(int, input().split())) for \_ in range(n)] print(f"{max\_value(n, w, items):.2f}")

1. The Band Booking Problem

Problem Statement:

A music event organizer wants to schedule bands for a music marathon. Each band has a performance start time, end time, and a popularity score (which is equal to the number of tickets they help sell).

Due to logistical constraints, no two bands can perform at overlapping times. The goal is to select a subset of non-overlapping bands to maximize total popularity.

Input Format:

* + First line: Single integer N (number of bands)
  + Next N lines: Three integers per line:

o start\_time end\_time popularity

Output Format:

* + A single integer: the maximum total popularity achievable with non-overlapping performances

Sample Input 1:

4

1 3 50

2 5 60

4 6 70

1. 7 30

Sample Output 1:

150

Explanation:

Take band 1 (1-3) → pop 50

Skip band 2 (2-5) – overlaps

Take band 3 (4-6) → pop 70

Take band 4 (6-7) → pop 30

Total = 50 + 70 + 30 = 150

Sample Input 2:

4

1 3 50

2 5 60

4 6 70

6 7 30

Sample Output 2:

150

Test Cases Input 1

3

1 2 20

3 4 40

5 6 60

Output 1

120

Input 2

3

1 5 10

2 6 30

3 7 20

Output 2

30

Input 3

4

1 3 50

3 5 50

5 7 50

2 8 200

Output 3

200

Input 4

3

1 10 100

2 3 20

4 5 30

Output 4

100

Input 5

5

1 3 20

3 6 30

6 9 40

9 12 50

12 15 60

Output 5

200

Input 6

4

1 5 100

10 15 150

20 25 200

30 35 250

Output 6

700

Input 7

5

1 10 100

1 2 30

2 3 30

3 4 30

4 5 30

Output 7

120

Input 8

6

1 3 50

3 5 60

5 7 70

1. 9 80

9 11 90

11 13 100

Output 8

450

Code

import bisect

def max\_popularity(bands):

bands.sort(key=lambda x: x[1]) # Sort by end time end\_times = [band[1] for band in bands]

dp = [0] \* (len(bands) + 1)

for i in range(1, len(bands)+1):

start, end, pop = bands[i-1]

# Find last band that ends before current starts idx = bisect.bisect\_right(end\_times, start) - 1 dp[i] = max(dp[i-1], dp[idx+1] + pop)

return dp[-1]

# Driver

if name == " main ": n = int(input())

bands = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_popularity(bands))

1. The Conference Room Dilemma

Problem Statement:

You are given N meetings, each with a start time and end time. All meetings must be scheduled in conference rooms, and no two overlapping meetings can be in the same room.

Your task is to find the minimum number of rooms required to accommodate all meetings without overlap.

Input Format:

* + First line: Integer N (number of meetings)
  + Next N lines: Two integers — start end

Output Format:

* + A single integer — minimum number of rooms required

Sample Input 1:

4

0 30

5 10

15 20

25 35

Sample Output 1:

2

Sample Input 2:

3

1 2

3 4

5 6

Sample Output 2:

1

Test Cases Input 1

4

1 10

1 10

1 10

1 10

Output 1

4

Input 2

5

1 4

2 5

3 6

6 7

7 8

Output 2

3

Input 3

4

1 2

2 3

3 4

4 5

Output 3

1

Input 4

3

1 10

2 10

3 10

Output 4

3

Input 5

5

1 10

2 3

3 4

4 5

5 6

Output 5

2

Input 6

6

1 5

2 6

5 7

6 8

7 9

1. 10

Output 6

2

Input 7

4

1 5

2 5

3 5

4 5

Output 7

4

Input 8

6

10 20

30 40

50 60

15 25

35 45

55 65

Output 8

2

Code

def min\_rooms(meetings):

start\_times = sorted([s for s, e in meetings]) end\_times = sorted([e for s, e in meetings])

start\_ptr = end\_ptr = 0 current\_rooms = max\_rooms = 0

while start\_ptr < len(meetings):

if start\_times[start\_ptr] < end\_times[end\_ptr]: current\_rooms += 1

max\_rooms = max(max\_rooms, current\_rooms) start\_ptr += 1

else:

current\_rooms -= 1

end\_ptr += 1

return max\_rooms

# Driver

if name == " main ": n = int(input())

meetings = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_rooms(meetings))

1. The Coupon Collector

Problem Statement:

You are at a store that offers coupons on N items. For each item, you are given:

* + The price of the item.
  + The discount if a coupon is used.

But… you only have K coupons, and each coupon can be applied to only one item.

Your task is to minimize the total cost of buying all items by using at most K coupons, where each coupon gives the full discount on one item.

Input Format:

* + First line: Two integers N and K
  + Next N lines: Two integers price discount

Output Format:

* + A single integer — minimum total cost after using coupons.

Sample Input 1:

5 2

100 20

200 50

150 30

120 60

80 10

Sample Output 1:

540

Explanation:

Use coupons on items with the maximum discount: 60 and 50

* + Prices: [100, 200, 150, 120, 80] → Total = 650
  + Apply coupons to items with discount 60 and 50 → Save 110
  + Final cost = 650 - 110 = 540

Sample Input 2:

3 0

100 50

200 100

150 75

Sample Output 2:

450

Test Cases Input 1

3 3

100 10

100 20

100 30

Output 1

240

Input 2

2 5

300 100

400 150

Output 2

450

Input 3

4 2

100 0

200 0

300 0

400 0

Output 3

1000

Input 4

3 2

100 100

200 200

300 300

Output 4

100

Input 5

1 0

999 888

Output 5

999

Input 6

128

Output 6

1

Input 7

6 3

100 5

100 10

100 15

100 20

100 25

100 30

Output 7

525

Input 8

6 3

100 5

100 10

100 15

100 20

100 25

100 20

Output 8

535

Code

def min\_total\_cost(n, k, items):

total\_price = sum(price for price, \_ in items) discounts = sorted((d for \_, d in items), reverse=True) total\_discount = sum(discounts[:k])

return total\_price - total\_discount

# Driver

if name == " main ":

n, k = map(int, input().split())

items = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_total\_cost(n, k, items))

1. Penalty-Free Submissions

Problem Statement:

You are a competitive programmer participating in a contest with N problems. Each problem has:

* + deadline: the latest time you can submit it without penalty.
  + penalty: the penalty incurred if you miss the deadline (if not done at all or submitted late).

Each problem takes exactly 1 unit of time to solve, and you can only solve one problem per unit time.

Your goal is to maximize the total penalty avoided, i.e., pick problems in such a way that you solve the highest-penalty problems within their deadlines.

Input Format:

* + First line: Integer N – number of problems
  + Next N lines: Two integers deadline and penalty for each problem

Output Format:

A single integer – maximum total penalty you can avoid

Sample Input 1:

5

2 100

1 19

2 27

1 25

3 15

Sample Output 1:

142

Sample Input 2:

4

1 50

1 40

1 30

1 20

Sample Output 2:

50

Test Cases Input 1

3

1 10

2 20

3 30

Output 1

60

Input 2

4

1 10

1 20

1 30

1 40

Output 2

40

Input 3

5

1 5

2 50

3 15

2 20

3 25

Output 3

95

Input 4

6

2 10

2 20

2 30

2 40

2 50

2 60

Output 4

110

Input 5

3

10 100

1. 90

8 80

Output 5

270

Input 6

6

1 100

2 10

1 30

3 20

2 90

3 80

Output 6

270

Input 7

4

1 50

2 50

3 50

2 50

Output 7

150

Input 8

5

10000 1000000

9000 900000

8000 800000

7000 700000

6000 600000

Output 8

4000000

Code

def max\_penalty\_avoided(n, tasks):

tasks.sort(key=lambda x: -x[1]) # Sort by penalty descending max\_deadline = max(d for d, \_ in tasks)

slots = [False] \* (max\_deadline + 1) total = 0

for deadline, penalty in tasks: for t in range(deadline, 0, -1):

if not slots[t]:

slots[t] = True total += penalty break

return total

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_penalty\_avoided(n, tasks))

1. Minimum Rooms Required

Problem Statement:

You are given N events, each with a start time and an end time. Your task is to determine the minimum number of rooms required to schedule all events without any overlap in a single room.

Each room can hold only one event at a time. Events are considered overlapping if one starts before another ends (i.e., inclusive).

Input Format:

* + First line: Integer N – number of events
  + Next N lines: Two integers start and end for each event (inclusive)

Output Format:

A single integer – minimum number of rooms required.

Sample Input 1:

5

0 30

5 10

15 20

35 45

25 40

Sample Output 1:

2

Sample Input 2:

4

0 5

6 10

11 15

16 20

Sample Output 2:

1

Test Cases Input 1

4

1 10

2 9

3 8

4 7

Output 1

4

Input 2

6

1 5

2 6

5 9

7 10

10 13

12 15

Output 2

3

Input 3

5

1 100

2 3

4 5

6 7

1. 9

Output 3

2

Input 4

1

0 1

Output 4

1

Input 5

4

0 1

2 3

4 5

6 7

Output 5

1

Input 6

3

1 1

1 1

1 1

Output 6

3

Input 7

3

1 2

2 3

3 4

Output 7

2

Input 8

8

0 10

10 20

20 30

5 15

15 25

25 35

30 40

35 45

Output 8

3

Code

import heapq

def min\_rooms(events): events.sort() # Sort by start time min\_heap = []

for start, end in events:

if min\_heap and min\_heap[0] < start: heapq.heappop(min\_heap)

heapq.heappush(min\_heap, end)

return len(min\_heap)

# Driver

if name == " main ": n = int(input())

events = [tuple(map(int, input().split())) for \_ in range(n)] print(min\_rooms(events))

1. Deadline-Focused Task Execution Problem Statement:

You are given N tasks. Each task takes a certain amount of time to complete and has a deadline. You can execute the tasks one after another, starting from time 0. Your goal is to complete the maximum number of tasks such that each task is finished on or before its deadline.

You can only work on one task at a time, and you must choose tasks wisely (greedy!) so you can finish as many as possible.

Input Format:

* + First line: Integer N – number of tasks
  + Next N lines: Two integers duration and deadline for each task Output Format:
  + A single integer – maximum number of tasks that can be completed on or before their deadlines

Sample Input 1:

5

3 9

2 8

1 9

2 15

5 12

Sample Output 1:

5

Sample Input 2:

3

2 5

1 3

2 6

Sample Output 2:

3

Test Cases Input 1

4

2 4

3 5

4 6

10 7

Output 1

2

Input 2

4

1 1

2 3

3 6

4 10

Output 2

4

Input 3

5

1 5

1 6

1 7

1 8

1 9

Output 3

5

Input 4

3

3 2

4 3

5 4

Output 4

0

Input 5

5

6 12

1 3

2 4

1 5

3 6

Output 5

4

Input 6

4

3 10

2 10

1 10

4 10

Output 6

4

Input 7

6

5 10

3 8

2 5

1 3

6 12

4 11

Output 7

4

Input 8

7

10 100

20 100

30 100

40 100

15 100

5 100

25 100

Output 8

5

Code

import heapq

def max\_tasks(tasks):

tasks.sort(key=lambda x: x[1]) # sort by deadline total\_time = 0

durations = []

for duration, deadline in tasks:

total\_time += duration heapq.heappush(durations, -duration) if total\_time > deadline:

total\_time += heapq.heappop(durations) # remove longest task

return len(durations)

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_tasks(tasks))

1. Charging Station Scheduling Problem Statement:

You're managing a charging station with K charging ports. There are N electric cars that want to charge. Each car arrives at a specific time and needs a specific duration to fully charge.

Your goal is to maximize the number of cars that can be charged, assuming:

* + A car can only start charging at or after its arrival time.
  + A port is immediately available after the last car using it finishes.
  + You can charge up to K cars simultaneously at any time.

Use a greedy algorithm to schedule cars so that the maximum number can finish charging.

Input Format:

* + First line: Two integers N (number of cars), K (number of ports)
  + Next N lines: Two integers arrival\_time and duration for each car

Output Format:

* + A single integer – the maximum number of cars that can be charged

Sample Input 1:

5 2

1 4

2 3

3 2

10 1

5 2

Sample Output 1:

4

Sample Input 2:

3 1

1 2

3 2

5 2

Sample Output 2:

3

Test Cases Input 1

4 2

1 2

3 2

5 2

7 2

Output 1

4

Input 2

4 1

1 5

2 5

3 5

4 5

Output 2

1

Input 3

3 3

1 5

1 5

1 5

Output 3

3

Input 4

5 2

1 4

2 3

3 2

10 1

5 2

Output 4

4

Input 5

4 2

1 2

2 2

10 1

11 1

Output 5

4

Input 6

6 2

1 3

2 2

3 2

4 2

5 2

6 2

Output 6

5

Input 7

10 2

1 2

1 2

1 2

1 2

1 2

3 2

3 2

3 2

5 2

5 2

Output 7

6

Input 8

6 2

1 1

2 1

3 1

4 1

5 1

6 1

Output 8

6

Code

import heapq

def max\_charged\_cars(cars, k):

# Sort cars by end time (arrival + duration) cars.sort(key=lambda x: x[0] + x[1])

ports = [] # Min-heap of end times count = 0

for arrival, duration in cars:

# Free up all ports where charging is done while ports and ports[0] <= arrival:

heapq.heappop(ports) if len(ports) < k:

heapq.heappush(ports, arrival + duration) count += 1

return count

# Driver

if name == " main ":

n, k = map(int, input().split())

cars = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_charged\_cars(cars, k))

1. Minimum Coins to Pay Problem Statement:

You are given an amount N and a list of M coin denominations. Your task is to find the minimum number of coins needed to make up that amount using the available denominations. You can use each coin type an unlimited number of times.

Input Format:

* + First line: Two integers N (target amount), M (number of denominations)
  + Second line: M integers – the coin denominations. Output Format:
  + A single integer – the minimum number of coins needed to make N

Sample Input 1:

49 6

1 2 5 10 20 50

Sample Output 1:

5

Explanation:

Use largest coins first:

* + 20 + 20 = 40
  + 5 = 45
  + 2 = 47
  + 1 + 1 = 49
  + Total: 5 coins

Sample Input 2:

49 6

1 2 5 10 20 50

Sample Output 2:

5

Test Cases Input 1

100 4

1 5 10 100

Output 1

1

Input 2

37 5

1 5 10 20 25

Output 2

4

Input 3

7 1

1

Output 3

7

Input 4

18 3

2 5 10

Output 4

3

Input 5

18 4

1 2 5 10

Output 5

4

Input 6

999 6

1 2 5 10 20 100

Output 6

17

Input 7

15 6

1 1 5 5 10 10

Output 7

2

Input 8

7 2

2 4

Output 8

2

Code

def min\_coins\_to\_pay(n, coins): coins.sort(reverse=True) count = 0

for coin in coins:

while n >= coin: n -= coin count += 1

return count

# Driver

if name == " main ":

n, m = map(int, input().split()) coins = list(map(int, input().split())) print(min\_coins\_to\_pay(n, coins))

1. Job Sequencing for Maximum Profit Problem Statement:

You are given N tasks. Each task has a deadline and a reward. You can only do one task per day, and each task takes exactly one day. If a task is not completed on or before its deadline, you miss the reward.

Your goal is to maximize the total reward by selecting and scheduling tasks greedily.

Input Format:

* + First line: An integer N (number of tasks)
  + Next N lines: Two integers D and R per line (deadline and reward) Output Format:

A single integer – maximum total reward you can earn

Sample Input 1:

5

2 50

1 10

2 20

1 30

3 40

Sample Output 1:

120

Sample Input 2:

4

1 10

1 20

1 30

1 40

Sample Output 2:

40

Test Cases Input 1

4

1 10

2 20

3 30

4 40

Output 1

100

Input 2

6

2 50

2 60

2 70

2 40

2 30

2 20

Output 2

130

Input 3

3

3 15

2 10

1 20

Output 3

45

Input 4

5

1 10

2 10

3 10

2 10

1 10

Output 4

30

Input 5

5

1 100

2 10

2 10

3 10

3 10

Output 5

120

Input 6

1

1 1000

Output 6

1000

Input 7

4

10 100

11 200

12 300

13 400

Output 7

1000

Input 8

6

1 10

1 20

1 30

1 40

1 50

1 60

Output 8

60

Code

def find(parent, x): if parent[x] != x:

parent[x] = find(parent, parent[x])

return parent[x]

def union(parent, x, y): parent[find(parent, x)] = find(parent, y)

def max\_total\_reward(tasks):

tasks.sort(key=lambda x: -x[1]) # Sort by reward descending max\_deadline = max(d for d, \_ in tasks)

parent = [i for i in range(max\_deadline + 2)]

total\_reward = 0 for d, r in tasks:

available\_day = find(parent, d) if available\_day > 0:

total\_reward += r

union(parent, available\_day, available\_day - 1) return total\_reward

# Driver

if name == " main ": n = int(input())

tasks = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_total\_reward(tasks))

Hard

1. Magical Paths in the Infinite Forest

Problem Statement:

The Infinite Forest is a mystical place represented as a 2D grid. You start at the top-left cell (0, 0) and want to reach the bottom-right cell (N-1, M-1). Each cell contains a magical cost, which you must pay to enter that cell.

You can only move right or down at any point in time. But there's a twist.

There are some rare teleport tiles in the grid (identified by a value of -1). From a teleport tile, you can jump to any other teleport tile for free, without paying the cost of the destination teleport tile (but you must still have passed into the teleport tile you're jumping from).

Your goal is to find the minimum magical cost to travel from the start to the destination, considering both normal and teleportation moves.

Input Format:

* The first line contains two integers N and M — the dimensions of the forest.
* The next N lines contain M space-separated integers. Each cell contains:
* A positive integer denoting the cost of entering that cell, or
* -1 denoting a teleport tile.

Output Format:

Print a single integer — the minimum cost to reach (N-1, M-1) from (0, 0).

Sample Input 1:

4 4

1 3 -1 4

2 8 5 9

4 -1 3 1

6 7 2 5

Sample Output 1:

13

Sample Input 2:

3 3

1 -1 3

2 4 -1

1 1 1

Sample Output 2:

2

Test Cases Input 1

3 3

1 2 3

4 5 6

7 8 9

Output 1

21

Input 2

3 3

1 -1 3

2 100 -1

1 1 1

Output 2

2

Input 3

4 4

1 2 -1 9

8 9 9 9

-1 9 9 9

1. 9 9 1

Output 3

31

Input 4

3 3

-1 3 1

2 -1 2

3 4 1

Output 4

3

Input 5

3 3

1 2 3

4 5 6

7 8 -1

Output 5

12

Input 6

3 3

1 2 3

4 -1 6

7 8 9

Output 6

18

Input 7

4 4

1 -1 -1 1

1 100 100 1

1 100 100 1

1 1 1 1

Output 7

5

Input 8

4 4

1 99 99 99

-1 99 99 99

99 99 99 -1

99 99 99 1

Output 8

2

Code import sys

import heapq

def min\_magic\_cost(grid, n, m): INF = float('inf')

dp = [[INF] \* m for \_ in range(n)]

dp[0][0] = grid[0][0] if grid[0][0] != -1 else 0

# Collect teleport tiles teleports = []

for i in range(n):

for j in range(m):

if grid[i][j] == -1: teleports.append((i, j))

# Priority queue: (cost, x, y) heap = [(dp[0][0], 0, 0)]

visited\_teleport = False

while heap:

cost, x, y = heapq.heappop(heap)

if cost > dp[x][y]: continue

# Normal right/down moves

for dx, dy in [(1, 0), (0, 1)]:

nx, ny = x + dx, y + dy

if 0 <= nx < n and 0 <= ny < m:

enter\_cost = 0 if grid[nx][ny] == -1 else grid[nx][ny] if dp[nx][ny] > cost + enter\_cost:

dp[nx][ny] = cost + enter\_cost heapq.heappush(heap, (dp[nx][ny], nx, ny))

# If on teleport, update all other teleports if grid[x][y] == -1 and not visited\_teleport:

for tx, ty in teleports:

if (tx, ty) != (x, y):

if dp[tx][ty] > cost:

dp[tx][ty] = cost

heapq.heappush(heap, (dp[tx][ty], tx, ty)) visited\_teleport = True # only need one full teleport sync

return dp[n-1][m-1]

# Reading input

n, m = map(int, input().split())

grid = [list(map(int, input().split())) for \_ in range(n)]

print(min\_magic\_cost(grid, n, m))

1. Longest Alternating Subsequence with Jumps

Problem Statement:

You are given an array of integers A of length N. A subsequence S of A is called a "Jumpy Alternating Subsequence" if:

1. It consists of elements from A in increasing index order (i.e., it's a subsequence).
2. The difference between consecutive elements in S must strictly alternate in sign.
3. The absolute difference between any two consecutive elements must be at least K. Your task is to find the length of the longest such subsequence.

Input Format:

* + First line: Two integers N and K — the length of the array and the minimum absolute jump size.
  + Second line: N space-separated integers — the array A.

Output Format:

* + A single integer — the length of the longest jumpy alternating subsequence.

Sample Input 1:

6 2

1 7 4 9 2 5

Sample Output 1:

6

Explanation:

One such longest sequence is [1, 7, 4, 9, 2, 5] with diffs [+6, -3, +5, -7, +3].

Sample Input 2:

5 3

1 2 3 4 5

Sample Output 2:

2

Test Cases Input 1

6 2

1 7 4 9 2 5

Output 1

6

Input 2

5 1

3 3 3 3 3

Output 2

1

Input 3

5 10

1 2 3 4 5

Output 3

1

Input 4

7 0

1 17 5 10 13 15 10

Output 4

5

Input 5

7 3

10 20 5 25 1 30 0

Output 5

7

Input 6

4 2

1 1 1 4

Output 6

2

Input 7

5 4

10 5 1 -3 -10

Output 7

2

Input 8

10 1

1 3 2 4 3 5 4 6 5 7

Output 8

10

Code

def longest\_jumpy\_alternating\_subsequence(arr, k): n = len(arr)

dp\_up = [1] \* n # ending with upward jump dp\_down = [1] \* n # ending with downward jump

for i in range(1, n):

for j in range(i):

diff = arr[i] - arr[j] if abs(diff) >= k:

if diff > 0:

dp\_up[i] = max(dp\_up[i], dp\_down[j] + 1) elif diff < 0:

dp\_down[i] = max(dp\_down[i], dp\_up[j] + 1)

return max(max(dp\_up), max(dp\_down))

# Read input

n, k = map(int, input().split())

arr = list(map(int, input().split()))

print(longest\_jumpy\_alternating\_subsequence(arr, k))

1. Minimum Sum Subsequence with Non-Adjacent Elements

Problem Statement:

You're given an array of integers arr of length n. You need to select a subsequence such that:

1. No two adjacent elements in the original array can be picked (i.e., if you pick arr[i], you cannot pick arr[i+1]).
2. The sum of the selected elements is minimized.
3. You must pick at least one element.

Write a program to compute the minimum possible sum under these rules.

Input Format:

* + First line contains a single integer n – the size of the array.
  + Second line contains n space-separated integers – the elements of the array. Output Format:
  + A single integer: Minimum number of button presses required to type the message.

Sample Input 1:

5

3 2 5 10 7

Sample Output 1:

2

Sample Input 2:

1

5

Sample Output 2:

5

Test Cases Input 1

2

10 2

Output 1

2

Input 2

6

-5 -10 -3 -1 -6 -9

Output 2

-20

Input 3

7

1 100 2 100 3 100 4

Output 3

1

Input 4

5

4 5 1 5 4

Output 4

4

Input 5

6

7 7 7 7 7 7

Output 5

7

Input 6

3

5 100

6 200

7 300

Output 6

600

Input 7

5

8 7 -100 6 9

Output 7

-92

Input 8

6

10 9 8 7 6 5

Output 8

9

Code

def min\_non\_adjacent\_sum(arr): n = len(arr)

if n == 1:

return arr[0]

dp = [0] \* n dp[0] = arr[0]

dp[1] = min(arr[0], arr[1])

for i in range(2, n):

dp[i] = min(dp[i - 1], dp[i - 2] + arr[i])

return dp[-1]

# Input

n = int(input())

arr = list(map(int, input().split())) print(min\_non\_adjacent\_sum(arr))

1. Maximize Length of Chain of Pairs Problem Statement:

You are given n pairs of integers. Each pair represents a directed link (a, b) such that a < b.

You can form a chain by choosing some pairs such that for each consecutive pair (a, b) and (c, d) in the chain, b < c.

Your task is to select the maximum number of pairs you can chain together following this rule.

Input Format:

* + First line: An integer n — number of pairs.
  + Next n lines: Each line has two integers a and b Output Format:

A single integer — the maximum number of pairs that can be chained.

Sample Input 1:

4

5 24

15 25

27 40

50 60

Sample Output 1:

3

Sample Input 2:

5

1 2

2 3

3 4

4 5

5 6

Sample Output 2:

3

Test Cases Input 1

5

1 2

2 3

3 4

4 5

5 6

Output 1

3

Input 2

3

1 10

2 3

3 4

Output 2

1

Input 3

1

0 1

Output 3

1

Input 4

2

1 5

2 6

Output 4

1

Input 5

6

1 2

2 3

4 5

6 7

8 9

10 11

Output 5

5

Input 6

6

5 10

1 4

7 11

13 20

6 8

21 25

Output 6

4

Input 7

0

Output 7

0

Input 8

7

-5 -3

-1 1

2 3

4 6

6 8

9 12

13 15

Output 8

6

Code

def max\_chain\_length(pairs): # Sort pairs by second value

pairs.sort(key=lambda x: x[1])

count = 0

current\_end = float('-inf')

for a, b in pairs:

if a > current\_end:

count += 1 current\_end = b

return count

# Input

n = int(input())

pairs = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_chain\_length(pairs))

1. Split Array into k Subarrays with Minimum Max Sum

Problem Statement:

You are given an array of n integers and an integer k.

Your task is to split the array into k non-empty continuous subarrays, such that the maximum sum among these k subarrays is minimized.

Return that minimum possible maximum subarray sum.

Input Format:

* + First line: Two integers n and k
  + Second line: n space-separated integers

Output Format:

A single integer — the minimum possible value of the largest subarray sum when the array is split into k parts.

Sample Input 1:

5 2

7 2 5 10 8

Sample Output 1:

18

Sample Input 2:

4 2

1 2 3 4

Sample Output 2:

6

Test Cases Input 1

1 1

100

Output 1

100

Input 2

6 3

1 4 4 1 3 2

Output 2

5

Input 3

6 4

1 4 4 1 3 22 8 200

Output 3

5

Input 4

10 5

1 1 1 1 1 1 1 1 1 10

Output 4

10

Input 5

5

1 3 20

3 6 30

6 9 40

9 12 50

12 15 60

Output 5

200

Input 6

7 3

2 3 1 2 4 3 1

Output 6

6

Input 7

5 5

1 2 3 4 5

Output 7

5

Input 8

6 1

1 2 3 4 5 6

Output 8

21

Code

def can\_split(arr, k, max\_allowed): count = 1

current\_sum = 0 for num in arr:

if current\_sum + num > max\_allowed: count += 1

current\_sum = num else:

current\_sum += num return count <= k

def split\_array\_min\_largest\_sum(arr, k): low = max(arr)

high = sum(arr) result = high

while low <= high:

mid = (low + high) // 2 if can\_split(arr, k, mid):

result = mid high = mid - 1

else:

low = mid + 1

return result

# Input

n, k = map(int, input().split())

arr = list(map(int, input().split())) print(split\_array\_min\_largest\_sum(arr, k))

1. Minimum Cuts for Palindrome Partitioning

Problem Statement:

You are given a string s. Your task is to partition the string such that every substring of the partition is a palindrome.

Return the minimum number of cuts needed to make all parts of the string palindromes.

Input Format:

* + First line: A single string s (lowercase English letters only)

Output Format:

* + A single integer — the minimum number of cuts needed.

Sample Input 1: aab

Sample Output 1:

1

Sample Input 2: a

Sample Output 2:

0

Test Cases Input 1 abc Output 1

2

Input 2 abba Output 2

0

Input 3 racecar Output 3

0

Input 4 noonabbad Output 4

2

Input 5 aaaaaa Output 5

0

Input 6 abacdc Output 6

1

Input 7 Banana Output 7

1

Input 8 Civicracecar Output 8

1

Code

def min\_cut\_palindrome(s):

n = len(s)

is\_palindrome = [[False]\*n for \_ in range(n)]

# Precompute palindromes for i in range(n):

is\_palindrome[i][i] = True for i in range(n-1):

is\_palindrome[i][i+1] = (s[i] == s[i+1]) for length in range(3, n+1):

for i in range(n - length + 1):

j = i + length - 1

is\_palindrome[i][j] = (s[i] == s[j]) and is\_palindrome[i+1][j-1]

# DP to calculate min cuts dp = [0] \* n

for i in range(n):

if is\_palindrome[0][i]:

dp[i] = 0 else:

dp[i] = float('inf') for j in range(i):

if is\_palindrome[j+1][i]: dp[i] = min(dp[i], dp[j] + 1)

return dp[-1]

# Input

s = input().strip()

print(min\_cut\_palindrome(s))

1. Longest Zigzag Subsequence

Problem Statement:

Given an array of integers, you must find the length of the longest subsequence where the differences between consecutive elements strictly alternate between positive and negative.

A subsequence is not necessarily contiguous. The first difference can be either positive or negative.

Input Format:

* + First line: An integer n — the number of elements in the array.
  + Second line: n space-separated integers.

Output Format:

* + A single integer — the length of the longest zigzag subsequence.

Sample Input 1:

6

1 7 4 9 2 5

Sample Output 1:

6

Sample Input 2:

5

1 4 7 2 5

Sample Output 2:

4

Test Cases Input 1

1

10

Output 1

1

Input 2

3

1 1 1

Output 2

1

Input 3

4

1 2 3 4

Output 3

2

Input 4

4

4 3 2 1

Output 4

2

Input 5

7

70 55 13 2 99 2 80

Output 5

5

Input 6

8

3 3 3 3 3 3 3 3

Output 6

1

Input 7

10

10 22 9 33 49 50 31 60 4 70

Output 7

8

Input 8

5

1 3 2 4 3

Output 8

5

Code

def longest\_zigzag\_subsequence(arr): n = len(arr)

if n == 0:

return 0

up = [1] \* n down = [1] \* n

for i in range(1, n):

for j in range(i):

if arr[i] > arr[j]:

up[i] = max(up[i], down[j] + 1) elif arr[i] < arr[j]:

down[i] = max(down[i], up[j] + 1)

return max(max(up), max(down))

# Input

n = int(input())

arr = list(map(int, input().split())) print(longest\_zigzag\_subsequence(arr))

1. Maximum Sum of Non-Overlapping Intervals

Problem Statement:

You're given n intervals, each with a start time, end time, and a value. Your goal is to select a subset of non-overlapping intervals such that the sum of their values is maximized.

Input Format:

* + First line: An integer n — the number of intervals.
  + Next n lines: Each line contains three integers: start end value

Output Format:

A single integer — the maximum sum of values for non-overlapping intervals.

Sample Input 1:

4

1 3 50

3 5 20

6 19 100

2 100 200

Sample Output 1:

200

Sample Input 2:

3

1 2 10

2 3 20

3 4 30

Sample Output 2:

60

Test Cases Input 1

3

1 4 10

2 5 20

3 6 30

Output 1

30

Input 2

5

1 10 100

2 3 10

3 4 20

4 5 30

5 6 40

Output 2

100

Input 3

2

1 10 100

11 20 200

Output 3

300

Input 4

3

1 5 20

6 10 30

5 6 10

Output 4

60

Input 5

3

1 2 100

2 3 100

3 4 100

Output 5

300

Input 6

1

1 1000000000 5000

Output 6

5000

Input 7

4

1 3 10

2 4 20

3 5 30

4 6 40

Output 7

60

Input 8

5

1 2 1

2 3 2

3 4 3

4 5 4

5 6 5

Output 8

15

Code

import bisect

def max\_value\_non\_overlapping(intervals): intervals.sort(key=lambda x: x[1])

n = len(intervals)

# Prepare end times for binary search ends = [interval[1] for interval in intervals] dp = [0] \* (n + 1)

for i in range(1, n + 1):

start, end, value = intervals[i - 1]

# Find the last interval that doesn't overlap idx = bisect.bisect\_right(ends, start) - 1 dp[i] = max(dp[i - 1], dp[idx + 1] + value)

return dp[n]

# Input

n = int(input())

intervals = [tuple(map(int, input().split())) for \_ in range(n)] print(max\_value\_non\_overlapping(intervals))

1. Count Beautiful Numbers

Problem Statement:

A number is called beautiful if the sum of its digits is divisible by k.

You are given two integers L and R, and a value k. Count how many numbers between L and R (inclusive) are beautiful.

Input Format:

* + A single line with three integers: L R k

Output Format:

A single integer — the count of beautiful numbers in the range [L, R].

Sample Input 1:

1 100 10

Sample Output 1:

9

Sample Input 2:

1 20 5

Sample Output 2:

3

Test Cases Input 1

10 99 9

Output 1

10

Input 2

1 1000 10

Output 2

99

Input 3

100 200 15

Output 3

5

Input 4

123456 654321 7

Output 4

75845

Input 5

1 1000000 1

Output 5

1000000

Input 6

1 1000000 99

Output 6

0

Input 7

1 1 1

Output 7

1

Input 8

9999999999999999 10000000000000000 9

Output 8

1

Code

from functools import lru\_cache def count\_beautiful(n, k):

digits = list(map(int, str(n)))

@lru\_cache(None)

def dp(pos, sum\_mod\_k, tight): if pos == len(digits):

return 1 if sum\_mod\_k == 0 else 0

limit = digits[pos] if tight else 9 total = 0

for d in range(0, limit + 1):

total += dp( pos + 1,

(sum\_mod\_k + d) % k, tight and (d == limit)

)

return total

return dp(0, 0, True)

def solve(L, R, k):

return count\_beautiful(R, k) - count\_beautiful(L - 1, k)

# Input

L, R, k = map(int, input().split()) print(solve(L, R, k))

1. Minimum Incompatibility Partition Problem Statement:

You're given an array of n integers and an integer k. You need to partition the array into k subsets of equal size. Each subset must contain unique elements only (no duplicates). The incompatibility of a subset is the difference between its maximum and minimum elements.

Your goal is to minimize the sum of incompatibilities across all subsets. If it's not possible to partition the array as required, return -1.

Input Format:

* + First line: Two integers n and k
  + Second line: n integers representing the array

Output Format:

* + A single integer — the minimum sum of incompatibilities or -1 if not possible. Sample Input 1:

8 4

1 2 1 4 3 3 5 6

Sample Output 1:

5

Sample Input 2:

6 3

1 2 3 4 5 6

Sample Output 2:

3

Test Cases Input 1

5 2

1 2 3 4 5

Output 1

-1

Input 2

8 4

1 2 1 4 3 3 5 6

Output 2

5

Input 3

6 2

1 1 1 2 2 2

Output 3

-1

Input 4

4 2

5 5 7 7

Output 4

4

Input 5

7 2

1 2 3 4 5 6 7

Output 5

-1

Input 6

6 3

3 1 6 2 4 5

Output 6

3

Input 7

4 2

8 8 8 8

Output 7

-1

Input 8

8 4

10 20 30 40 50 60 70 80

Output 8

40

Code

from itertools import combinations from collections import defaultdict import sys

def min\_incompatibility(nums, k): from functools import lru\_cache

n = len(nums) size = n // k

# If total elements can't be evenly split into k subsets if n % k != 0:

return -1

count = defaultdict(int) for num in nums:

count[num] += 1

if count[num] > k: # More than k duplicates - cannot split uniquely return -1

all\_masks = [] mask\_cost = {}

# Try all combinations of size `size`

for combo in combinations(range(n), size): seen = set()

subset = []

for i in combo:

if nums[i] in seen:

break seen.add(nums[i]) subset.append(nums[i])

else:

mask = 0

for i in combo:

mask |= 1 << i

mask\_cost[mask] = max(subset) - min(subset) all\_masks.append(mask)

dp = [sys.maxsize] \* (1 << n) dp[0] = 0

for mask in range(1 << n):

if bin(mask).count('1') % size != 0:

continue

for sub in all\_masks:

if (mask & sub) == 0:

next\_mask = mask | sub

dp[next\_mask] = min(dp[next\_mask], dp[mask] + mask\_cost[sub])

result = dp[(1 << n) - 1]

return result if result != sys.maxsize else -1

# Input Reading

if name == " main ":

n, k = map(int, input().split())

nums = list(map(int, input().split())) print(min\_incompatibility(nums, k))

1. Minimum Cost to Make Palindromes Problem Statement:

You are given a string s of lowercase English letters. You want to partition s into k non-empty, non- overlapping contiguous substrings such that each substring is a palindrome. You are allowed to change characters in the string. Changing one character costs 1 unit.

Your goal is to partition the string into exactly k palindromic substrings with the minimum total cost of character changes required.

Return the minimum cost.

Input Format:

* + First line: a string s of length n (1 ≤ n ≤ 100).
  + Second line: integer k (1 ≤ k ≤ n)

Output Format:

* + A single integer, the minimum cost to partition the string into exactly k palindromic substrings.

Sample Input 1: abc

2

Sample Output 1:

1

Sample Input 2: aabbc

3

Sample Output 2:

0

Test Cases Input 1

a 1

Output 1

0

Input 2 abc

1

Output 2

1

Input 3 aaaa

4

Output 3

0

Input 4 aaaaaa 2

Output 4

0

Input 5 abcdef 1

Output 5

3

Input 6 racecar 3

Output 6

0

Input 7 abcdef 2

Output 7

2

Input 8 abcdcba 3

Output 8

0

Code

def min\_change\_to\_palindrome(s, i, j): cost = 0

while i < j:

if s[i] != s[j]:

cost += 1

i += 1

j -= 1

return cost

def min\_cost\_partition(s, k): n = len(s)

# Precompute cost to convert s[i:j+1] to palindrome cost = [[0]\*n for \_ in range(n)]

for i in range(n):

for j in range(i, n):

cost[i][j] = min\_change\_to\_palindrome(s, i, j)

dp = [[float('inf')] \* (k+1) for \_ in range(n+1)]

dp[0][0] = 0

for i in range(1, n+1): # i chars taken for t in range(1, k+1): # t parts

for j in range(t-1, i): # try breaking between j and i dp[i][t] = min(dp[i][t], dp[j][t-1] + cost[j][i-1])

return dp[n][k]

# Input Reading

if name == " main ": s = input().strip()

k = int(input()) print(min\_cost\_partition(s, k))

1. Maximum Sum of Non-Adjacent Equal Substrings Problem Statement:

Given a string s of lowercase English letters, you are allowed to select substrings such that:

* + Each selected substring has all the same characters (e.g., "aaa" is valid, "aab" is not).
  + No two selected substrings overlap or are adjacent.
  + For each selected substring, you gain a score equal to the square of its length.

Your task is to select a subset of such substrings (non-overlapping and non-adjacent) to maximize the total score.

Input Format:

* + A single string s (1 ≤ |s| ≤ 10^5) consisting of lowercase English letters.

Output Format:

* + An integer representing the maximum total score.

Sample Input 1: aaabbaaa Sample Output 1:

18

Sample Input 2: ababa

Sample Output 2:

3

Test Cases Input 1 aaaaa Output 1

25

Input 2 aabbaabb Output 2

8

Input 3 aabbaa Output 3

8

Input 4 abcde Output 4

3

Input 5 aaabbbcccaaaddd Output 5

27

Input 6 aabaaabaaa Output 6

22

Input 7 a

Output 7

1

Input 8 aaabbaaccdddeeffggghh Output 8

31

Code

def max\_non\_adjacent\_block\_score(s): n = len(s)

blocks = [] i = 0

# Group into blocks of same characters while i < n:

j = i

while j < n and s[j] == s[i]: j += 1

blocks.append((s[i], j - i)) i = j

m = len(blocks) dp = [0] \* (m + 1)

for i in range(1, m + 1):

char, length = blocks[i - 1]

dp[i] = max(dp[i], dp[i - 1]) # Skip if i >= 2:

dp[i] = max(dp[i], dp[i - 2] + length \* length) # Take else:

dp[i] = max(dp[i], length \* length)

return dp[m]

# Input Reading

if name == " main ": s = input().strip()

print(max\_non\_adjacent\_block\_score(s))

1. Longest Balanced Binary Substring After K Flips Problem Statement:

You are given a binary string s (consisting of only '0' and '1') and an integer k.

You are allowed to flip at most k characters in the string (i.e., change '0' to '1' or '1' to '0').

Your task is to determine the length of the longest balanced substring you can obtain after at most k flips, where a balanced substring is defined as a substring with an equal number of 0s and 1s.

Input Format:

* + First line: a string s of length n (1 ≤ n ≤ 100).
  + Second line: integer k (1 ≤ k ≤ n)

Output Format:

A single integer – length of longest balanced substring after at most k flips

Sample Input 1:

110001

1

Sample Output 1:

6

Sample Input 2:

1111

2

Sample Output 2:

0

Test Cases

Input 1

1111

0

Output 1

0

Input 2

000111

1

Output 2

4

Input 3

00000

3

Output 3

0

Input 4

101010

0

Output 4

0

Input 5

101100110101

2

Output 5

10

Input 6

1

1 1000

Output 6

1000

Input 7

1000000001

1

Output 7

2

Input 8

111000

0

Output 8

0

Code

def longest\_balanced\_after\_k\_flips(s: str, k: int) -> int: n = len(s)

max\_len = 0

count = {0: 0, 1: 0}

left = 0

for right in range(n):

count[int(s[right])] += 1

# Flip the minority if needed to make counts equal while abs(count[0] - count[1]) > 2 \* k:

count[int(s[left])] -= 1

left += 1

total = right - left + 1

max\_balanced = total - abs(count[0] - count[1]) max\_len = max(max\_len, max\_balanced)

return max\_len

# Input

if name == " main ": s = input().strip()

k = int(input()) print(longest\_balanced\_after\_k\_flips(s, k))

1. Minimum Jumps to Make Array Strictly Increasing Problem Statement:

You are given an array of integers arr of size n. You can jump from index i to any index j such that:

* + j > i
  + arr[j] > arr[i]

You need to find the minimum number of jumps required to reach the end of the array starting from index 0 (i.e., arr[0] to arr[n-1]), such that at each step the next value is strictly greater than the current.

If it's not possible to reach the end, print -1.

Input Format:

* + First line: An integer N
  + Next line: N integers Output Format:

A single integer – Minimum number of jumps or -1

Sample Input 1:

6

1 3 2 4 6 8

Sample Output 1:

1

Sample Input 2:

5

5 4 3 2 1

Sample Output 2:

-1

Test Cases Input 1

4

1 2 3 4

Output 1

1

Input 2

1

10

Output 2

0

Input 3

7

1 100 1 101 2 102 103

Output 3

1

Input 4

8

10 20 10 30 10 40 10 50

Output 4

1

Input 5

5

1 1 1 1 2

Output 5

1

Input 6

10

5 6 1 2 3 4 5 6 7 8

Output 6

1

Input 7

5

1 3 5 7 9

Output 7

1

Input 8

6

1 2 1 2 1 2

Output 8

1

Code

from collections import deque, defaultdict

def min\_jumps\_strictly\_increasing(arr): n = len(arr)

if n == 1:

return 0

graph = defaultdict(list)

# Preprocess: Build graph of possible jumps for i in range(n):

for j in range(i + 1, n):

if arr[j] > arr[i]: graph[i].append(j)

# BFS

visited = [False] \* n queue = deque()

queue.append((0, 0)) # (index, jump count) visited[0] = True

while queue:

idx, jumps = queue.popleft() for neighbor in graph[idx]:

if not visited[neighbor]:

if neighbor == n - 1:

return jumps + 1 visited[neighbor] = True

queue.append((neighbor, jumps + 1))

return -1

# Driver Code

if name == " main ":

n = int(input())

arr = list(map(int, input().split())) print(min\_jumps\_strictly\_increasing(arr))